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Chapter 1:  
Introduction to Interactive Visualization 
with Julia 

 

 

 

 

 

 

 

 

 
 

 

 

Interactive data visualization is a crucial aspect of data analysis that enables us to explore, 

communicate, and analyze data effectively. Julia, a high-performance programming language, 

offers several powerful packages for interactive data visualization and plotting. In this tutorial, 
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we will explore some of the most popular Julia packages for interactive data visualization and 

learn how to create stunning data visualizations. 

 

Before we start, it's essential to understand the basics of data visualization and plotting. Data 

visualization is the graphical representation of data, and plotting is the process of creating 

visualizations. Data visualization helps us to identify patterns, trends, and relationships in the 

data that may be hard to identify otherwise. Effective data visualization can communicate 

complex information quickly and clearly and is an essential tool for data scientists, researchers, 

and analysts. 

 

Julia has several packages for data visualization, including Plots.jl, Makie.jl, Gadfly.jl, and 

VegaLite.jl. In this tutorial, we will focus on Plots.jl and Makie.jl, two of the most popular and 

versatile visualization packages in Julia. 

 

Plots.jl 

 

Plots.jl is a high-level plotting package that provides a unified interface to various backends, 

including PyPlot, GR, Plotly, and others. Plots.jl supports a wide range of plot types, including 

line plots, scatter plots, bar plots, histograms, and more. 

 

Installing Plots.jl 

 

To use Plots.jl, we first need to install it. We can install Plots.jl by running the following 

command in the Julia REPL: 

 

using Pkg 

Pkg.add("Plots") 

 

Creating a simple plot with Plots.jl 

 

Let's create a simple plot with Plots.jl. We will create a line plot of the sine function over the 

range of 0 to 2π. 

 

using Plots 

 

x = range(0, 2π, length=100) 

y = sin.(x) 

 

plot(x, y) 

 

This will create a simple line plot of the sine function. 

 

 

Customizing a plot with Plots.jl 

We can customize a plot in Plots.jl by changing various plot attributes, such as the title, labels, 

colors, markers, and more. 
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using Plots 

 

x = range(0, 2π, length=100) 

y = sin.(x) 

 

plot(x, y, title="Sine Function", xlabel="x", 

ylabel="y", 

     label="sin(x)", linecolor=:red, linewidth=2, 

marker=:circle) 

 

This will create a customized plot of the sine function with a title, labels, and a red line with 

circle markers. 

 

Makie.jl 

 

Makie.jl is a high-performance, GPU-accelerated plotting package for Julia that provides 

interactive 2D and 3D visualization. Makie.jl uses OpenGL for rendering, making it fast and 

suitable for large datasets. 

 

Installing Makie.jl 

 

To use Makie.jl, we first need to install it. We can install Makie.jl by running the following 

command in the Julia REPL: 

 

using Pkg 

Pkg.add("Makie") 

 

Creating a simple plot with Makie.jl 

 

Let's create a simple 3D scatter plot with Makie.jl. We will use the scatter3d function to create a 

scatter plot of random data. 

 

using Makie 

 

x = rand(100) 

y = rand(100) 

z = rand(100) 

 

scatter3d(x, y, z) 

 

 

This will create a simple 3D scatter plot of random data. 

 

Customizing a plot with Makie.jl 
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We can customize a plot in Makie.jl by changing various plot attributes, such as the title, labels, 

colors, markers, and more. Makie.jl is a powerful plotting library in the Julia programming 

language that allows users to create high-quality 2D and 3D visualizations. One of the key 

features of Makie.jl is its flexibility in allowing users to customize plots by changing various plot 

attributes. 

 

Here are some of the ways in which users can customize plots in Makie.jl: 

 

1. Changing the plot size and aspect ratio: Users can specify the size of the plot in pixels or 

physical units using the size attribute. The aspect ratio of the plot can also be set using the 

aspect_ratio attribute. 

 

2. Adding titles and labels: Users can add titles and labels to their plots using the title, 

xlabel, and ylabel attributes. They can also customize the font size, color, and style of 

these elements. 

 

3. Changing the color scheme: Users can customize the color scheme of their plots by 

setting the color attribute. Makie.jl supports a wide range of color palettes, including 

RGB, HSV, and CIELAB. 

 

4. Adjusting the axis limits: Users can set the limits of the x and y axes using the xlims and 

ylims attributes. They can also adjust the tick marks and labels using the xticks, yticks, 

xticklabel, and yticklabel attributes. 

 

5. Adding legends: Users can add legends to their plots using the legend attribute. They can 

specify the position, font size, and style of the legend. 

 

6. Changing the line style: Users can customize the line style of their plots using the 

linestyle attribute. Makie.jl supports a wide range of line styles, including solid, dashed, 

dotted, and dash-dot. 

 

7. Adding markers: Users can add markers to their plots using the marker attribute. They 

can specify the size, color, and shape of the markers. 

 

8. Customizing the background: Users can customize the background of their plots using the 

backgroundcolor attribute. They can also add grid lines using the grid attribute. 

 

9. Adding annotations: Users can add annotations to their plots using the annotate function. 

They can specify the position, text, font size, and style of the annotation. 

 

Overall, Makie.jl provides a wide range of customization options for plots, allowing users to 

create highly personalized visualizations. Its syntax is also intuitive and easy to learn, making it 

an ideal choice for data visualization tasks in Julia. 

  

using Makie 



12 | P a g e  

 

 

 

x = rand(100) 

y = rand(100) 

z = rand(100) 

 

scatter3d(x, y, z, markersize=10, color=:red) 

 

title!("3D Scatter Plot") 

xlabel!("X Axis") 

ylabel!("Y Axis") 

zlabel!("Z Axis") 

 

colorbar(title="Values") 

 

This will create a customized 3D scatter plot with a red color, a title, labels, and a color bar. 

 

Creating an interactive plot with Makie.jl 

 

Makie.jl provides the ability to create interactive plots that can be manipulated by the user. 

Interactive plots are useful for exploring data and identifying patterns and trends. Makie.jl 

provides several interactivity options, including zooming, panning, and rotating the plot. 

 

using Makie 

 

x = rand(100) 

y = rand(100) 

z = rand(100) 

 

fig = Figure() 

 

scatter3d!(fig[1, 1], x, y, z, markersize=10, 

color=:red) 

 

title!(fig[1, 1], "Interactive 3D Scatter Plot") 

xlabel!(fig[1, 1], "X Axis") 

ylabel!(fig[1, 1], "Y Axis") 

zlabel!(fig[1, 1], "Z Axis") 

 

colorbar!(fig[1, 2], title="Values") 

 

fig[1, 1].camera = campixel!() 

fig[1, 1].events.mousebuttons[1].buttondown = (scene, 

args)->begin 

    cam = scene[1].camera 
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    mouseposition = Makie.nodepoint(cam, args[end]) 

    Makie.rotatecam!(cam, mouseposition, 0.1) 

end 

 

fig[1, 1].events.mousebuttons[3].buttondown = (scene, 

args)->begin 

    cam = scene[1].camera 

    mouseposition = Makie.nodepoint(cam, args[end]) 

    Makie.rotatecam!(cam, mouseposition, 0.1, (0, 0, 

1)) 

end 

 

fig[1, 1].events.mousebuttons[2].buttondown = (scene, 

args)->begin 

    cam = scene[1].camera 

    mouseposition = Makie.nodepoint(cam, args[end]) 

    Makie.zoomcam!(cam, mouseposition, 0.9) 

end 

 

display(fig) 

 

This will create an interactive 3D scatter plot with zooming, panning, and rotating options. The 

user can click and drag the left mouse button to rotate the plot, right-click to rotate the plot 

around the z-axis, and use the middle mouse button to zoom in and out of the plot. 

 

Julia offers several powerful packages for interactive data visualization and plotting. Plots.jl and 

Makie.jl are two of the most popular and versatile visualization packages in Julia. Plots.jl 

provides a unified interface to various backends, making it easy to switch between different 

plotting libraries. Makie.jl provides high-performance, GPU-accelerated visualization that is 

suitable for large datasets and provides a range of customization and interactivity options. With 

these powerful tools, you can create stunning data visualizations that enable you to explore, 

communicate, and analyze your data effectively. 

 

 

 

 

 

 

 

 

 

 

Overview of data visualization and plotting 
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Data visualization and plotting are essential tools for analyzing and presenting data effectively. 

They help to identify trends, patterns, and outliers in the data, making it easier to draw 

conclusions and make decisions. In this topic, we will explore interactive visualization and 

plotting with Julia, a powerful programming language for scientific computing. 

 

Julia is a high-level dynamic programming language designed for numerical and scientific 

computing, data science, and machine learning. It is fast, efficient, and easy to use, making it a 

popular choice among researchers, data scientists, and engineers. Julia also has a vibrant 

ecosystem of packages, including several for data visualization and plotting. Interactive 

visualization and plotting is an important aspect of data analysis and exploration. It allows users 

to explore data dynamically with code, enabling them to gain insights and identify patterns in 

their data. There are several tools and libraries available in different programming languages that 

support interactive visualization and plotting. In this response, we will focus on some of the 

popular tools and libraries in Python, R, and Julia. 

 

1. Python Python has several libraries for interactive visualization and plotting, including: 

 

 Matplotlib: Matplotlib is a popular plotting library in Python that allows users to create 

static as well as interactive visualizations. It provides a wide range of plot types, 

including line plots, scatter plots, bar plots, and histograms. Matplotlib also supports 

interactivity through its mpl_connect and mpl_toolkits modules, which allow users to 

add event handling and user interface elements to their plots. 

 

 Plotly: Plotly is a web-based interactive visualization library that allows users to create 

interactive plots and dashboards in Python. It provides a wide range of plot types, 

including scatter plots, bar plots, and choropleth maps. Plotly also supports interactivity 

through its web-based interface, which allows users to zoom, pan, and hover over data 

points. 

 

 Bokeh: Bokeh is a Python library that allows users to create interactive visualizations for 

the web. It provides a wide range of plot types, including line plots, scatter plots, and 

heatmaps. Bokeh also supports interactivity through its JavaScript-based backend, which 

allows users to add widgets, sliders, and other user interface elements to their plots. 

 

2. R R has several libraries for interactive visualization and plotting, including: 

 ggplot2: ggplot2 is a popular plotting library in R that allows users to create static as well 

as interactive visualizations. It provides a wide range of plot types, including line plots, 

scatter plots, and bar plots. ggplot2 also supports interactivity through its ggplotly 

function, which allows users to convert their ggplot2 plots into interactive plots using the 

Plotly library. 

 

 Shiny: Shiny is a web-based interactive visualization library that allows users to create 

interactive plots and dashboards in R. It provides a wide range of plot types, including  

 

line plots, scatter plots, and choropleth maps. Shiny also supports interactivity through its 

web-based interface, which allows users to add widgets, sliders, and other user interface 
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elements to their plots. 

 plotly: plotly is a web-based interactive visualization library that allows users to create 

interactive plots and dashboards in R. It provides a wide range of plot types, including 

scatter plots, bar plots, and choropleth maps. plotly also supports interactivity through its 

web-based interface, which allows users to zoom, pan, and hover over data points. 

 

3. Julia Julia has several libraries for interactive visualization and plotting, including: 

 Makie: Makie is a powerful plotting library in Julia that allows users to create high-

quality 2D and 3D visualizations. It provides a wide range of plot types, including line 

plots, scatter plots, and surface plots. Makie also supports interactivity through its built-in 

interactivity features, which allow users to add widgets, sliders, and other user interface 

elements to their plots. 

 

 Plots: Plots is a plotting library in Julia that provides a common interface to several 

plotting backends, including Makie, Plotly, and PyPlot. It allows users to create static as 

well as interactive visualizations using a single API. Plots also supports interactivity 

through the backends it supports. 

 

 Plotly: Plotly is a web-based interactive visualization library that allows users to create 

interactive plots and dashboards in Julia. It provides a wide range 

 

Interactive visualization and plotting allow users to explore data dynamically, interactively, and 

in real-time. Interactive visualizations enable users to modify and manipulate visualizations on 

the fly, making it easier to spot patterns and outliers in the data. Julia has several packages that 

allow for interactive visualization and plotting, including Plots, Makie, and Gadfly. 

 

Plots 

 

Plots is a high-level plotting package in Julia that supports a wide range of plot types and 

backends. Plots provide a unified interface to multiple plotting libraries such as GR, Plotly, 

PyPlot, and more. It also supports a variety of plot types such as scatter plots, line plots, 

histograms, bar charts, and more. Plots is an easy-to-use package that requires minimal code to 

generate impressive visualizations. 

 

To use Plots, we first need to install it using the package manager in Julia. We can do this by 

running the following command in the Julia REPL: 

 

using Pkg 

Pkg.add("Plots") 

 

Once installed, we can begin using Plots to generate visualizations. Let's generate a simple line 

plot: 

 

using Plots 

x = 1:10 

y = rand(10) 
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plot(x, y, title="Line Plot", xlabel="X-axis", 

ylabel="Y-axis") 

 

The code above generates a line plot with the x-axis representing the values in the x array and the 

y-axis representing the values in the y array. We can add a title, x-label, and y-label to the plot 

using the title, xlabel, and ylabel arguments, respectively. 

 

Plots is a high-level plotting package in Julia that provides a common interface to several 

different plotting backends, including Makie, Plotly, and PyPlot. This allows users to create plots 

using a single API, without having to worry about the details of the underlying plotting engine. 

In this response, we will provide an overview of Plots and demonstrate some of its features using 

code. 

 

To use Plots in Julia, we first need to install it by running the following command in the Julia 

REPL: 

 

julia> using Pkg 

julia> Pkg.add("Plots")  

 

Once Plots is installed, we can load it into our Julia session using the using command: 

 

julia> using Plots 

 

Plots also supports several backends, including GR, Plotly, and PyPlot. To switch between 

backends, we can use the gr(), plotly(), and pyplot() functions, respectively. For example, to 

switch to the Plotly backend, we can run the following code: 

 

using Plots 

plotly() 

 

x = 1:10 

y = rand(10) 

 

plot(x, y, title="Line Plot", xlabel="X-axis", 

ylabel="Y-axis") 

 

This will generate a line plot using the Plotly backend. 

Makie 

 

Makie is a high-performance plotting package in Julia that uses the GPU to render visualizations. 

It is designed for 3D and interactive visualizations, making it ideal for scientific visualization, 

data exploration, and machine learning applications. Makie supports a variety of plot types such 

as scatter plots, surface plots, and animations. 

To use Makie, we first need to install it using the package manager in Julia. We can do this by 

running the following command in the Julia REPL: 
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using Pkg 

Pkg.add("Makie") 

 

Once installed, we can begin using Makie to generate visualizations. Let's generate a simple 

scatter plot: 

 

using Makie 

 

x = rand(100) 

y = rand(100) 

 

scatter(x, y, title="Scatter Plot", xlabel="X-axis", 

 

 

 

Benefits of using Julia for interactive 
visualization 
 

Interactive visualization and plotting are essential components of data analysis, data science, and 

scientific computing. Effective data visualization can help in better understanding and 

interpretation of complex data, patterns, trends, and relationships. Julia is an open-source, high-

performance, and general-purpose programming language that has gained popularity in recent 

years in scientific computing, data analysis, and data science. Julia provides various packages for 

interactive visualization and plotting, which make it a powerful tool for data visualization. 

 

Some of the benefits of using Julia for interactive visualization are: 

 

High performance: Julia is a high-performance language that is optimized for scientific 

computing and numerical analysis. Julia is designed to execute code fast, which makes it ideal 

for handling large datasets and performing complex computations. This makes it possible to 

create and interact with complex visualizations in real-time. Julia is a high-performance language 

that is optimized for scientific computing and numerical analysis. It was designed to address the 

limitations of traditional scientific computing languages like Python, MATLAB, and R, which 

can be slow and memory-intensive for certain types of calculations. 

 

Julia is a dynamic, high-level language that combines the ease-of-use of dynamic languages with 

the speed and performance of compiled languages. Its syntax is similar to MATLAB and Python, 

making it easy for users to transition from those languages. 

Julia's performance is achieved through a combination of several features: 

 

1. Just-in-time (JIT) compilation: Julia uses a just-in-time (JIT) compiler to optimize the 

code at runtime. This means that Julia can compile the code on-the-fly as it is executed, 

allowing it to make optimizations based on the specific input data and hardware it is 
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running on. 

2. Type inference: Julia uses type inference to determine the data types of variables at 

runtime. This allows it to generate optimized code that is specialized for the specific data 

types being used. 

3. Multiple dispatch: Julia uses multiple dispatch to allow functions to behave differently 

depending on the types and number of arguments passed to them. This allows for more 

efficient and optimized code. 

4. Built-in parallelism: Julia has built-in support for parallelism, allowing users to take 

advantage of multi-core processors and distributed computing systems. 

 

These features make Julia well-suited for scientific computing and numerical analysis, where 

performance and efficiency are critical. In addition, Julia has a growing ecosystem of packages 

for data analysis, machine learning, and other scientific computing applications. 

 

Easy to learn: Julia has a user-friendly syntax, which makes it easy to learn and use. The syntax 

is similar to that of other popular programming languages such as Python and MATLAB, 

making it easy for users to switch to Julia. Additionally, Julia has a growing community that 

provides excellent documentation, tutorials, and support. 

 

Powerful packages: Julia has several powerful packages for interactive visualization and plotting, 

such as Plots, Makie, Gadfly, and more. These packages provide a wide range of functionalities, 

such as 2D and 3D plotting, animations, interactivity, and more. Julia has several powerful 

packages for interactive visualization and plotting, making it an ideal language for creating 

visually-rich data analysis and scientific computing applications. Some of the most popular 

interactive visualization and plotting packages in Julia include: 

 

1. Plots.jl: Plots is a high-level plotting package that provides a common interface to several 

different plotting backends, including Makie, Plotly, and PyPlot. This allows users to 

create plots using a single API, without having to worry about the details of the 

underlying plotting engine. Plots also provides support for interactive visualization 

features, such as zooming and panning. 

2. Makie.jl: Makie is a 3D visualization package that allows users to create interactive, 

high-performance visualizations with Julia. It uses modern graphics technologies, such as 

OpenGL and Vulkan, to provide fast rendering of large and complex data sets. Makie 

also supports interactivity, including mouse and keyboard input, as well as animation. 

3. PlotlyJS.jl: PlotlyJS is a Julia interface to the Plotly JavaScript library, which allows 

users to create interactive visualizations that can be embedded in web pages or Jupyter 

notebooks. PlotlyJS provides support for a wide range of visualization types, including 

scatter plots, line charts, heatmaps, and 3D plots. It also supports interactivity, such as 

hover tooltips and zooming. 

4. VegaLite.jl: Vega-Lite is a high-level visualization grammar that provides a declarative 

syntax for creating interactive visualizations. VegaLite.jl is a Julia interface to the Vega-

Lite specification, allowing users to create interactive visualizations in Julia using a high-

level, declarative syntax. 

 

These packages provide a powerful set of tools for creating interactive visualizations and plots in 
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Julia, making it an ideal language for data analysis and scientific computing. 

 

 

Flexible and customizable: Julia's packages for interactive visualization are flexible and 

customizable. Users can customize the visualizations to meet their specific needs and 

requirements. This flexibility allows for the creation of unique and visually appealing data 

visualizations. 

 

Now, let's take a look at some of the Julia packages for interactive visualization and plotting. 

 

Plots.jl: Plots.jl is a high-level plotting package for Julia. It provides a simple and uniform 

interface for creating various types of plots, including scatter plots, line plots, bar plots, and 

more. Plots.jl is built on top of other plotting packages such as GR, PlotlyJS, and PyPlot, making 

it easy to switch between different backends. Gadfly.jl is a plotting package for Julia that 

provides a grammar of graphics interface for creating plots. The grammar of graphics is a system 

for building visualizations that allows users to construct complex plots from simple components. 

In Gadfly, these components include data, aesthetics (or visual properties), and geometric objects 

(such as points, lines, and bars). 

 

To use Gadfly, we first need to install it by running the following command in the Julia REPL: 

 

julia> using Pkg 

julia> Pkg.add("Gadfly")  

 

Once Gadfly is installed, we can load it into our Julia session using the using command: 

 

julia> using Gadfly  

 

Now, let's create a simple scatter plot using Gadfly: 

 

julia> x = [1, 2, 3, 4, 5] 

julia> y = [2, 3, 5, 4, 1] 

julia> plot(x=x, y=y, Geom.point)  

 

In this example, we first define two arrays of data x and y. We then pass these arrays to the plot 

function using keyword arguments (x=x and y=y) to specify the aesthetics of the plot. We also 

specify the geometric object Geom.point to tell Gadfly to use points to represent the data. 

 

We can customize the appearance of the plot further by adding additional layers. For example, 

let's add a regression line to the scatter plot: 

 

julia> plot(x=x, y=y, Geom.point, 

Geom.smooth(method=:lm))  

In this example, we add a new geometric object Geom.smooth to the plot, which uses a linear 

regression method (method=:lm) to fit a line to the data. 
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Overall, Gadfly provides a flexible and powerful interface for creating complex plots in Julia 

using a grammar of graphics approach. 

 

Here's an example of creating a scatter plot using Plots.jl: 

 

using Plots 

 

x = 1:10 

y = rand(10) 

 

scatter(x, y, title="Scatter Plot", xlabel="X-axis", 

ylabel="Y-axis") 

 

 

Makie.jl: Makie.jl is a 3D plotting package for Julia. It provides a flexible and interactive 

interface for creating 3D visualizations, including surface plots, scatter plots, and more. Makie.jl 

is built on top of modern rendering engines such as OpenGL, making it fast and efficient. 

Makie.jl is a 3D plotting package for Julia that provides a flexible and interactive interface for 

creating 3D visualizations. Makie uses modern graphics technologies, such as OpenGL and 

Vulkan, to provide fast rendering of large and complex data sets. It also supports interactivity, 

including mouse and keyboard input, as well as animation. 

 

Here's an example of creating a surface plot using Makie.jl: 

 

using Makie 

 

f(x, y) = sin(sqrt(x^2 + y^2)) 

 

xs = LinRange(-5, 5, 50) 

ys = LinRange(-5, 5, 50) 

 

surface(xs, ys, f, xlabel="X-axis", ylabel="Y-axis", 

zlabel="Z-axis") 

 

Gadfly.jl: Gadfly.jl is a plotting package for Julia that provides a grammar of graphics interface 

for creating plots. It allows users to create complex plots by combining simple building blocks 

such as data, aesthetics, and geometries. Gadfly.jl provides a wide range of customization 

options, including themes, scales, and coordinate systems. 

 

In this example, the @manipulate macro creates a slider widget that allows the user to control the 

number of data points displayed in the scatter plot. As the user moves the slider, the scatter plot 

updates in real-time, showing only the selected number of data points. 

Julia provides several powerful packages for interactive visualization and plotting, which make it 

an excellent choice for data analysis, data science, and scientific computing. Julia's high 

performance, easy-to-learn syntax, and flexibility make it an attractive option for creating unique 
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and visually appealing data visualizations. With its growing community and active development, 

Julia is poised to become a leading language for interactive visualization and plotting. Julia 

provides several powerful packages for interactive visualization and plotting. These packages 

allow users to create rich and interactive visualizations, explore data dynamically with code, and 

customize plots with a high degree of control. 

 

Some of the most popular packages for interactive visualization and plotting in Julia include: 

 

1. Plots.jl - a high-level plotting package that provides a simple and intuitive interface for 

creating a wide variety of plots, including 2D and 3D scatter plots, line plots, histograms, 

and more. 

2. Makie.jl - a 3D plotting package that uses modern graphics technologies to provide fast 

rendering of large and complex data sets. Makie also supports interactivity, including 

mouse and keyboard input, as well as animation. 

3. PlotlyJS.jl - a package that provides an interface to the popular Plotly.js library for 

creating interactive plots in Julia. PlotlyJS.jl supports a wide variety of plot types, 

including scatter plots, line plots, bar charts, and more. 

4. GLVisualize.jl - a package that provides a flexible and powerful interface for creating 2D 

and 3D visualizations using OpenGL. GLVisualize.jl supports a wide range of features, 

including shaders, text rendering, and more. 

5. VegaLite.jl - a package that provides an interface to the Vega-Lite visualization grammar. 

VegaLite.jl allows users to create a wide variety of interactive visualizations using a 

declarative syntax. 

 

Overall, these packages provide Julia users with a wide range of options for creating interactive 

and customizable visualizations. With their powerful features and flexible interfaces, they are 

well-suited for a wide variety of scientific computing and data analysis tasks. In addition to the 

packages mentioned above, Julia also has several other packages for interactive visualization and 

plotting. Here are a few more examples: 

 

 

1. Winston.jl - a 2D plotting package that provides a simple and intuitive interface for 

creating line plots, scatter plots, and other types of 2D visualizations. 

2. Gaston.jl - a package that provides an interface to the Gnuplot plotting software. 

Gaston.jl allows users to create high-quality plots with a wide variety of options and 

customizations. 

3. Cairo.jl - a package that provides an interface to the Cairo graphics library. Cairo.jl 

allows users to create high-quality 2D plots with a wide range of options and 

customizations. 

4. UnicodePlots.jl - a package that provides a simple and lightweight interface for creating 

text-based plots using Unicode characters. UnicodePlots.jl is particularly useful for 

creating plots in terminal sessions or other text-based environments. 

5. PGFPlots.jl - a package that provides an interface to the PGFPlots library for creating 

high-quality 2D and 3D plots. PGFPlots.jl supports a wide range of customization 

options, including LaTeX rendering, color schemes, and more. 
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Overall, Julia provides a rich and diverse ecosystem of packages for interactive visualization and 

plotting. These packages allow users to explore and analyze data in a variety of ways, and to 

create high-quality visualizations that can communicate complex information in a clear and 

intuitive way. 

 

 

 

Installing Julia and necessary packages 
 

Julia is a high-level programming language designed for numerical computing, data analysis, and 

scientific computing. Julia has an impressive set of packages for data visualization and plotting, 

making it a great choice for interactive data analysis and visualization. 

 

To get started with Julia and its visualization packages, you need to first install Julia on your 

system. You can download the latest version of Julia from the official website: 

https://julialang.org/downloads/. Once you have downloaded and installed Julia, you can launch 

it from the command prompt or by clicking on the Julia icon. To launch Julia from the command 

prompt on Windows, follow these steps: 

 

1. Press the "Windows key" + "R" to open the Run dialog box. 

2. Type "cmd" in the Run dialog box and press Enter to open the command prompt. 

3. Navigate to the directory where Julia is installed. This is usually the "C:\Program 

Files\Julia-X.Y.Z" directory, where "X.Y.Z" is the version number of Julia. 

4. Type "julia" at the command prompt and press Enter to launch Julia. 

 

To launch Julia on macOS, follow these steps: 

1. Open the Terminal application. 

2. Navigate to the directory where Julia is installed. This is usually the "/Applications/Julia-

X.Y.Z.app/Contents/Resources/julia/bin" directory, where "X.Y.Z" is the version number 

of Julia. 

 

3. Type "./julia" at the command prompt and press Enter to launch Julia. 

 

To launch Julia on Linux, follow these steps: 

1. Open the terminal application. 

2. Navigate to the directory where Julia is installed. This is usually the "/usr/local/bin" 

directory. 

3. Type "julia" at the command prompt and press Enter to launch Julia. 

Once you have launched Julia, you can start using it to write and run code, including code for 

interactive visualization and plotting using the packages available in the Julia ecosystem. 

 

 

Next, you will need to install the necessary packages for data visualization and plotting. There 

are several popular packages for data visualization in Julia, including Plots, Makie, Gadfly, and 

Winston. 
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To install Plots, you can use the following command in the Julia REPL: 

 

using Pkg 

Pkg.add("Plots") 

 

This will install Plots and any necessary dependencies. 

 

To install Makie, you can use the following command: 

 

using Pkg 

Pkg.add("Makie") 

 

This will install Makie and any necessary dependencies. 

 

To install Gadfly, you can use the following command: 

 

using Pkg 

Pkg.add("Gadfly") 

 

This will install Gadfly and any necessary dependencies. 

 

To install Winston, you can use the following command: 

 

using Pkg 

Pkg.add("Winston") 

 

This will install Winston and any necessary dependencies. 

 

Once you have installed the necessary packages, you can start creating impressive data 

visualizations in Julia. 

 

Here's an example of using the Plots package to create a simple line plot: 

 

using Plots 

x = 1:10 

y = rand(10) 

plot(x, y, xlabel="X", ylabel="Y", title="Simple Line 

Plot") 

 

This code will create a simple line plot with x-axis labeled "X", y-axis labeled "Y", and a title of 

"Simple Line Plot". 

 

Here's an example of using the Makie package to create a 3D surface plot: 

 

using Makie 
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f(x,y) = sin(x^2 + y^2) 

xs = -3:0.1:3 

ys = -3:0.1:3 

zs = [f(x,y) for x in xs, y in ys] 

surface(xs, ys, zs) 

 

This code will create a 3D surface plot of the function f(x,y) = sin(x^2 + y^2). 

 

Here's an example of using the Gadfly package to create a bar chart: 

 

using Gadfly 

x = ["A", "B", "C", "D"] 

y = [3, 4, 2, 1] 

p = plot(x=x, y=y, Geom.bar) 

 

This code will create a bar chart with x-axis labeled with "A", "B", "C", and "D" and 

corresponding heights of 3, 4, 2, and 1. 

 

These are just a few examples of the many visualization possibilities in Julia. With these 

powerful packages, you can create a wide variety of interactive visualizations and plots to 

explore and analyze your data. 

 

Plots 

 

Plots is a powerful visualization package in Julia that provides a consistent API for creating a 

wide variety of plots, including scatter plots, line plots, bar charts, histograms, and more. Plots 

supports multiple backends, including PyPlot, Plotly, GR, and UnicodePlots, making it easy to 

switch between backends without changing your code. 

 

Here's an example of a scatter plot using the Plotly backend in Plots: 

 

using Plots 

pyplot() # set the Plotly backend 

x = rand(100) 

y = rand(100) 

scatter(x, y, xlabel="X", ylabel="Y", title="Scatter 

Plot with Plotly") 

 

This code will create a scatter plot with x-axis labeled "X", y-axis labeled "Y", and a title of 

"Scatter Plot with Plotly" using the Plotly backend in Plots. 

 

 

Makie 

 

Makie is a high-performance visualization package in Julia that provides GPU-accelerated 2D 
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and 3D plotting capabilities. Makie is built on top of modern OpenGL and provides a simple, 

flexible API for creating interactive visualizations. Makie is a high-performance visualization 

package in Julia that provides GPU-accelerated 2D and 3D plotting capabilities. Makie is 

designed to be flexible and interactive, and it supports a wide variety of plot types, including 

scatter plots, line plots, surface plots, and more. 

 

Makie is built on top of the OpenGL graphics library, which allows it to take advantage of the 

GPU to achieve fast and smooth rendering of complex visualizations. This makes it possible to 

create and manipulate large datasets in real-time, even on relatively modest hardware. 

 

One of the key strengths of Makie is its support for interactivity. Makie allows users to 

interactively explore their data using a variety of tools, including zooming, panning, rotating, and 

more. Makie also supports animations and can be used to create dynamic visualizations that 

change over time. 

 

Here's an example of how to create a simple scatter plot using Makie: 

 

using Makie 

 

x = randn(100) 

y = randn(100) 

 

scatter(x, y)  

 

This code generates a scatter plot of 100 randomly generated data points using the scatter 

function provided by Makie. The resulting plot can be interactively explored using the mouse or 

touchpad, allowing you to zoom in and out, pan the view, and rotate the plot. 

 

Overall, Makie is a powerful and versatile visualization package that is well-suited for a wide 

range of applications, from scientific data analysis to artistic visualization and beyond. 

 

Here's an example of a 3D scatter plot using Makie: 

 

using Makie 

x = randn(100) 

y = randn(100) 

z = randn(100) 

scatter3d(x, y, z, xlabel="X", ylabel="Y", zlabel="Z", 

title="3D Scatter Plot with Makie") 

 

This code will create a 3D scatter plot with x-axis labeled "X", y-axis labeled "Y", z-axis labeled 

"Z", and a title of "3D Scatter Plot with Makie" using the Makie package. 

 

Gadfly 
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Gadfly is a grammar of graphics visualization package in Julia that provides a high-level, 

declarative API for creating visualizations. Gadfly is inspired by ggplot2 in R and provides a 

similar interface for creating plots. Gadfly is a grammar of graphics visualization package in 

Julia that provides a high-level, declarative API for creating visualizations. Gadfly is inspired by 

the Grammar of Graphics system developed by Leland Wilkinson, which provides a powerful 

and flexible framework for visualizing complex data. 

 

The basic idea behind Gadfly is to provide a simple and intuitive way to create visualizations by 

defining the properties of the plot in a declarative manner. This means that you can specify the 

data to be plotted, the type of plot to be used, and the various aesthetic properties of the plot 

(such as color, size, shape, etc.) using a concise and easy-to-understand syntax. 

 

Here's an example of how to create a simple scatter plot using Gadfly: 

 

using Gadfly 

 

x = randn(100) 

y = randn(100) 

 

plot(x=x, y=y, Geom.point) 

 

This code generates a scatter plot of 100 randomly generated data points using the plot function 

provided by Gadfly. The x and y arguments specify the data to be plotted, and the Geom.point 

argument specifies that we want to use points to represent each data point. 

 

Gadfly also supports a wide range of other plot types, including line plots, bar plots, and 

histograms, and it provides a rich set of options for customizing the appearance of the plot. 

Additionally, Gadfly supports multiple coordinate systems, which makes it easy to create 

complex plots that combine multiple data sources or represent data in different ways. 

 

Overall, Gadfly is a powerful and flexible visualization package that provides a rich set of tools 

for creating beautiful and informative visualizations in Julia. 

 

Here's an example of a scatter plot using Gadfly: 

 

using Gadfly 

x = rand(100) 

y = rand(100) 

plot(x=x, y=y, Geom.point, xlabel="X", ylabel="Y", 

title="Scatter Plot with Gadfly") 

 

This code will create a scatter plot with x-axis labeled "X", y-axis labeled "Y", and a title of 

"Scatter Plot with Gadfly" using the Gadfly package. 

 

Winston 
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Winston is a 2D plotting package in Julia that provides a simple API for creating static 

visualizations. Winston is designed to be easy to use and provides a small set of simple but 

powerful plotting functions. Winston is a 2D plotting package in Julia that provides a simple API 

for creating static visualizations. Winston is designed to be easy to use and provides a range of 

basic plotting functions that allow you to quickly create basic visualizations of your data. 

 

Here's an example of how to create a simple scatter plot using Winston: 

 

using Winston 

 

x = randn(100) 

y = randn(100) 

 

scatter(x, y) 

 

This code generates a scatter plot of 100 randomly generated data points using the scatter 

function provided by Winston. The resulting plot can be saved to a file or displayed on the 

screen. 

 

Winston also supports a range of other plot types, including line plots, bar plots, and histograms, 

and it provides a number of options for customizing the appearance of the plot. Additionally, 

Winston can be easily integrated with other Julia packages for data analysis and visualization, 

making it a useful tool for scientific computing. 

 

Overall, Winston is a simple and easy-to-use plotting package that is well-suited for creating 

basic visualizations of your data. However, if you need more advanced features or interactive 

capabilities, you may want to consider using one of the other plotting packages available in Julia, 

such as Makie or Gadfly. 

 

Here's an example of a line plot using Winston: 

 

using Winston 

x = linspace(0, 2pi, 100) 

y = sin(x) 

plot(x, y, xlabel="X", ylabel="Y", title="Line Plot 

with Winston") 

 

This code will create a line plot with x-axis labeled "X", y-axis labeled "Y", and a title of "Line 

Plot with Winston" using the Winston package. 

 

Julia's visualization packages provide a wide range of capabilities for creating interactive 

visualizations and plots. Whether you need high-performance 2D and 3D plotting or a simple, 

declarative API, Julia has you covered. 

 

Basic plotting with Plots.jl 
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Introduction: 

 

Data visualization is a critical step in the data analysis process that helps to convey insights and 

findings in a clear and concise manner. Julia is a high-performance, dynamic programming 

language that is designed to facilitate numerical and scientific computing. The Julia ecosystem 

includes several plotting packages that provide an interactive and dynamic environment for 

creating impressive data visualizations. In this tutorial, we will focus on the Plots.jl package, 

which is a versatile and powerful package for creating various types of plots. 

 

Prerequisites: 

 

Before starting with this tutorial, you should have a basic understanding of Julia programming 

language and have Plots.jl package installed in your system. You can install Plots.jl package 

using the following command in Julia REPL: 

 

using Pkg 

Pkg.add("Plots") 

 

Basic Plotting with Plots.jl: 

 

The Plots.jl package provides a unified interface for creating various types of plots, including 

line plots, scatter plots, histograms, bar plots, and more. The package supports multiple backends 

for generating plots, including GR, PyPlot, and PlotlyJS. The Plots.jl package provides a unified 

interface for creating various types of plots in Julia, including line plots, scatter plots, bar plots, 

heatmaps, and more. This makes it easy to create a wide range of visualizations using a single, 

consistent syntax. 

 

To get started with Plots.jl, you can install it using the Julia package manager: 

 

using Pkg 

Pkg.add("Plots") 

 

Once installed, you can load the package and set the backend you want to use for plotting. 

Plots.jl supports a variety of backends, including PyPlot, Plotly, GR, and more. For this example, 

we will use the PyPlot backend: 

 

using Plots 

pyplot() 

 

Next, let's generate some sample data that we can use to create a plot: 

 

x = 1:10 

y = rand(10) 

Now we can create a line plot of this data using the plot function: 
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plot(x, y, label="My Data") 

 

This code generates a line plot of the data, with the x values on the horizontal axis and the y 

values on the vertical axis. The label argument is used to provide a label for the plot, which will 

be displayed in the legend. 

 

Plots.jl also supports a wide range of other plot types and options for customizing the appearance 

of the plot. Here's an example of how to create a scatter plot using Plots.jl: 

 

scatter(x, y, label="My Data") 

 

This code generates a scatter plot of the data, with each data point represented as a point on the 

plot. The label argument is used to provide a label for the plot, which will be displayed in the 

legend. 

 

Overall, Plots.jl provides a powerful and flexible framework for creating a wide range of 

visualizations in Julia. By providing a unified interface for working with different backends, 

Plots.jl makes it easy to switch between plotting packages and choose the best one for your 

needs. 

 

 

To get started with plotting using Plots.jl, we first need to import the package using the following 

command: 

 

using Plots 

 

Let's create a simple line plot using Plots.jl. The following code creates a line plot for a sine 

function: 

 

x = range(0, 2π, length=100) 

y = sin.(x) 

plot(x, y) 

 

The range() function creates a range of values from 0 to 2π with a length of 100. The sin. 

function applies the sine function element-wise to the range x. The plot() function creates a line 

plot with x as the x-axis and y as the y-axis. 

 

sine plot 

 

Customizing Plots: 

 

Plots.jl provides several options for customizing plots, including changing the line color, line 

style, marker style, and adding titles and labels. 

 

Let's customize the previous plot by changing the line color to red, line style to dashed, and 

adding a title and axis labels. The following code achieves this: 
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plot(x, y, linecolor=:red, linestyle=:dash, title="Sine 

Function", xlabel="x", ylabel="y") 

 

The linecolor parameter sets the color of the line to red, and the linestyle parameter sets the line 

style to dashed. The title, xlabel, and ylabel parameters set the title and axis labels of the plot. 

 

customized sine plot 

 

Multiple Plots: 

 

Plots.jl allows us to create multiple plots on the same figure. We can create multiple plots by 

passing multiple pairs of x-y coordinates to the plot() function. 

 

Let's create a figure with two line plots for sine and cosine functions. The following code 

achieves this: 

 

y2 = cos.(x) 

plot(x, y, label="Sine") 

 

plot!(x, y2, label="Cosine") 

 

The plot!() function adds a new line plot to the existing figure. The label parameter sets the label 

for each line plot, which is used for creating a legend. 

 

 

 

Basic plotting with Makie.jl 
 

Introduction: 

 

Data visualization is an important aspect of data analysis and exploration. It helps in gaining 

insights and identifying patterns in the data. Julia has many packages for creating data 

visualizations, such as Plots, Makie, and Gadfly. In this tutorial, we will focus on creating 

interactive visualizations using Makie. 

 

Makie is a powerful plotting library for Julia that provides a flexible and easy-to-use interface for 

creating interactive visualizations. It is built on top of the GPU-accelerated AbstractPlotting.jl 

and GLMakie.jl rendering engines, which make it possible to create highly performant and 

visually stunning plots. 

 

 

 

Installation: 
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Before we can use Makie, we need to install it. To install Makie, we can use the following 

command in the Julia REPL: 

 

using Pkg 

Pkg.add("Makie") 

 

Once the package is installed, we can start using it in our code. 

 

Getting Started: 

To create a basic plot using Makie, we need to first create a scene and add some data to it. The 

scene is the canvas on which we will create our plot. We can add data to the scene using the 

scatter function, which creates a scatter plot. 

 

using Makie 

 

scene = Scene() 

 

x = 1:10 

y = rand(10) 

 

scatter!(scene, x, y) 

 

This code creates a scene and adds a scatter plot of random data to it. The ! at the end of the 

scatter function modifies the existing plot instead of creating a new one. If we leave out the !, a 

new plot will be created every time we call the scatter function. 

 

Customizing the Plot: 

 

Makie provides a wide range of customization options for our plots. We can change the 

appearance of the plot by modifying the color, size, shape, and transparency of the data points. 

We can also add labels, titles, legends, and annotations to the plot. 

 

using Makie 

 

scene = Scene() 

 

x = 1:10 

y = rand(10) 

 

scatter!(scene, x, y, color=:red, markersize=10, 

marker=:star4) 

 

xlabel!(scene, "X axis") 

ylabel!(scene, "Y axis") 

title!(scene, "My Plot") 
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legend!(scene, ["Data"], fillcolor=:red) 

 

In this example, we have customized the scatter plot by changing the color, size, and shape of the 

data points. We have also added labels to the x and y axes, a title to the plot, and a legend to 

explain the data. 

 

Creating Interactive Visualizations: 

 

Makie makes it easy to create interactive visualizations by allowing us to add interactivity to our 

plots. We can add interaction to our plots by adding callbacks to events such as mouse clicks, 

mouse movements, and key presses. 

using Makie 

 

scene = Scene() 

 

x = 1:10 

y = rand(10) 

 

scatter!(scene, x, y) 

 

onclick(scene) do scene, event 

    println("Mouse clicked at ($(event.x), 

$(event.y))") 

end 

 

onhover(scene) do scene, event 

    println("Mouse moved to ($(event.x), $(event.y))") 

end 

 

In this example, we have added event handlers to the onclick and onhover events. The onclick 

event is triggered when the mouse is clicked on the plot, and the onhover event is triggered when 

the mouse is moved over the plot. These event handlers print the position of the mouse to the 

console. 

 

 

 

Basic plotting with Gadfly.jl 
 

Interactive Visualization and Plotting with Julia 

 

Data visualization is an important tool for data analysis and interpretation. It is a powerful way to 

convey information and insights to others. Julia has a number of packages for data visualization 

and plotting, including Plots, Makie, and Gadfly. In this article, we will focus on the Gadfly 

package. Data visualization is a crucial tool for data analysis and interpretation, as it allows you 
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to explore your data, identify patterns and trends, and communicate your findings to others in a 

clear and effective way. 

 

One of the key benefits of data visualization is that it can help you identify patterns and 

relationships that might not be apparent from raw data alone. By visualizing your data in 

different ways, you can gain new insights into your data and discover patterns and trends that 

might have been overlooked otherwise. 

 

Data visualization can also help you communicate your findings to others more effectively. By 

creating clear and compelling visualizations, you can help others understand your analysis and 

conclusions, even if they don't have the same level of technical expertise as you. 

 

There are many different tools and techniques for data visualization, ranging from simple bar 

charts and scatter plots to more advanced visualizations like heatmaps and network diagrams. 

Different types of visualizations are better suited to different types of data and analysis, so it's 

important to choose the right type of visualization for your needs. 

 

Overall, data visualization is a powerful tool for data analysis and interpretation, and it's an 

essential skill for anyone working with data in any field. By mastering the art of data 

visualization, you can gain new insights into your data, communicate your findings more 

effectively, and ultimately make better decisions based on your analysis. 

 

Gadfly is a high-level plotting and graphics package for Julia. It provides a simple and intuitive 

syntax for creating a wide range of plots, from simple scatter plots to complex heatmaps and 

contour plots. Gadfly is built on top of the Compose.jl graphics library, which provides a 

powerful and flexible way to compose graphics elements. 

 

Installing Gadfly 

 

Before we can use Gadfly, we need to install it. To install Gadfly, we can use the Julia package 

manager. Open a Julia REPL and type the following commands: 

 

julia> using Pkg 

 

julia> Pkg.add("Gadfly") 

 

This will download and install the latest version of Gadfly. 

 

Basic plotting with Gadfly 

 

Once we have installed Gadfly, we can start creating plots. In this section, we will create some 

basic plots using Gadfly. 

 

 

First, we need to load the Gadfly package: 
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using Gadfly 

Scatter plot 

 

Let's start by creating a simple scatter plot. We will create some random data using the rand() 

function: 

 

x = rand(50) 

y = rand(50) 

 

plot(x=x, y=y, Geom.point) 

 

This will create a scatter plot of the data points. The Geom.point argument specifies that we want 

to use points to represent the data. We can customize the plot by adding axis labels and a title: 

 

plot(x=x, y=y, Geom.point, 

     Guide.xlabel("X axis"), Guide.ylabel("Y axis"), 

     Guide.title("Scatter plot")) 

 

Line plot 

 

Next, let's create a line plot. We will use the linspace() function to create some x values and then 

calculate the corresponding y values using a simple equation: 

 

plot(x=x, y=y, Geom.line, 

     Guide.xlabel("X axis"), Guide.ylabel("Y axis"), 

     Guide.title("Line plot")) 

 

This will create a line plot of the sine function. We can again customize the plot by adding axis 

labels and a title: 

 

plot(x=x, y=y, Geom.line, 

     Guide.xlabel("X axis"), Guide.ylabel("Y axis"), 

     Guide.title("Line plot")) 

 

Bar chart 

 

Finally, let's create a bar chart. We will use some random data for the y values and use the 

corresponding indices as the x values: 

 

y = rand(10) 

 

plot(x=1:10, y=y, Geom.bar) 

 

This will create a bar chart of the data. We can customize the plot by adding axis labels and a 

title: 
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plot(x=1:10, y=y, Geom.bar, 

     Guide.xlabel("X axis"), Guide.ylabel("Y axis"), 

     Guide.title("Bar chart")) 

 

Histogram 

 

using Distributions 

x = rand(Normal(), 1000) 

 

plot(x=x, Geom.histogram, 

     Guide.xlabel("Value"), Guide.ylabel("Frequency"), 

     Guide.title("Histogram of Normal Distribution")) 

 

This will create a histogram of 1000 values drawn from a normal distribution. 

 

 

Density plot 

 

x = rand(Normal(), 1000) 

 

plot(x=x, Geom.density, 

     Guide.xlabel("Value"), Guide.ylabel("Density"), 

     Guide.title("Density Plot of Normal 

Distribution")) 

 

This will create a density plot of 1000 values drawn from a normal distribution. 

 

using RDatasets 

iris = dataset("datasets", "iris") 

 

plot(iris, x=:Species, y=:PetalLength, 

color=:SepalWidth, 

     Geom.heatmap, 

     Guide.xlabel("Species"), Guide.ylabel("Petal 

Length"), 

     Guide.title("Heatmap of Petal Length by Species 

and Sepal Width")) 

 

This will create a heatmap of the Petal Length variable in the iris dataset, colored by the Sepal 

Width variable, and grouped by Species. 

 

 

Contour plot 
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using RDatasets 

iris = dataset("datasets", "iris") 

 

plot(iris, x=:PetalLength, y=:SepalWidth, 

color=:PetalWidth, 

     Geom.contour, 

     Guide.xlabel("Petal Length"), Guide.ylabel("Sepal 

Width"), 

     Guide.title("Contour Plot of Petal Width by Petal 

Length and Sepal Width")) 

 

This will create a contour plot of the Petal Width variable in the iris dataset, colored by the Petal 

Length variable and grouped by the Sepal Width variable. 

 

Gadfly is a powerful and flexible plotting package for Julia, providing a wide range of plot types 

and customization options. Whether you need to create simple scatter plots or complex heatmaps 

and contour plots, Gadfly has you covered. With its simple and intuitive syntax,  

Gadfly makes it easy to create beautiful and informative visualizations of your data. Gadfly is a 

plotting package for the Julia programming language that provides an intuitive and flexible 

interface for creating high-quality statistical graphics. Here are some of the key features and 

benefits of using Gadfly for data visualization: 

 

1. Simple and intuitive syntax: Gadfly provides a simple and intuitive syntax for creating 

complex plots. You can use a series of intuitive macros to create plots, or you can use the 

underlying low-level graphics primitives to create custom plots. 

2. Powerful statistical plotting: Gadfly is designed to handle complex statistical data and to 

create meaningful visualizations of that data. You can easily create histograms, scatter 

plots, box plots, and other types of statistical plots using Gadfly. 

3. Flexible customization: Gadfly provides a wide range of customization options that allow 

you to control every aspect of your plot. You can customize the axis labels, legend, 

colors, fonts, and other visual properties to create plots that match your specific needs. 

4. High-quality output: Gadfly produces publication-quality output that can be easily 

exported to various formats, including PNG, PDF, and SVG. You can also embed Gadfly 

plots in web pages, documents, and other applications. 

5. Interactive plotting: Gadfly supports interactive plotting using the Plots.jl backend. This 

allows you to create dynamic and interactive plots that can be manipulated and explored 

by the user. 

 

Overall, Gadfly is a powerful and flexible plotting package that makes it easy to create high-

quality visualizations of your data in Julia. 

 

Gadfly is a data visualization package for the Julia programming language that is designed to be 

both powerful and flexible. It provides an easy-to-use interface for creating high-quality 

statistical graphics, making it a popular choice for researchers, data analysts, and other 

professionals who work with data. 
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One of the key advantages of Gadfly is its simple and intuitive syntax, which makes it easy to 

create complex plots with just a few lines of code. Gadfly provides a set of macros that can be 

used to create standard plots, such as histograms, scatter plots, and box plots, as well as more 

advanced plots like heatmaps, contour plots, and 3D plots. 

 

In addition to its simplicity, Gadfly is also highly customizable. You can easily adjust the size, 

color, and font of your plots, as well as change the axis labels, legend, and other visual 

properties.  
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Chapter 2:  
Getting Started with Plots.jl 

 

 

 

 

 

 

 

 

 

 
 

 

Introduction: 

 

Data visualization is a crucial part of data analysis and understanding. It enables us to visually 
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represent data in a way that is easy to understand and provides insights into the data. Julia is a 

high-level, high-performance programming language designed specifically for scientific 

computing, data analysis, and numerical computing. Julia has many libraries that can be used for 

data visualization, but in this booklet, we will focus on Plots.jl. 

 

Plots.jl is a powerful and flexible plotting library for Julia that can create a wide variety of plots, 

including line plots, scatter plots, bar plots, histograms, contour plots, and many more. It is 

designed to be easy to use and customize, with a simple syntax and many available options for 

customization. In addition to Plots.jl, we will also briefly discuss other popular Julia plotting 

packages such as Makie.jl and Gadfly.jl. 

 

In this booklet, we will cover the basics of getting started with Plots.jl, including how to install 

and import the package, how to create simple plots, and how to customize your plots. We will 

also cover more advanced topics such as subplots, annotations, and 3D plots. We hope that this 

booklet will provide you with a solid foundation in using Plots.jl for data visualization and help 

you to create impressive data visualizations. 

 

Chapter 1: Installing and Importing Plots.jl 

 

The first step in using Plots.jl is to install it. Plots.jl can be installed using the Julia package 

manager (Pkg) by typing the following command in the Julia REPL: 

 

using Pkg 

Pkg.add("Plots") 

 

Once Plots.jl is installed, you can import it into your Julia code using the following command: 

 

using Plots 

 

This command will load the Plots.jl package and make all of its functions and types available in 

your code. 

 

Chapter 2: Creating Simple Plots 

 

The simplest plot that you can create using Plots.jl is a line plot. To create a line plot, you need 

to provide two arrays, one for the x-axis values and one for the y-axis values. The following code 

creates a line plot of the sine function: 

 

using Plots 

 

x = range(0, stop=2π, length=100) 

y = sin.(x) 

plot(x, y) 

used to generate 100 equally spaced values between 0 and 2π for the x-axis values. The sin. 

function is used to calculate the sine of each value in the x array, resulting in the y-axis values. 

The plot function is then used to create the line plot. 
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You can customize the plot by adding titles, labels, and legends. The following code adds a title, 

x-axis label, and y-axis label to the plot: 

 

using Plots 

 

x = range(0, stop=2π, length=100) 

y = sin.(x) 

 

plot(x, y, title="Sine Function", xlabel="x", 

ylabel="y") 

 

You can also create other types of plots such as scatter plots, bar plots, and histograms. The 

following code creates a scatter plot of randomly generated data: 

 

using Plots 

 

x = rand(100) 

y = rand(100) 

 

scatter(x, y) 

 

The rand function is used to generate 100 random values for both the x and y arrays. The scatter 

function is then used to create the scatter plot. 

 

Chapter 3: Customizing Plots 

 

Plots.jl provides many options for customizing your plots. You can change the colors, line styles, 

markers, and more.  

 

Chapter 4: Other Plotting Packages 

 

In addition to Plots.jl, there are other popular plotting packages for Julia such as Makie.jl and 

Gadfly.jl. Makie.jl is a 3D plotting library that allows for interactive visualization, while 

Gadfly.jl is a grammar of graphics-style plotting library that emphasizes simplicity and 

flexibility. 

 

 

 

 

 

 

Creating different types of plots 
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Julia is a high-level, high-performance dynamic programming language designed for numerical 

and scientific computing, data analysis, and visualization. Julia provides a number of powerful 

packages for creating interactive visualizations and plots. In this article, we will explore some of 

the popular Julia packages for creating different types of plots and visualizations. 

 

Plots.jl 

 

Plots.jl is a powerful and flexible plotting package for Julia, with support for a wide range of plot 

types, including scatter plots, line plots, bar charts, histograms, and more. Plots.jl is built on top 

of the GR and Plotly backends, which provide fast and high-quality rendering of plots. Plots.jl is 

indeed a powerful and flexible plotting package for Julia, which supports a wide range of plot 

types and customization options. Here are some of the features and benefits of Plots.jl: 

1. Multiple backends: Plots.jl supports multiple backends, including GR, PyPlot, PlotlyJS, 

UnicodePlots, and more. This allows users to create high-quality plots in various formats, 

including interactive plots, static plots, and ASCII art. 

2. High-level and low-level plotting: Plots.jl offers both high-level and low-level plotting 

options, making it easy to quickly create simple plots, while also providing advanced 

customization options for more complex plots. 

3. Wide range of plot types: Plots.jl supports a wide range of plot types, including scatter 

plots, line plots, bar charts, histograms, heatmaps, contour plots, surface plots, and more. 

4. Customization options: Plots.jl offers a variety of customization options, allowing users 

to change colors, fonts, markers, line styles, and other plot features. Users can also add 

legends, labels, titles, and annotations to their plots. 

5. Integration with other packages: Plots.jl integrates well with other Julia packages, such as 

DataFrames.jl, allowing users to easily create plots from data frames. 

Overall, Plots.jl is a powerful and flexible plotting package for Julia, with support for a wide 

range of plot types and customization options. Whether you are a data scientist, a researcher, or a 

hobbyist, Plots.jl is an excellent choice for creating high-quality plots in Julia. Plots.jl is a 

plotting package for the Julia programming language that provides a high-level interface for 

creating a wide range of plots. It is designed to be powerful and flexible while also being easy to 

use for both simple and complex plots. 

 

One of the key features of Plots.jl is its support for multiple backends. Backends are responsible 

for rendering the plots in different formats such as PNG, SVG, PDF, or even interactive HTML 

plots. Currently, Plots.jl supports several popular backends such as GR, PyPlot, PlotlyJS, 

UnicodePlots, and more. 

 

Installing Plots.jl 

 

To install Plots.jl, simply type the following command in the Julia REPL: 

 

using Pkg 

Pkg.add("Plots") 

Creating a simple plot 

 

To create a simple plot using Plots.jl, we can use the plot function. For example, the following 
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code creates a line plot of the function sin(x): 

 

using Plots 

 

x = 0:0.1:2π 

y = sin.(x) 

 

plot(x, y, label="sin(x)") 

xlabel!("x") 

ylabel!("y") 

title!("Sin function") 

 

The plot function takes two arrays as inputs, x and y, which represent the x and y coordinates of 

the data points. We can also add labels to the x and y axes using the xlabel! and ylabel! 

functions, and a title using the title! function. 

 

Creating a scatter plot 

 

To create a scatter plot using Plots.jl, we can use the scatter function. For example, the following 

code creates a scatter plot of the iris dataset: 

 

using RDatasets, Plots 

 

iris = dataset("datasets", "iris") 

 

scatter(iris.PetalLength, iris.PetalWidth,  

        group=iris.Species,  

        xlabel="Petal Length",  

        ylabel="Petal Width", 

        title="Iris Dataset") 

 

The scatter function takes two arrays as inputs, x and y, which represent the x and y coordinates 

of the data points. We can also specify the grouping variable using the group parameter, and add 

labels to the x and y axes using the xlabel and ylabel parameters. 

 

Creating a histogram 

 

To create a histogram using Plots.jl, we can use the histogram function. For example, the 

following code creates a histogram of the iris dataset: 

 

using RDatasets, Plots 

 

iris = dataset("datasets", "iris") 

 

histogram(iris.PetalLength,  
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          xlabel="Petal Length",  

          ylabel="Frequency", 

          title="Iris Dataset") 

 

The histogram function takes an array as input, which represents the data points. We can also add 

labels to the x and y axes using the xlabel and ylabel parameters, and a title using the title 

parameter. 

 

Makie.jl 

 

Makie.jl is a high-performance plotting package for Julia, with support for 2D and 3D plots, as 

well as interactive and animated plots. Makie.jl is built on top of the OpenGL graphics library, 

which provides fast and high-quality rendering of plots. 

 

Installing Makie.jl 

 

To install Makie.jl, simply type the following command in the Julia REPL: 

 

using Pkg 

Pkg.add("Makie") 

 

Creating a simple 2D plot 

 

To create a simple 2D plot using Makie.jl, we can use the lines function. For example, the 

following code creates a line plot of the function sin(x): 

 

using Makie 

 

x = 0:0.1:2π 

y = sin.(x) 

 

lines(x, y, color=:blue, linewidth=2) 

xlabel!("x") 

ylabel!("y") 

title!("Sin function") 

The lines function takes two arrays as inputs, x and y, which represent the x and y coordinates of 

the data points. We can also specify the color of the line using the color parameter, and the 

linewidth using the linewidth parameter. We can add labels to the x and y axes using the xlabel! 

and ylabel! functions, and a title using the title! function. 

 

 

 

Creating a scatter plot 

 

To create a scatter plot using Makie.jl, we can use the scatter function. For example, the 

following code creates a scatter plot of the iris dataset: 
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using RDatasets, Makie 

 

iris = dataset("datasets", "iris") 

 

scatter(iris.PetalLength, iris.PetalWidth, 

iris.Species, 

        color=:blue, markersize=5) 

xlabel!("Petal Length") 

ylabel!("Petal Width") 

title!("Iris Dataset") 

 

The scatter function takes three arrays as inputs, x, y, and z, which represent the x, y, and 

grouping variables of the data points. We can also specify the color of the markers using the 

color parameter, and the size of the markers using the markersize parameter. We can add labels 

to the x and y axes using the xlabel! and ylabel! functions, and a title using the title! function. 

 

Creating a histogram 

 

To create a histogram using Makie.jl, Makie.jl is a powerful plotting package for Julia, with 

support for a wide range of 2D and 3D plots. To create a histogram using Makie.jl, follow these 

steps: 

 

Step 1: Install Makie.jl 

 

Before you can use Makie.jl, you need to install it. You can install Makie.jl by typing the 

following command in the Julia REPL: 

 

using Pkg 

Pkg.add("Makie") 

 

Step 2: Generate Data 

 

For the purpose of this example, we will generate some random data using Julia's built-in randn 

function. 

 

using Random 

Random.seed!(1234) # For reproducibility 

data = randn(1000) 

 

 

Step 3: Create Histogram 

 

To create a histogram using Makie.jl, we first need to create a Figure object. We can do this 

using the Figure() function. Then we can create a histogram using the histogram function. 
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using Makie 

 

fig = Figure() 

histogram!(fig, data) 

 

The! at the end of the histogram function tells Makie.jl to modify the existing Figure object, 

rather than create a new one. 

 

By default, Makie.jl will use 10 bins to create the histogram. You can specify the number of bins 

using the nbins argument: 

 

histogram!(fig, data, nbins=20) 

 

Step 4: Customize the Plot 

 

Makie.jl offers a variety of customization options to modify the appearance of the plot. For 

example, you can change the color of the bars using the color argument: 

 

histogram!(fig, data, nbins=20, color=:orange) 

 

You can also add a title and axis labels using the title, xlabel, and ylabel functions: 

 

xlabel!(fig, "Value") 

ylabel!(fig, "Frequency") 

title!(fig, "Histogram of Random Data") 

 

Step 5: Save or Display the Plot 

 

Finally, you can save the plot as an image file using the savefig function. For example, to save 

the plot as a PNG file: 

 

savefig(fig, "histogram.png") 

 

Alternatively, you can display the plot in the Julia REPL using the display function: 

 

display(fig) 

This will display the plot in a new window, where you can interact with it using the mouse and 

keyboard. 

 

 

Overall, creating a histogram using Makie.jl is straightforward and offers many customization 

options to create a high-quality plot. we can use the histogram function. For example, the 

following code creates a histogram of the iris dataset: 
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using RDatasets, Makie 

 

iris = dataset("datasets", "iris") 

 

histogram(iris.PetalLength, color=:blue, bins=10) 

xlabel!("Petal Length") 

ylabel!("Frequency") 

title!("Iris Dataset") 

 

The histogram function takes an array as input, which represents the data points. We can also 

specify the color of the bars using the color parameter, and the number of bins using the bins 

parameter. We can add labels to the x and y axes using the xlabel! and ylabel! functions, and a 

title using the title! function. 

 

Gadfly.jl 

 

Gadfly.jl is a flexible and expressive plotting package for Julia, with support for a wide range of 

plot types, including scatter plots, line plots, bar charts, histograms, and more. Gadfly.jl is built 

on top of the Cairo graphics library, which provides high-quality rendering of plots. 

 

Installing Gadfly.jl 

 

To install Gadfly.jl, simply type the following command in the Julia REPL: 

 

using Pkg 

Pkg.add("Gadfly") 

 

Creating a simple plot 

 

To create a simple plot using Gadfly.jl, we can use the plot function. For example, the following 

code creates a line plot of the function sin(x): 

 

using Gadfly 

 

x = 0:0.1:2π 

y = sin.(x) 

 

plot(x=x, y=y, Geom.line, Guide.xlabel 

 

 

 

Customizing plots using attributes and 
keywords 
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Julia is a high-performance programming language that is designed to be easy to use for 

scientific and technical computing. One of the areas where Julia excels is in creating high-quality 

data visualizations. In this tutorial, we will explore how to customize plots using attributes and 

keywords in Julia. We will use several Julia packages, including Plots, Makie, and Gadfly, to 

create interactive visualizations. 

 

Plots.jl 

 

Plots.jl is a plotting package that provides a unified interface for many different plotting 

backends. It is designed to be easy to use, yet powerful enough to handle complex visualizations. 

Here, we will explore how to customize plots using attributes and keywords in Plots.jl. 

 

Basic Plotting 

 

To get started, we need to install the Plots.jl package. We can do this by running the following 

command in the Julia REPL: 

 

using Pkg 

Pkg.add("Plots") 

 

Once the package is installed, we can load it using the following command: 

 

using Plots 

 

Let's create a simple line plot using Plots.jl: 

 

x = 1:10 

y = rand(10) 

plot(x, y) 

 

This will create a basic line plot with x-axis values from 1 to 10 and random y-axis values. We 

can customize this plot using attributes and keywords. 

 

Attributes and Keywords 

 

Attributes and keywords allow us to customize various aspects of a plot, such as the title, axis 

labels, line colors, and more. 

 

 

 

 

Attributes 

 

Attributes are properties of a plot that can be set using the plot! function. For example, we can 

set the line color and line style of a plot using the linecolor and linestyle attributes, respectively: 
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plot(x, y) 

plot!(x, 2y, linecolor=:red, linestyle=:dot) 

 

This will create a line plot with two lines, one in blue and one in red with a dotted line style. 

 

Keywords 

 

Keywords are arguments that can be passed to the plot or plot! function to customize the plot. 

For example, we can set the title and axis labels of a plot using the title, xlabel, and ylabel 

keywords: 

 

plot(x, y, title="My Plot", xlabel="X-axis", ylabel="Y-

axis") 

 

This will create a line plot with a title, X-axis label, and Y-axis label. 

 

Plot Types 

 

Plots.jl supports many different types of plots, including line plots, scatter plots, bar plots, and 

more. To create a scatter plot, we can use the scatter function: 

 

x = rand(100) 

y = rand(100) 

scatter(x, y) 

 

This will create a scatter plot with random x and y values. We can customize this plot using 

attributes and keywords. 

 

Makie.jl 

 

Makie.jl is a high-performance plotting package that is designed for interactive visualizations. It 

is built on top of the modern GPU-based Julia graphics engine, allowing for fast rendering of 

complex visualizations. Here, we will explore how to create interactive visualizations using 

Makie.jl. 

 

Basic Plotting 

 

To get started, we need to install the Makie.jl package. We can do this by running the following 

command in the Julia REPL: 

 

using Pkg 

Pkg.add("Makie") 

 

Once the package is installed, we can load it using the following command: 

 

using Makie 
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Let's create a simple line plot using Makie.jl: 

 

x = 1:10 

y = rand(10) 

lines(x, y) 

 

This will create a basic line plot with x-axis values from 1 to 10 and random y-axis values. We 

can customize this plot using attributes and keywords. 

 

Attributes and Keywords 

 

Makie.jl also supports attributes and keywords for customizing plots. Attributes are set using the 

setattr! function, while keywords are passed as arguments to the plot functions. 

 

Attributes 

 

To set an attribute in Makie.jl, we can use the setattr! function. For example, we can set the line 

color and line width of a plot using the color and linewidth attributes, respectively: 

 

x = 1:10 

y = rand(10) 

lines(x, y) 

setattr!(last_plot(), Makie.linecolor, :red) 

setattr!(last_plot(), Makie.linewidth, 2) 

 

This will create a line plot with a red line and a width of 2. 

 

Keywords 

 

Keywords can be passed to plot functions in Makie.jl to customize the plot. For example, we can 

set the title and axis labels of a plot using the title, xlabel, and ylabel keywords: 

 

x = 1:10 

y = rand(10) 

lines(x, y, title="My Plot", xlabel="X-axis", 

ylabel="Y-axis") 

 

 

 

This will create a line plot with a title, X-axis label, and Y-axis label. 

 

Plot Types 

 

Makie.jl supports many different types of plots, including line plots, scatter plots, and 3D plots. 

To create a scatter plot, we can use the scatter function: 
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x = rand(100) 

y = rand(100) 

z = rand(100) 

scatter(x, y, z) 

 

This will create a 3D scatter plot with random x, y, and z values. We can customize this plot 

using attributes and keywords. 

 

Gadfly.jl 

 

Gadfly.jl is a plotting package that is designed to produce elegant and informative visualizations. 

It is based on the Grammar of Graphics, which provides a high-level language for describing 

plots in terms of their components. Here, we will explore how to create customized plots using 

Gadfly.jl. 

 

Basic Plotting 

 

To get started, we need to install the Gadfly.jl package. We can do this by running the following 

command in the Julia REPL: 

 

using Pkg 

Pkg.add("Gadfly") 

 

Once the package is installed, we can load it using the following command: 

 

using Gadfly 

 

Let's create a simple line plot using Gadfly.jl: 

 

x = 1:10 

y = rand(10) 

plot(x=x, y=y, Geom.line) 

 

This will create a basic line plot with x-axis values from 1 to 10 and random y-axis values. We 

can customize this plot using attributes and keywords. 

 

 

 

 

Attributes and Keywords 

 

Gadfly.jl uses a different syntax for customizing plots compared to Plots.jl and Makie.jl. Instead 

of using attributes and keywords, we use layers and aesthetics. 

 

Layers 



51 | P a g e  

 

 

 

In Gadfly.jl, a plot is composed of multiple layers. Each layer represents a different aspect of the 

plot, such as the data, the axes, the legends, and the annotations. We can add layers to a plot 

using the layer function. For example, we can add a line layer to a plot using the Geom.line 

 

 

 

Plotting with different backends 
 

Data visualization is an important aspect of data science and analysis. It helps in understanding 

complex data sets and identifying patterns and trends in the data. Julia is a high-performance 

programming language designed for scientific computing, numerical analysis, and data science. 

It provides a wide range of packages for data visualization, including Plots, Makie, and Gadfly. 

These packages provide different backends to plot data, giving users the flexibility to choose the 

most suitable backend based on their requirements. 

 

1. Plots Plots is a popular Julia package for data visualization that provides a unified 

interface to plot data using various backends. It supports a wide range of plot types, 

including scatter plots, line plots, bar plots, histograms, and more. The package is 

designed to be user-friendly and provides a consistent syntax for plotting data regardless 

of the chosen backend. Plots has a modular architecture that allows users to switch 

between backends without changing their code. 

 

The backends supported by Plots include: 

 

a. GR GR is the default backend for Plots and is a high-performance plotting library written 

in C. It provides high-quality, interactive 2D and 3D plots with various customization 

options. GR is designed to work well with large data sets and is capable of handling 

millions of data points. 

 

b. Plotly Plotly is a web-based plotting library that allows users to create interactive plots 

and visualizations. The Plotly backend for Plots provides a simple interface to create 

interactive plots that can be embedded in web pages or notebooks. Plotly supports a wide 

range of plot types, including scatter plots, line plots, bar plots, and more. 

 

Plotly is a popular plotting package for Julia (and many other programming languages) that 

provides support for a wide range of 2D and 3D plots, as well as interactive visualizations. It is 

designed to be highly customizable, making it easy to create complex and sophisticated plots. 

 

One of the key features of Plotly is its support for interactivity. It provides a variety of tools for 

creating interactive plots, such as zooming, panning, and selecting data points. It also supports 

animations, allowing you to create dynamic plots that change over time. 

 

Plotly provides a high-level interface for creating plots, making it easy to quickly create simple 

plots. For example, to create a scatter plot in Plotly, you can simply call the scatter function and 

pass in your data: 
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using Plotly 

 

x = [1, 2, 3, 4, 5] 

y = [2, 4, 1, 3, 5] 

 

scatter(x, y) 

 

This will create a scatter plot of x versus y, with default settings for the markers and colors. 

 

Plotly also provides a low-level interface for creating plots, allowing you to customize every 

aspect of the plot. This can be useful for creating more complex plots or for fine-tuning the 

appearance of your plots. For example, you can customize the colors and sizes of the markers 

using the marker argument: 

 

scatter(x, y, marker=attr(color=:red, size=10)) 

 

In addition to scatter plots, Plotly supports a wide range of other plot types, including line plots, 

bar charts, histograms, surface plots, and more. Plotly also provides support for a variety of data 

formats, such as arrays, data frames, and tables. 

 

Plotly supports a variety of output formats, including static images (PNG, SVG, PDF), 

interactive HTML plots, and even fully interactive plots that can be embedded in web 

applications. 

 

c. PyPlot PyPlot is a Python-based plotting library that can be used with Julia using the 

PyCall package. The PyPlot backend for Plots provides a simple interface to create 2D 

and 3D plots using Python syntax. PyPlot supports a wide range of plot types and 

provides various customization options. 

 

2. Makie Makie is a high-performance plotting library for Julia that provides interactive 2D 

and 3D plots with advanced customization options. Makie is designed to work well with 

large data sets and provides real-time interactivity for exploring data. Makie is built on 

top of modern graphics APIs, such as OpenGL and Vulkan, and provides a wide range of 

plot types, including scatter plots, line plots, bar plots, and more. 

 

Makie is a powerful and flexible plotting package for Julia that provides support for a wide range 

of 2D and 3D plots, as well as interactive visualizations. It is designed to be fast and efficient,  

 

while also being easy to use and highly customizable. 

 

One of the key features of Makie is its support for interactivity. It provides a variety of tools for 

creating interactive plots, such as zooming, panning, and selecting data points. It also supports 

animations, allowing you to create dynamic plots that change over time. 
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Makie provides a high-level interface for creating plots, making it easy to quickly create simple 

plots. For example, to create a scatter plot in Makie, you can simply call the scatter function and 

pass in your data: 

 

using Makie 

 

x = [1, 2, 3, 4, 5] 

y = [2, 4, 1, 3, 5] 

 

scatter(x, y) 

 

This will create a scatter plot of x versus y, with default settings for the markers and colors. 

 

Makie also provides a low-level interface for creating plots, allowing you to customize every 

aspect of the plot. This can be useful for creating more complex plots or for fine-tuning the 

appearance of your plots. For example, you can customize the colors and sizes of the markers 

using the markersize and markercolor arguments: 

 

scatter(x, y, markersize=10, markercolor=:red) 

 

In addition to scatter plots, Makie supports a wide range of other plot types, including line plots, 

bar charts, histograms, surface plots, and more. Makie also provides support for a variety of data 

formats, such as arrays, data frames, and tables. 

 

Makie supports a variety of backends for rendering the plots, including OpenGL, Cairo, and 

PlotlyJS. This allows you to create high-quality plots in a variety of formats, including 

interactive plots, static plots, and animations. 

 

Overall, Makie is a powerful and flexible plotting package for Julia that provides support for a 

wide range of 2D and 3D plots, as well as interactive visualizations. Whether you are a data 

scientist, a researcher, or a hobbyist, Makie is an excellent choice for creating high-quality plots 

in Julia. 

 

The backends supported by Makie include: 

 

a. GLMakie GLMakie is the default backend for Makie and provides high-performance 2D 

and 3D plots using OpenGL. GLMakie provides real-time interactivity for  

exploring data and supports a wide range of plot types, including scatter plots, line plots, 

bar plots, and more. GLMakie also provides advanced customization options, such as  

 

custom shaders and texture mapping. 

 

b. CairoMakie CairoMakie is a backend for Makie that provides high-quality vector 

graphics using the Cairo library. CairoMakie supports a wide range of plot types and 

provides advanced customization options, such as custom fonts and anti-aliasing. 
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c. WGLMakie WGLMakie is a WebGL-based backend for Makie that provides interactive 

2D and 3D plots in web browsers. WGLMakie supports a wide range of plot types and 

provides real-time interactivity for exploring data. 

 

3. Gadfly Gadfly is a plotting library for Julia that provides publication-quality plots and 

visualizations. Gadfly is designed to be user-friendly and provides a simple, intuitive 

syntax for creating plots. Gadfly supports a wide range of plot types, including scatter 

plots, line plots, bar plots, histograms, and more. 

 

Gadfly include: 

 

a. SVG SVG is the default backend for Gadfly and provides high-quality vector graphics 

that can be easily exported to PDF or EPS formats. SVG supports a wide range of plot 

types and provides advanced customization options, such as custom fonts and anti-

aliasing. 

 

b. Cairo Cairo is a backend for Gadfly that provides high-quality vector graphics using the 

Cairo library. Cairo supports a wide range of plot types and provides advanced 

customization options, such as custom fonts and anti-aliasing. 

 

 

c. PGFPlots PGFPlots is a backend for Gadfly that provides publication-quality plots using 

the PGF/TikZ LaTeX package. PGFPlots supports a wide range of plot types and 

provides advanced customization options, such as custom fonts and color schemes. 

 

4. Other Packages In addition to Plots, Makie, and Gadfly, there are several other packages 

available for data visualization in Julia. These packages provide different features and 

backends, giving users more options for plotting data. Some of the popular packages are: 

 

a. Winston Winston is a plotting library for Julia that provides 2D and 3D plots 

using OpenGL. Winston supports a wide range of plot types and provides 

advanced customization options, such as custom shaders and texture mapping. 

 

b. UnicodePlots UnicodePlots is a package for creating simple, ASCII-based plots 

and visualizations in the terminal. UnicodePlots supports a wide range of plot 

types, including scatter plots, line plots, and bar plots. 

 

c. Gaston Gaston is a plotting library for Julia that provides 2D and 3D plots using 

the Gnuplot library. Gaston supports a wide range of plot types and provides 

advanced customization options, such as custom color schemes and line styles. 

 

5. Choosing the Right Backend Choosing the right backend for data visualization in Julia 

depends on various factors, such as the type and size of the data, the required 

interactivity, and the desired output format. Some backends, such as GR and GLMakie, 

are designed to handle large data sets and provide real-time interactivity for exploring 
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data. Other backends, such as Plotly and WGLMakie, are designed for web-based 

applications and provide interactive plots that can be embedded in web pages or 

notebooks. Similarly, some backends, such as SVG and PGFPlots, provide high-quality 

vector graphics that are suitable for publication-quality plots. 

 

Julia provides a wide range of packages for data visualization, each with its own set of features 

and backends. Plots, Makie, and Gadfly are popular packages that provide a unified interface for 

plotting data using various backends. Choosing the right backend depends on various factors, 

such as the type and size of the data, the required interactivity, and the desired output format. By 

choosing the right backend, users can create impressive data visualizations and gain insights 

from complex data sets. 

 

 

 

Combining multiple plots 
 

Interactive visualization and plotting are essential tools for data scientists and analysts to explore, 

understand, and communicate complex data. With the rise of big data and machine learning, the 

demand for advanced visualization techniques has increased, and Julia has emerged as a 

powerful language for data analysis and visualization. In this article, we will explore the different 

Julia packages that enable interactive visualization and plotting and how to combine multiple 

plots to create impressive data visualizations. 

 

Julia is a high-performance programming language that was designed for scientific computing, 

numerical analysis, and data science. One of the key strengths of Julia is its powerful and flexible 

plotting ecosystem, which offers a variety of packages to generate static and interactive 

visualizations. Some of the popular Julia plotting packages are Plots, Makie, and Gadfly. Julia is 

a high-performance programming language that was designed for numerical and scientific 

computing, data analysis, and machine learning. It was developed to address some of the 

limitations of other languages in these fields, such as slow performance, poor support for parallel 

computing, and lack of interactivity. 

 

One of the key features of Julia is its high performance. Julia was designed from the ground up 

to be fast, and it uses a just-in-time (JIT) compiler to optimize code at runtime. This allows Julia 

code to run nearly as fast as compiled languages like C and Fortran, while also providing a high-

level, dynamic programming interface. 

 

Julia also provides excellent support for parallel computing, making it easy to write code that can 

run on multiple processors or even across a cluster of computers. This makes it well-suited for 

scientific computing and data analysis tasks that involve large datasets or computationally 

intensive algorithms. 

 

In addition to its performance and parallel computing capabilities, Julia provides a rich set of 

built-in tools and libraries for numerical computing, data analysis, and machine learning. These 

include libraries for linear algebra, optimization, statistics, and more. Julia also has a growing 
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ecosystem of third-party packages that provide additional functionality, such as plotting, data 

visualization, and data manipulation. 

 

Another key feature of Julia is its interactivity. Julia provides a REPL (read-eval-print loop) that 

allows you to interactively test and explore your code, making it easy to experiment and iterate 

quickly. Julia also supports interactive notebooks, such as Jupyter notebooks, which allow you to 

combine code, text, and visualizations in a single document. 

 

Plots is a high-level plotting interface that allows users to create a wide range of visualization 

types using a consistent syntax. It supports various backends such as GR, Plotly, and PyPlot, 

making it easy to switch between different rendering engines. Makie, on the other hand, is a 

powerful and flexible 3D plotting library that offers high-quality interactive visualizations. It has 

a declarative syntax that allows users to define complex visualizations with ease. Gadfly is a 

grammar of graphics plotting library that offers a flexible and expressive syntax for creating 

static visualizations. 

 

Now that we have a brief understanding of the different plotting packages in Julia let's look at 

how we can combine multiple plots to create impressive data visualizations. Combining plots can 

help to convey complex information in a clear and concise manner. There are several ways to 

combine plots in Julia, and we will explore some of them. 

 

One of the simplest ways to combine plots in Julia is to use the layout function in the Plots 

package. The layout function allows users to arrange multiple plots in a grid layout or a stacked 

layout. Let's take an example to illustrate how to use the layout function. 

 

using Plots 

 

plot1 = plot(rand(10), rand(10), title="Plot 1") 

plot2 = plot(rand(10), rand(10), title="Plot 2") 

 

layout = @layout [a b] 

plot(layout=layout, plot1, plot2) 

 

In this example, we create two plots using the plot function in the Plots package. We then define 

a layout using the @layout macro and specify the arrangement of the plots in the grid layout. 

Finally, we use the plot function again to combine the two plots using the defined layout. 

 

Another way to combine plots in Julia is to use the plot! function in the Makie package. The 

plot! function allows users to add multiple plots to a single figure in an incremental manner. Let's 

take an example to illustrate how to use the plot! function. 

using Makie 

 

f = Figure() 

 

x = range(0, stop=2π, length=100) 

y1 = sin.(x) 
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y2 = cos.(x) 

 

plot!(f[1, 1], x, y1) 

plot!(f[2, 1], x, y2) 

 

In this example, we create a figure using the Figure function in the Makie package. We then 

define two sets of data for the sine and cosine functions. We use the plot! function to add the two 

plots to the same figure, specifying the location of each plot using indexing notation. Finally, we 

display the figure using the f variable. 

 

A third way to combine plots in Julia is to use the vstack or hstack functions in the Gadfly 

package. The vstack function allows users to stack multiple plots vertically, while the hstack 

function allows users to stack multiple plots horizontally. Julia is a high-performance 

programming language that was designed for scientific computing, numerical analysis, data 

science, and other technical computing applications. It was first released in 2012 and has since 

gained popularity among researchers, scientists, and data analysts due to its speed, performance, 

and ease of use. 

 

Julia was designed to be both fast and expressive, with a syntax that is similar to MATLAB and 

Python. It is a dynamically typed language, which means that you don't have to declare variable 

types explicitly. However, Julia uses type inference to optimize performance, so it is still 

possible to write code that is fast and efficient. 

 

One of the key features of Julia is its ability to compile code just-in-time (JIT), which means that 

it can optimize the performance of your code as it runs. This makes Julia much faster than 

interpreted languages like Python and MATLAB, while still providing the flexibility and ease of 

use of a dynamic language. 

 

Julia also provides a number of features that are specifically designed for scientific computing, 

such as built-in support for complex numbers, arbitrary-precision arithmetic, and distributed 

computing. It also provides a rich ecosystem of packages for data manipulation, plotting, 

statistics, machine learning, and more. In Julia, the vstack() and hstack() functions  

 

can be used to combine multiple plots vertically or horizontally, respectively. 

 

The vstack() function stacks plots vertically, one on top of the other. For example, if you have 

two plots p1 and p2, you can stack them vertically using the vstack() function like this: 

 

using Plots 

p1 = plot(rand(10)) 

p2 = plot(rand(10)) 

plot(vstack(p1, p2)) 

 

This will create a new plot with p1 on top and p2 on the bottom. 
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The hstack() function stacks plots horizontally, side by side. For example, if you have two plots 

p1 and p2, you can stack them horizontally using the hstack() function like this: 

 

using Plots 

p1 = plot(rand(10)) 

p2 = plot(rand(10)) 

plot(hstack(p1, p2)) 

 

In this example, we create two plots using the plot function in the Gadfly package. We use the 

Geom.point option to specify that we want to plot the data points as dots. We also use the 

Guide.title option to add titles to the plots. We then use the vstack function to stack the two plots 

vertically. 

 

These are just a few examples of how to combine multiple plots in Julia. There are many other 

ways to combine plots, depending on the specific use case and package. One thing to keep in 

mind when combining plots is to ensure that the scales of the axes are consistent across all plots. 

This will make it easier to compare and interpret the data in the combined plot. 

 

In addition to combining plots, Julia also offers various tools for interactive visualization, which 

allow users to interact with the plots and explore the data in real-time. One popular package for 

interactive visualization in Julia is PlotlyJS. PlotlyJS is a powerful and flexible package that 

offers interactive 2D and 3D visualizations, including scatter plots, line plots, bar plots, and 

surface plots. 

 

To create an interactive plot using PlotlyJS, we first need to install the package using the 

following command: 

 

using Pkg 

Pkg.add("PlotlyJS") 

 

Once we have installed the package, we can create an interactive plot using the plotly function in 

the Plots package. Let's take an example to illustrate how to create an interactive scatter plot 

using PlotlyJS. 

 

using Plots 

pyplotjs() 

 

x = rand(100) 

y = rand(100) 

z = rand(100) 

scatter(x, y, z, color=z, marker_z=z, marker_size=10, 

colorbar_title="Z") 

 

In this example, we first load the Plots package and call the pyplotjs() function to set the backend 

to PlotlyJS. We then define three sets of random data for the x, y, and z axes. We use the scatter 
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function to create an interactive scatter plot, specifying the x, y, and z data, as well as the color, 

size, and title of the markers. We also specify that we want to include a colorbar to display the 

range of the z values. 

 

When we run this code, it will open an interactive plot in a new browser window. We can then 

interact with the plot by zooming in and out, panning, and hovering over the markers to display 

the corresponding data values. 

 

In addition to PlotlyJS, Julia also offers other packages for interactive visualization, such as 

GLVisualize and Interact. GLVisualize is a powerful 3D visualization library that offers 

interactive and high-performance rendering of complex 3D scenes. Interact is a package that 

allows users to create interactive widgets that can be used to explore and manipulate data in real-

time. 

 

Interactive visualization is an essential tool for exploring and communicating complex data, and 

Julia offers a variety of packages for creating interactive plots and visualizations. PlotlyJS, 

GLVisualize, and Interact are just a few examples of the many packages available in Julia for 

interactive visualization, and users can choose the package that best suits their needs and 

preferences. 

 

 

 

Working with subplots 
 

Interactive visualization and plotting are essential components of data analysis and scientific 

research. With the advent of powerful open-source software like Julia, it has become easier to 

create impressive data visualizations that can help in understanding complex data and 

communicating results effectively. 

 

One of the strengths of Julia is its ability to work with subplots, which allows users to create 

multiple plots in a single figure. This is particularly useful when analyzing different aspects of a 

dataset or comparing results from multiple experiments. 

 

There are several Julia packages that can be used for interactive visualization and plotting. In this 

article, we will focus on the following packages: Plots, Makie, and Gadfly. 

 

Plots.jl 

 

Plots.jl is a high-level plotting package that provides a unified interface to a range of plotting 

backends, including GR, PlotlyJS, and PyPlot. The package is designed to be user-friendly and 

easy to learn, with a simple syntax that allows users to create a wide range of visualizations. 

 

To create subplots with Plots.jl, we can use the subplot function. The subplot function takes two 

arguments: the number of rows and columns in the subplot grid, and the index of the current 

subplot. For example, the following code creates a 2x2 grid of subplots: 
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using Plots 

 

# create a 2x2 grid of subplots 

p1 = subplot(2, 2, 1) 

p2 = subplot(2, 2, 2) 

p3 = subplot(2, 2, 3) 

p4 = subplot(2, 2, 4) 

 

# plot data in each subplot 

plot!(p1, rand(10)) 

scatter!(p2, rand(10), rand(10)) 

histogram!(p3, randn(1000)) 

bar!(p4, rand(10)) 

 

In this example, we create four subplots (p1, p2, p3, and p4) and plot different data in each 

subplot using the plot!, scatter!, histogram!, and bar! functions. 

 

Makie.jl 

 

Makie.jl is a powerful and flexible plotting package that is designed for interactive 2D and 3D 

visualizations. The package is based on modern graphics rendering engines, such as OpenGL and 

WebGL, which provide fast rendering speeds and support for advanced features like animations 

and interactivity. 

 

To create subplots with Makie.jl, we can use the layout function. The layout function takes a grid 

of integers that specifies the size and position of each subplot. For example, the following code 

creates a 2x2 grid of subplots: 

 

using Makie 

 

# create a 2x2 grid of subplots 

layout = @layout [a b; c d] 

fig = Figure(resolution = (800, 600)) 

 

# plot data in each subplot 

ax1 = fig[layout[1, 1]] # top-left subplot 

ax2 = fig[layout[1, 2]] # top-right subplot 

ax3 = fig[layout[2, 1]] # bottom-left subplot 

ax4 = fig[layout[2, 2]] # bottom-right subplot 

scatter!(ax1, rand(10), rand(10)) 

histogram!(ax2, randn(1000)) 

plot!(ax3, rand(10)) 

bar!(ax4, rand(10)) 
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In this example, we create a layout that specifies a 2x2 grid of subplots ([a b; c d]). We then 

create a Figure object with a specified resolution, and obtain handles to each subplot using 

indexing (fig[layout[1, 1]], fig[layout[1, 2]], etc.). We then plot different data in each subplot 

using the scatter!, histogram!, plot!, and bar! functions. 

 

Makie.jl also provides several other functions for creating subplots, such as subfigure, gridplot, 

and grid. These functions provide more flexibility and customization options for creating 

complex subplot layouts. 

 

Gadfly.jl 

 

Gadfly.jl is a high-level plotting package that provides a declarative syntax for creating complex 

visualizations. The package is designed to be flexible and customizable, with support for themes, 

color schemes, and a range of visual elements. 

 

To create subplots with Gadfly.jl, we can use the gridstack function. The gridstack function takes 

a matrix of plots and arranges them in a grid. For example, the following code creates a 2x2 grid 

of subplots: 

 

using Gadfly 

 

# create a 2x2 grid of subplots 

p1 = plot(rand(10)) 

p2 = plot(rand(10), rand(10)) 

p3 = plot(randn(1000)) 

p4 = plot(rand(10)) 

 

 

grid = gridstack([[p1 p2]; [p3 p4]],  

                 Guide.xlabel("X"),  

                 Guide.ylabel("Y")) 

 

draw(SVG(12cm, 12cm), grid) 

 

In this example, we create four plots (p1, p2, p3, and p4) and arrange them in a 2x2 grid using 

the gridstack function. We also add labels to the x-axis and y-axis using the Guide.xlabel and 

Guide.ylabel functions. Finally, we use the draw function to generate an SVG image of the grid. 

 

Gadfly.jl also provides several other functions for creating subplots, such as hstack, vstack, and 

gridplot. These functions provide more flexibility and customization options for creating 

complex subplot layouts. 

 

Each package provides a different set of features and capabilities, allowing users to choose the 

best package for their specific needs. With these tools, users can create impressive data 

visualizations that can help in understanding complex data and communicating results 

effectively. 
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Creating interactive plots 
 

Julia is a high-performance programming language designed for numerical and scientific 

computing. Julia has several packages that allow users to create interactive plots, including Plots, 

Makie, and Gadfly. 

 

Plots is a powerful plotting package in Julia that supports a wide range of plot types, including 

line plots, scatter plots, bar plots, and more. Plots is also highly customizable, allowing users to 

change the color, line style, and other properties of the plot elements. Plots also supports 

interactive plotting using the PlotlyJS backend, which allows users to zoom, pan, and hover over 

plot elements to view their values. 

 

Makie is another plotting package in Julia that provides a high-performance and flexible plotting 

interface. Makie allows users to create interactive 3D visualizations, including scatter plots, line 

plots, and surface plots. Makie also supports interactivity through the AbstractPlotting.jl 

backend, which enables users to manipulate the plot elements using mouse and keyboard inputs. 

 

Gadfly is a plotting package in Julia that provides an elegant and concise syntax for creating 

static plots. Gadfly supports a wide range of plot types, including bar plots, line plots, and scatter 

plots. Gadfly also allows users to customize the plot aesthetics, including color, font, and size. 

Gadfly does not support interactive plotting, but it is a good choice for creating publication-

quality plots. 

 

To create an interactive plot using Julia, the first step is to install the plotting package of choice, 

such as Plots, Makie, or Gadfly. Once the package is installed, the user can start by importing the 

package and defining the data to be plotted. For example, to create a scatter plot in Plots, the user 

can define the x and y data using arrays, and then use the scatter function to create the plot: 

 

using Plots 

x = [1, 2, 3, 4, 5] 

y = [2, 4, 1, 3, 5] 

scatter(x, y) 

 

To create an interactive plot using the PlotlyJS backend, the user can specify the backend using 

the plotlyjs() function: 

 

using Plots 

x = [1, 2, 3, 4, 5] 

y = [2, 4, 1, 3, 5] 

plotlyjs() 

scatter(x, y) 
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This will create a plot that is interactive, allowing users to zoom, pan, and hover over plot 

elements to view their values. 

 

Julia has several powerful plotting packages that allow users to create interactive visualizations 

of their data. Plots, Makie, and Gadfly are just a few examples of the packages available. By 

leveraging these packages, users can create compelling visualizations that enable them to explore 

their data and gain insights that may not be apparent through static plots. 

 

Here's an example of creating an interactive scatter plot using the Plots package in Julia: 

 

using Plots 

plotlyjs()  # set the backend to PlotlyJS for 

interactivity 

 

# generate some sample data 

x = rand(100) 

y = rand(100) 

colors = rand(100) 

sizes = 10 .* rand(100) 

 

# create the scatter plot 

scatter(x, y, color=colors, markersize=sizes, 

xlabel="X", ylabel="Y", title="Interactive Scatter 

Plot") 

 

# add interactivity 

hover!(tooltip=Dict("X" => x, "Y" => y, "Color" => 

colors, "Size" => sizes)) 

 

 

In this example, we first import the Plots package and set the backend to PlotlyJS using the 

plotlyjs() function. We then generate some sample data, including x and y coordinates, colors, 

and sizes for the scatter plot markers. 

 

Next, we create the scatter plot using the scatter() function, passing in the x and y coordinates, 

colors, and sizes as arguments. We also set the x and y labels, as well as the plot title. 

 

Finally, we add interactivity to the plot using the hover!() function. This allows users to hover 

over the plot markers to view their x and y coordinates, as well as their color and size values. 

This code creates an interactive scatter plot that allows users to explore the data in real-time and 

gain insights that may not be apparent through a static plot. 
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Advanced Plotting with Plots.jl 
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One of the strengths of Julia is its powerful data visualization capabilities, which are supported 

by several plotting packages, including Plots.jl, Makie.jl, and Gadfly.jl. 

 

We will focus on Plots.jl, which is a versatile plotting package that supports a wide variety of 

plot types and customization options. Plots.jl is built on top of the abstract plot interface, which 

provides a consistent API for creating and manipulating plots, regardless of the backend being 

used. 

 

Getting started with Plots.jl 

 

To get started with Plots.jl, first, we need to install the package by running the following 

command in the Julia REPL: 

 

using Pkg 

Pkg.add("Plots") 

 

Once Plots.jl is installed, we can load it into our session by running the following command: 

 

using Plots 

 

Plots.jl supports multiple backends, including GR, PyPlot, Plotly, and more. By default, Plots.jl 

uses the GR backend, which provides a fast and flexible 2D plotting interface. However, we can 

easily switch to a different backend by running the following command: 

 

gr() # switch to the GR backend 

pyplot() # switch to the PyPlot backend 

plotly() # switch to the Plotly backend 
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Basic plotting with Plots.jl 

 

The simplest way to create a plot with Plots.jl is to use the plot function, which takes a set of x 

and y coordinates and plots them as a line: 

 

x = 1:10 

y = rand(10) 

plot(x, y) 

 

This will create a simple line plot with x-axis values ranging from 1 to 10 and y-axis values 

generated randomly. 

 

We can customize the plot by passing additional arguments to the plot function. For example, we 

can change the line color and style, add axis labels and a title, and adjust the plot size and font: 

 

x = 1:10 

y = rand(10) 

plot(x, y, color=:red, linestyle=:dash, xlabel="x-

axis", ylabel="y-axis", title="My Plot", legend=false, 

size=(600,400), fontfamily="Helvetica") 

 

This will create a dashed red line plot with axis labels, a title, and a specified plot size and font. 

 

Advanced plotting with Plots.jl 

 

Plots.jl supports a wide variety of plot types, including scatter plots, histograms, heatmaps, and 

more. We can create these plot types using specialized plotting functions such as scatter, 

histogram, and heatmap. 

 

# scatter plot 

x = 1:10 

y = rand(10) 

scatter(x, y, color=:blue, marker=:circle) 

 

# histogram 

data = randn(1000) 

histogram(data, bins=20, color=:green, xlabel="Values", 

ylabel="Frequency", title="Histogram") 

 

# heatmap 

x = -5:0.1:5 

y = -5:0.1:5 

f(x,y) = sin(x) + cos(y) 

heatmap(x, y, f, color=:viridis, xlabel="x", 

ylabel="y", title="Heatmap") 
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We can also customize the appearance of these plots using the same set of arguments as the plot 

function, as well as specialized arguments for each plot type. For example, we can change the 

marker size and transparency in a scatter plot, adjust the bin width and edge color in a histogram 

 

Here’s an example of creating an interactive 3D scatter plot using Plots.jl and the GR backend: 

 

using Plots 

gr() 

 

# Generate random data 

x = rand(100) 

y = rand(100) 

z = rand(100) 

 

# Create a 3D scatter plot 

scatter(x, y, z, marker=:circle, color=:blue, 

legend=false) 

 

# Add interactivity 

scatter!(x, y, z, markersize=8, color=:red, 

legend=false) 

 

# Add labels and a title 

xlabel!("X-axis") 

ylabel!("Y-axis") 

zlabel!("Z-axis") 

title!("Interactive 3D Scatter Plot") 

 

# Add a camera control widget 

plot!(camera=(0, 50)) 

 

In this example, we first generate three sets of random data for the x, y, and z coordinates. We 

then create a 3D scatter plot by calling the scatter function with the x, y, and z coordinates, as 

well as additional arguments to set the marker type, color, and legend. 

 

Next, we add interactivity to the plot by calling the scatter! function with the same data, but with 

different arguments to adjust the marker size and color. 

 

We then add axis labels and a title using the xlabel!, ylabel!, and title! functions, and adjust the 

camera position using the camera argument to provide a better view of the plot. 

 

Finally, we can display the plot by calling the display function, or save it to a file using the 

savefig function. 
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Plotting with custom data types 
 

Interactive visualization and plotting are important tools in the data analysis process. Julia, a 

high-performance programming language, offers several packages that enable users to create 

impressive data visualizations with ease. In this article, we will discuss how to plot with custom 

data types using Julia packages such as Plots, Makie, and Gadfly. 

 

Plots 

 

Plots is a powerful and flexible plotting library for Julia that supports a wide range of plot types 

and backends. It is designed to be easy to use, with a simple syntax that allows users to create 

high-quality plots quickly. One of the key features of Plots is its ability to work with custom data 

types, making it a popular choice for scientific and technical data visualization. 

 

To plot with custom data types in Plots, you need to define a recipe for your data type. A recipe 

is a set of functions that tell Plots how to plot your data type. For example, let's say you have a 

custom data type called MyDataType, which has two fields, x and y. To plot this data type, you 

would define a recipe as follows: 

 

using Plots 

 

struct MyDataType 

    x::Vector{Float64} 

    y::Vector{Float64} 

end 

 

@recipe function plot(m::MyDataType) 

    plot(m.x, m.y) 

end 

 

In this recipe, we define a struct called MyDataType with two fields, x and y, which are vectors 

of Float64 values. We then define a plot recipe for this data type using the @recipe macro. This 

recipe simply calls the plot function with the x and y fields of the data type. 

 

With this recipe defined, we can now create plots using our custom data type. For example: 

 

m = MyDataType([1, 2, 3], [4, 5, 6]) 

plot(m) 

 

This will create a plot of the data stored in our MyDataType object. 

 

Makie 
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Makie is another popular plotting library for Julia, which is designed to create interactive 2D and 

3D visualizations. It is a high-level library that provides a powerful API for creating complex 

visualizations with ease. 

 

Makie also supports plotting with custom data types, using a similar recipe-based approach as 

Plots. To define a recipe for a custom data type in Makie, you need to define a function that takes 

a Makie Scene object and your custom data type as input, and returns a Makie AbstractPlot 

object. For example: 

 

using Makie 

 

struct MyDataType 

    x::Vector{Float64} 

    y::Vector{Float64} 

end 

 

function plot(scene::Scene, m::MyDataType) 

    lines!(scene, m.x, m.y) 

end 

 

 

In this recipe, we define a struct called MyDataType with two fields, x and y, which are vectors 

of Float64 values. We then define a plot function that takes a Makie Scene object and a 

MyDataType object as input, and adds a line plot to the scene using the lines! function. 

 

With this recipe defined, we can now create plots using our custom data type in Makie. For 

example: 

 

m = MyDataType([1, 2, 3], [4, 5, 6]) 

scene = Scene() 

plot(scene, m) 

display(scene) 

 

This will create a line plot of the data stored in our MyDataType object in a new Makie scene. 

 

Gadfly 

 

Gadfly is a plotting library for Julia that is designed to create publication-quality plots. It uses a 

declarative syntax inspired by the Grammar of Graphics, which allows users to create complex 

plots. 

 

Here’s an example of how to plot with custom data types using Gadfly: 

 

using Gadfly 
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struct MyDataType 

    x::Vector{Float64} 

    y::Vector{Float64} 

end 

 

function Gadfly.plot(m::MyDataType) 

    layer(x=m.x, y=m.y, Geom.line) 

end 

 

In this recipe, we define a struct called MyDataType with two fields, x and y, which are vectors 

of Float64 values. We then define a plot function that takes a MyDataType object as input and 

returns a Gadfly layer object using the layer function. The layer function takes three arguments: 

x, y, and the plot geometry. In this case, we are using the line geometry to create a line plot. 

 

With this recipe defined, we can now create plots using our custom data type in Gadfly. For 

example: 

m = MyDataType([1, 2, 3], [4, 5, 6]) 

plot(m) 

 

This will create a line plot of the data stored in our MyDataType object using Gadfly. 

 

 

 

Advanced customization with recipes 
 

One of the most powerful features of Julia's data visualization packages is the ability to 

customize plots and visualizations through recipes. Recipes are a way to define how a particular 

type of data should be visualized, and can be used to create custom visualizations or to customize 

existing visualizations. 

 

Recipes in Plots package 

 

The Plots package is one of the most popular Julia packages for data visualization. It provides a 

high-level interface to multiple plotting backends, including PyPlot, GR, and Plotly. One of the 

key features of Plots is the ability to define custom recipes for visualizing data. 

 

A recipe is a set of instructions that tells Plots how to create a visualization from a particular data 

structure. Recipes can be used to create custom visualizations or to customize existing 

visualizations. 

 

For example, let's say you have a DataFrame with columns 'x' and 'y', and you want to create a 

scatter plot of the data. By default, Plots will use the PyPlot backend to create the plot, and will 

use the default settings for the scatter plot. However, you can define a custom recipe for scatter 

plots that specifies the marker type, size, and color. 
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To define a recipe for scatter plots, you would create a function that takes a data structure as 

input, and returns a Plots plot object. The function would then be registered with Plots using the 

@recipe macro. 

 

Here's an example recipe for scatter plots that uses circles as markers: 

 

using Plots 

@recipe function scatter_circle(x::AbstractArray, 

y::AbstractArray) 

    plot(x, y, st=:scatter, markersize=3, 

marker=:circle) 

end 

 

This recipe defines a new scatter plot recipe for Plots that uses circles as markers. The recipe 

takes two arrays, 'x' and 'y', as input, and creates a scatter plot of the data using the specified 

marker size and color. 

To use this recipe, you would simply call the plot function on your DataFrame, and pass in the 

name of the recipe as a keyword argument: 

 

using DataFrames 

df = DataFrame(x=[1, 2, 3], y=[4, 5, 6]) 

plot(df, recipe=:scatter_circle) 

 

This would create a scatter plot of the data in the DataFrame using circles as markers. 

 

Recipes in Makie package 

 

Makie is a Julia package for creating high-performance interactive visualizations. It provides a 

flexible and powerful interface for creating custom visualizations and animations. 

 

Like Plots, Makie also supports recipes for defining custom visualizations. In Makie, recipes are 

called "recipesets". A recipeset is a collection of recipes that define how different types of data 

should be visualized. 

 

Here's an example recipeset for scatter plots in Makie: 

 

using Makie 

scatter_recipeset = Recipeset( 

    :scatter, 

    x => (y...) -> scatter(x, y...), 

    x => (y...) -> scatter!(x, y...) 

) 

 

This recipeset defines two recipes for scatter plots. The first recipe creates a new scatter plot, 

while the second recipe updates an existing scatter plot with new data. 
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Code example that demonstrates how to use recipes with the Makie package to create custom 

visualizations: 

 

using Makie 

 

# Define a recipeset for scatter plots 

scatter_recipeset = Recipeset( 

    :scatter, 

    x => (y...) -> scatter(x, y...), 

    x => (y...) -> scatter!(x, y...) 

) 

 

# Register the recipeset with Makie 

addrecipeset(scatter_recipeset) 

 

# Create some data 

x = 1:10 

y = rand(10) 

 

# Create a scatter plot using the new recipeset 

fig = Figure() 

ax = Axis(fig) 

scatter!(ax, x, y, recipe=:scatter) 

title!(ax, "My Custom Scatter Plot") 

xlabel!(ax, "X") 

ylabel!(ax, "Y") 

 

This code defines a new recipeset for scatter plots that uses the scatter function to create the plot. 

The recipeset is registered with Makie using the addrecipeset function. 

 

The code then creates some data, and creates a new figure and axis using the Makie package. 

The scatter! function is used to create a scatter plot of the data, and the recipe keyword argument 

is used to specify that the new recipeset should be used to create the plot. 

 

Finally, the code adds a title and axis labels to the plot. 

 

By using recipes with the Makie package, you can create custom visualizations that are tailored 

to your specific data and analysis needs. The flexibility and power of Makie's recipe system 

make it a great tool for creating interactive visualizations that are both informative and engaging. 

 

 

 

Working with themes 
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nteractive visualization and plotting is an important part of data analysis and communication. In 

Julia, a high-level, high-performance programming language designed for numerical and 

scientific computing, there are several packages available for creating impressive data 

visualizations. In this context, we will discuss how to work with themes under the topic of 

Interactive Visualization and Plotting with Julia. 

Themes in Julia packages are a way to customize the look and feel of your plots. Themes allow 

you to change the default colors, fonts, and other visual elements of a plot to better suit your 

needs or preferences. Several Julia packages provide support for themes, including Plots, Makie, 

and Gadfly. 

 

The Plots package is a popular choice for creating data visualizations in Julia. It provides a high-

level interface for creating a wide range of plot types, including scatter plots, line plots, 

histograms, and more. The Plots package also supports several themes that can be easily applied 

to your plots. To use a theme in Plots, you can simply pass the name of the theme to the plot 

function using the theme keyword argument. For example, to use the dark theme in Plots, you  

 

can do the following: 

 

using Plots 

plot(rand(10), theme=:dark) 

 

This will create a plot with a dark background and light-colored lines and markers. 

 

The Makie package is another powerful package for creating interactive data visualizations in 

Julia. It provides a flexible and customizable plotting interface that can handle large datasets 

with ease. Makie also supports themes, which can be applied to your plots using the 

MakieTheme function. For example, to use the dark theme in Makie, you can do the following: 

 

using Makie 

MakieTheme(theme_default=:dark) 

 

This will set the default theme for all Makie plots to the dark theme. 

 

Gadfly is another popular plotting package in Julia that provides a high-level interface for 

creating elegant and customizable plots. Gadfly also supports themes, which can be applied to 

your plots using the set_theme function. For example, to use the dark theme in Gadfly, you can 

do the following: 

 

using Gadfly 

set_theme(:dark) 

 

This will set the default theme for all Gadfly plots to the dark theme. 

 

In addition to the built-in themes provided by these packages, you can also create your own 

custom themes to better suit your needs. For example, you can define custom colors, fonts, and 
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other visual elements to create a unique and consistent look and feel across your plots. 

 

To create a custom theme in Plots, you can use the plotlyjs backend and define your theme using 

CSS styles. For example, to create a custom theme with a black background and yellow text, you 

can do the following: 

 

using Plots 

pyplotjs() 

Plots.display(theme=:none) # disable default theme 

Plots.css(".plotly", "background-color: #000000 

!important;") 

Plots.css(".plotly .xtick", "color: #FFFF00 

!important;") 

Plots.css(".plotly .ytick", "color: #FFFF00 

!important;") 

 

This will create a custom theme with a black background and yellow tick labels. 

 

In Makie, you can create a custom theme by defining a Theme object and setting its properties. 

For example, to create a custom theme with a dark background and white text, you can do the 

following: 

 

using Makie 

theme = Theme( 

    backgroundcolor = :black, 

    textcolor = :white, 

    gridcolor = :white, 

    tickcolor = :white, 

 

here's a longer code example for creating a custom theme in Plots using the plotlyjs backend: 

 

using Plots 

 

# Switch to plotlyjs backend and disable default theme 

pyplotjs() 

Plots.display(theme=:none) 

 

# Define custom theme using CSS styles 

Plots.css(".plotly", "background-color: #000000 

!important;") 

Plots.css(".plotly .xtick", "color: #FFFF00 

!important;") 

Plots.css(".plotly .ytick", "color: #FFFF00 

!important;") 
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# Create a plot using the custom theme 

x = 1:10 

y = rand(10) 

plot(x, y, xlabel="X", ylabel="Y", title="My Custom 

Theme") 

 

In this example, we first switch to the plotlyjs backend using the pyplotjs() function. We then 

disable the default theme by setting the theme argument to :none when calling the display() 

function. 

 

Next, we define our custom theme using CSS styles. We set the background color to black and 

the tick label colors to yellow using the css() function. 

 

Finally, we create a simple line plot using the custom theme. We pass the xlabel, ylabel, and title 

arguments to the plot() function to add labels to the plot. 

 

When you run this code, you should see a plot with a black background and yellow tick labels. 

The plot title and axis labels are also displayed in white, which is the default text color for the 

plotlyjs backend. 

 

 

 

Plotting with annotations and text 
 

Interactive visualization and plotting are essential tools for exploring and presenting data in a 

clear and effective manner. Julia, a high-level programming language designed for numerical and 

scientific computing, provides several packages for creating impressive data visualizations. In 

this article, we will explore some of the popular packages for interactive visualization and 

plotting in Julia. 

 

Plots.jl 

 

Plots.jl is a powerful and flexible package for creating a wide range of 2D and 3D plots. It 

supports several backends, including GR, PyPlot, Plotly, and more. Plots.jl provides a simple, 

consistent syntax for creating different types of plots. It also offers features such as subplots, 

annotations, legends, and more. 

One of the advantages of using Plots.jl is that it supports various types of plots, including scatter 

plots, line plots, bar plots, heatmap, and more. 

 

Makie.jl 

 

Makie.jl is a modern and flexible package for creating interactive 2D and 3D plots. It is built on 

top of modern rendering engines, including Cairo, OpenGL, and WebGL. Makie.jl provides a 

simple syntax for creating different types of plots, and it supports features such as subplots, 

animations, and interactivity. 
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Gadfly.jl 

 

Gadfly.jl is a package for creating high-quality 2D plots. It provides a grammar of graphics, 

which allows us to describe the plot in terms of its components. Gadfly.jl supports several types 

of plots, including scatter plots, line plots, bar plots, and more. 

 

VegaLite.jl 

VegaLite.jl is a package for creating interactive visualizations using Vega-Lite, a high-level 

grammar of interactive graphics. Vega-Lite provides a simple syntax for creating different types 

of plots, including scatter plots, line plots, bar plots, and more. VegaLite.jl provides a wrapper 

around Vega-Lite, which allows us to create interactive visualizations using Julia. 

One of the advantages of using VegaLite.jl is that it supports interactive visualizations. For 

example, we can create a scatter plot with VegaLite.jl, and when we hover over the data points, it 

will display additional information about the point. 

 

 

Winston.jl 

 

Winston.jl is a package for creating 2D and 3D plots. It supports several types of plots, including 

scatter plots, line plots, bar plots, and more. Winston.jl provides a simple syntax for creating 

different types of plots. One of the advantages of using Winston.jl is that it provides high-quality 

visualizations. 

 

Gaston.jl 

 

Gaston.jl is a package for creating 2D plots. It provides a simple syntax for creating different 

types of plots, including scatter plots, line plots, bar plots, and more. Gaston.jl is built on top of 

gnuplot, a popular command-line plotting program. One of the advantages of using Gaston.jl is 

that it provides a wide range of customization options. 

 

UnicodePlots.jl 

 

UnicodePlots.jl is a package for creating 2D plots using Unicode characters. It supports several 

types of plots, including scatter plots, line plots, bar plots, and more. UnicodePlots.jl provides a 

simple syntax for creating different types of plots. One of the advantages of using 

UnicodePlots.jl is that it is lightweight and can be used in the command line. 

 

In addition to these packages, there are several other packages for interactive visualization and 

plotting in Julia, including PlotsOfArrays.jl, GLVisualize.jl, and more. Each package provides a 

unique set of features and syntax, allowing users to choose the package that best fits their needs. 

 

Annotations and text are essential components of data visualization, allowing us to add 

additional information to the plot. Several of the above-mentioned packages support annotations 

and text, allowing users to create more informative and effective visualizations. For example, we 

can add annotations to a scatter plot to highlight specific data points or add text to provide 
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additional context to the plot. 

 

Julia provides several powerful packages for interactive visualization and plotting. These 

packages support a wide range of plots and features, allowing users to create impressive and 

informative visualizations. Annotations and text are essential components of data visualization, 

and several of these packages support adding annotations and text to the plot. 

 

 

 

3D plotting with Plots.jl 
 

Data visualization is a crucial part of data analysis and exploration, as it helps us to understand 

patterns and trends in the data more easily. Julia is a high-performance programming language 

that has become increasingly popular among data scientists and machine learning engineers 

because of its speed, flexibility, and easy-to-use syntax. Julia provides a wide range of 

visualization packages that allow users to create impressive data visualizations with minimal 

code. In this article, we will focus on one of the most popular packages for 3D plotting in Julia - 

Plots.jl. 

 

Plots.jl: 

 

Plots.jl is a powerful plotting package in Julia that provides an interface to various backends such 

as PyPlot, GR, and PlotlyJS. Plots.jl is designed to be user-friendly and easy to use, allowing 

users to create high-quality plots with just a few lines of code. The package supports various plot 

types, including scatter plots, line plots, bar plots, heatmaps, and 3D plots. 

 

Interactive Visualization and Plotting with Julia: 

 

Data visualization is a crucial part of data analysis and exploration, as it helps us to understand 

patterns and trends in the data more easily. Julia is a high-performance programming language 

that has become increasingly popular among data scientists and machine learning engineers 

because of its speed, flexibility, and easy-to-use syntax. Julia provides a wide range of 

visualization packages that allow users to create impressive data visualizations with minimal 

code. 

 

One of the most popular packages for 3D plotting in Julia is Plots.jl. Plots.jl is a powerful 

plotting package in Julia that provides an interface to various backends such as PyPlot, GR, and 

PlotlyJS. Plots.jl is designed to be user-friendly and easy to use, allowing users to create high-

quality plots with just a few lines of code. The package supports various plot types, including 

scatter plots, line plots, bar plots, heatmaps, and 3D plots. 

 

 

 

Creating animations with Plots.jl 
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Julia is a high-performance, dynamic programming language designed for scientific computing, 

numerical analysis, and data science. It offers a wide range of packages for data visualization and 

plotting, including Plots.jl, Makie.jl, and Gadfly.jl, among others. 

 

Plots.jl is a plotting library that provides a unified interface to multiple backends, allowing users 

to create high-quality visualizations with minimal effort. It supports a variety of plot types, 

including line plots, scatter plots, bar plots, heatmap plots, and more. With Plots.jl, users can 

easily customize plot attributes such as color, line style, and marker type. Plots.jl also offers 

built-in support for animations, allowing users to create dynamic and interactive visualizations. 

 

To create animations with Plots.jl, users can start by creating a series of plots using the plot 

function, which generates a plot object. They can then combine these plots into an animation 

using the @animate macro. The @animate macro takes a sequence of plots and generates an 

animation that displays each plot in sequence. Users can customize the animation properties such 

as the animation frame rate and the duration of the animation using the AnimationOptions type. 

 

Makie.jl is another powerful plotting library in Julia that offers highly interactive 3D data 

visualization capabilities. It provides a modern and flexible syntax for creating plots and 

animations, making it ideal for scientific visualizations. Makie.jl supports a variety of plot types, 

including scatter plots, surface plots, and volume plots, among others. It also provides built-in 

support for interactivity, allowing users to interact with their plots using mouse and keyboard 

inputs. 

 

Gadfly.jl is a plotting library in Julia that provides an elegant and expressive syntax for creating 

high-quality visualizations. It supports a wide range of plot types, including line plots, scatter 

plots, bar plots, and more. Gadfly.jl emphasizes the use of grammar of graphics, which provides 

a structured approach to creating visualizations. This approach enables users to easily customize 

various plot attributes such as color, size, and shape. 

 

Animations are a powerful tool for exploring and communicating data. They allow users to 

visualize changes over time, reveal patterns and trends, and communicate complex relationships 

between variables. With Julia's plotting packages, creating animations can be done quickly and 

easily. 

 

In Plots.jl, animations can be created using the @animate macro, which takes a sequence of plots 

and generates an animation that displays each plot in sequence. To use @animate, users first 

create a sequence of plots using the plot function. For example, they could create a series of 

scatter plots where each plot shows the position of a particle at a different time step. They would 

then pass this sequence of plots to the @animate macro, along with the desired animation 

options, such as the frame rate and duration of the animation. 

 

 

Here's an example of creating an animation of a moving sine wave using Plots.jl: 

 

using Plots 
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# create a sequence of plots for a moving sine wave 

f(x, t) = sin(x - t) 

t_range = 0:0.1:10 

p = plot(x -> f(x, t_range[1]), 0, 2π, label="sin(x)") 

for t in t_range[2:end] 

    plot!(p, x -> f(x, t), 0, 2π, label="", 

legend=false) 

end 

 

# create an animation of the sequence of plots 

anim = @animate for i in 1:length(t_range) 

    plot(p[i]) 

end 

 

# display the animation 

gif(anim, "moving_sine_wave.gif", fps=10) 

 

In this example, we define a function f that returns a sine wave shifted by t. We then create a 

sequence of plots where each plot shows the sine wave shifted by a different value of t. Finally, 

we create an animation of these plots using the @animate macro and display the animation as a 

GIF using the gif function. 

 

Makie.jl offers even more powerful capabilities for creating 3D animations and interactive 

visualizations. Makie.jl uses a modern and flexible syntax based on the Julia language itself, 

which allows users to define complex visualizations and animations in a few lines of code. For 

example, here's an example of creating an animated scatter plot in Makie.jl: 

 

using Makie 

 

# create a sequence of scatter plots for moving points 

N = 100 

pos = rand(3, N) 

vel = rand(3, N) ./ 10 

colors = rand(N) 

scatter_plots = [] 

for i in 1:100 

    pos += vel 

    scatter_plot = scatter(pos[1,:], pos[2,:], 

pos[3,:], color=colors, marker=:circle) 

    push!(scatter_plots, scatter_plot) 

end 

 

# create an animation of the sequence of scatter plots 

scene = Scene() 
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anim = Animation(scene) 

for i in 1:100 

    push!(scene, scatter_plots[i]) 

    frame(anim) 

end 

 

# display the animation 

gif(anim, "moving_points.gif", fps=10) 

 

In this example, we create a sequence of scatter plots where each plot shows a set of points 

moving in 3D space. We use the scatter function to create each scatter plot, and store each plot in 

an array. We then create an animation of these plots using the Animation type and add each 

scatter plot to the scene in sequence using the push! function. 

 

 

 

 

 

 

 

 

 
 

Chapter 4:  
Introduction to Makie.jl 
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Makie.jl is a high-performance, interactive visualization and plotting library for Julia. It is 

designed to create beautiful and complex visualizations of large datasets in a fast and efficient 

way. Makie.jl is built on top of OpenGL, making use of the GPU to accelerate graphics 

processing. This allows it to handle even the largest datasets with ease, providing smooth and 

responsive visualizations. 

 

Makie.jl provides a wide range of plotting options, from basic scatter plots and line charts to 3D 

visualizations and animations. It supports a variety of visualization types, including histograms, 

heatmaps, bar charts, and more. Makie.jl also includes a variety of customization options, such 

as color maps, labeling, and annotation. 

 

One of the main advantages of Makie.jl is its interactivity. Users can interact with the 

visualizations in real-time, allowing for a deeper understanding of the data. Makie.jl supports a 

variety of interactions, such as panning, zooming, and rotation, as well as hovering and clicking 

on data points to display additional information. 

 

Makie.jl also has excellent support for animation, allowing users to create dynamic visualizations 

that change over time. This is particularly useful for visualizing time series data or simulations. 

Makie.jl provides a variety of animation options, such as tweening and keyframe animation. 

 

Makie.jl integrates seamlessly with other Julia plotting libraries, such as Plots.jl and Gadfly.jl. 

This allows users to take advantage of the unique features of each library, while still working 

within a consistent Julia plotting ecosystem. 
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Makie.jl is a powerful and flexible tool for creating interactive visualizations and plots in Julia. 

Its high-performance GPU acceleration and support for interactivity and animation make it a 

great choice for working with large datasets and creating dynamic visualizations. 

 

 

Makie.jl is a relatively new library, having been first released in 2018. Despite its youth, it has 

quickly gained popularity within the Julia community due to its impressive performance and 

flexibility. 

 

Makie.jl is built using the Julia programming language, which is a high-level, high-performance 

language designed specifically for scientific computing. Julia is known for its speed, which is on 

par with C and Fortran, while providing a more intuitive syntax and dynamic type system. This 

makes it an excellent choice for creating high-performance data visualizations. 

 

Makie.jl is also highly modular, with different components of the library being separated into 

individual packages. This allows users to pick and choose the functionality they need, and makes 

it easy to extend and customize the library. 

 

One of the unique features of Makie.jl is its support for GPU acceleration. This allows it to 

handle even the largest datasets with ease, while still providing smooth and responsive 

visualizations. Makie.jl makes use of modern GPU programming techniques, such as shader 

programming and vertex buffer objects, to achieve its impressive performance. 

Makie.jl also provides a variety of customization options for creating beautiful and informative 

visualizations. Users can customize the appearance of their plots using a wide range of color 

maps, line styles, and marker shapes. They can also add labels and annotations to their plots, 

making them more informative and easier to understand. 

 

Another advantage of Makie.jl is its support for scientific visualizations, such as 3D 

visualizations and surface plots. This makes it a great choice for visualizing complex scientific 

data, such as simulations or medical imaging data. 

 

Makie.jl is actively developed and maintained, with regular updates and new features being 

added. The community around the library is also growing rapidly, with a variety of resources and 

tutorials available for learning how to use the library effectively. 

 

Here is an example of how to use Makie.jl to create a scatter plot with interactive features: 

 

using Makie 

 

# Generate some random data 

x = rand(100) 

y = rand(100) 

 

# Create a Figure object 

fig = Figure() 
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# Create a scatter plot 

scatter!(fig, x, y) 

 

# Customize the appearance of the plot 

scatter!(fig, color = :red, markersize = 5, marker = 

'o', markeralpha = 0.8) 

 

# Add interactivity to the plot 

on(enter(fig[1]), hovered) do i 

    # Change the color and size of the hovered point 

    fig[1].color[i] = :blue 

    fig[1].markersize[i] = 10 

end 

 

on(leave(fig[1]), hovered) do i 

    # Reset the color and size of the un-hovered point 

    fig[1].color[i] = :red 

    fig[1].markersize[i] = 5 

end 

 

# Show the plot 

display(fig) 

 

In this example, we first generate some random data and create a Figure object using Figure(). 

We then create a scatter plot of the data using scatter!(fig, x, y), and customize the appearance of 

the plot using additional keyword arguments. 

 

We then add interactivity to the plot using the on function. The first on block listens for the 

hovered event on the scatter plot, and changes the color and size of the hovered point. The 

second on block listens for the hovered event and resets the color and size of the un-hovered 

point. 

 

Finally, we display the plot using display(fig). 

 

This example demonstrates some of the basic features of Makie.jl, including creating plots, 

customizing their appearance, and adding interactivity. Makie.jl provides a wide range of 

customization options and interactivity features, making it a powerful tool for creating beautiful 

and informative visualizations. 

 

 

 

Creating different types of plots 
 

Data visualization is an essential aspect of data science, and creating interactive plots helps to 
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uncover patterns, trends, and insights from data. Julia, a high-performance programming 

language, has several packages that facilitate creating different types of plots. 

 

In this response, we will focus on the topic of Interactive Visualization and Plotting with Julia 

and discuss some of the popular Julia packages for data visualization, including Plots, Makie, 

and Gadfly. 

 

Plots.jl 

 

Plots.jl is a popular plotting package in Julia that allows creating a wide range of plots, including 

scatter plots, line plots, bar plots, histogram, and more. Plots.jl has a unified syntax for creating 

different types of plots and supports multiple backends, including PyPlot, GR, and PlotlyJS. 

 

To create a scatter plot using Plots.jl, we can use the following code snippet: 

 

using Plots 

x = rand(100) 

y = rand(100) 

scatter(x, y, label="Scatter Plot") 

 

In the above code, we first load the Plots.jl package and generate random data using the rand() 

function. We then pass the x and y data to the scatter() function and add a label to the plot using 

the label argument. 

 

Plots.jl also supports creating interactive plots using the PlotlyJS backend. We can use the 

plotly() function to create a PlotlyJS plot, as shown below: 

 

plotly() 

scatter(x, y, label="Interactive Scatter Plot") 

 

The above code creates an interactive scatter plot using the PlotlyJS backend. 

 

Makie.jl 

 

Makie.jl is a high-performance plotting package in Julia that allows creating complex 

visualizations and interactive plots. Makie.jl is built on top of modern graphics APIs, such as 

OpenGL, and supports 3D plotting, animations, and interactivity. 

 

To create a simple 2D scatter plot using Makie.jl, we can use the following code snippet: 

 

using Makie 

x = rand(100) 

y = rand(100) 

scatter(x, y, markersize=10) 
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In the above code, we first load the Makie.jl package and generate random data using the rand() 

function. We then pass the x and y data to the scatter() function and adjust the marker size using 

the markersize argument. 

 

Makie.jl also supports creating interactive plots using the Interact.jl package. We can use the 

@manipulate macro to create interactive plots, as shown below: 

 

using Interact 

@manipulate for n in 1:10 

    scatter(rand(n), rand(n), markersize=10) 

end 

 

The above code creates an interactive scatter plot with a slider to control the number of points in 

the plot. 

 

Gadfly.jl 

 

Gadfly.jl is a grammar of graphics-based plotting package in Julia that allows creating 

publication-quality plots. Gadfly.jl supports creating different types of plots, including scatter 

plots, line plots, bar plots, and more, and provides a simple syntax for specifying the plot 

aesthetics. 

 

To create a simple scatter plot using Gadfly.jl, we can use the following code snippet: 

 

using Gadfly 

x = rand(100) 

y = rand(100) 

plot(x=x, y=y, Geom.point) 

 

In the above code, we first load the Gadfly.jl package and generate random data using the rand() 

function. 

 

Here's a longer example that shows how to create different types of plots using the Plots.jl 

package in Julia: 

 

using Plots 

 

# Generate some sample data 

x = 1:10 

y = [i^2 for i in x] 

 

# Line plot 

plot(x, y, label="Line Plot") 

 

# Scatter plot 
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scatter(x, y, label="Scatter Plot") 

 

# Bar plot 

bar(x, y, label="Bar Plot") 

 

# Histogram 

histogram(y, label="Histogram") 

 

# Box plot 

boxplot([y], label="Box Plot") 

 

# Heatmap 

heatmap(rand(5,5), label="Heatmap") 

 

 

# 3D surface plot 

f(x, y) = sin(sqrt(x^2 + y^2)) 

surface(-5:0.1:5, -5:0.1:5, f, label="3D Surface Plot") 

 

# Save the plots to a PDF file 

savefig("plots.pdf") 

In the above code, we first load the Plots.jl package and generate some sample data using the 

1:10 range and a list comprehension. We then create different types of plots using the plot(), 

scatter(), bar(), histogram(), boxplot(), heatmap(), and surface() functions, passing the x and y 

data as needed. We also add a label to each plot using the label argument. 

 

Finally, we save the plots to a PDF file using the savefig() function. 

 

Note that the above example uses the default PyPlot backend for Plots.jl, but we can also use 

other backends such as GR or PlotlyJS by specifying the backend before creating the plots. 

 

 

 

Customizing plots using attributes and 
keywords 
 

Data visualization is a crucial part of data analysis and helps in understanding and presenting 

data in an easy-to-understand format. Julia provides several packages for creating interactive 

visualizations and plots such as Plots, Makie, and Gadfly. In this article, we will explore how to 

customize plots using attributes and keywords in Julia. 

 

Plots Package 
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Plots is a powerful and flexible package for creating a wide variety of plots in Julia. It supports 

several backends including GR, PyPlot, Plotly, and others. Here are some ways to customize 

plots in the Plots package. 

 

Changing Line Color, Style, and Width 

 

You can change the color, style, and width of the lines in the plot using the attributes linecolor, 

linestyle, and linewidth, respectively. For example, to change the line color to red, the line style 

to dashed, and the line width to 2, you can use the following code: 

 

plot(x, y, linecolor=:red, linestyle=:dash, 

linewidth=2) 

 

 

Adding Labels and Titles 

 

You can add labels to the x-axis and y-axis using the attributes xlabel and ylabel, respectively. 

Similarly, you can add a title to the plot using the attribute title. For example, to add the labels 

"Time (s)" and "Amplitude (mV)" to the x-axis and y-axis, respectively, and a title "Voltage vs 

Time", you can use the following code: 

 

plot(x, y, xlabel="Time (s)", ylabel="Amplitude (mV)", 

title="Voltage vs Time") 

 

Changing the Plot Size and Font Size 

 

You can change the size of the plot using the attribute size. The size can be specified as a tuple 

of width and height in pixels. For example, to create a plot with a width of 800 pixels and a 

height of 600 pixels, you can use the following code: 

 

plot(x, y, size=(800, 600)) 

 

You can also change the font size of the labels and title using the attribute fontsize. For example, 

to set the font size to 16 points, you can use the following code: 

 

plot(x, y, xlabel="Time (s)", ylabel="Amplitude (mV)", 

title="Voltage vs Time", fontsize=16) 

 

Adding Legends 

 

You can add a legend to the plot using the attribute legend. The legend can be specified as a 

vector of strings, with each string corresponding to a plot. For example, if you have two lines in 

the plot, you can add a legend using the following code: 

 

plot(x, y1, label="Line 1") 

plot(x, y2, label="Line 2") 
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plot!(legend=:bottomright) 

 

Here, the label attribute is used to specify the label for each line, and the plot! function is used to 

add the second line to the plot. The legend attribute is used to specify the position of the legend. 

 

Makie Package 

 

Makie is a high-performance package for creating interactive plots in Julia. It supports several 

types of plots including scatter plots, line plots, and surface plots. Here are some ways to 

customize plots in the Makie package. 

 

Changing Marker Color, Style, and Size 

 

You can change the color, style, and size of the markers in a scatter plot using the attributes 

color, marker, and markersize, respectively. 

 

 

 

 

 

 

 

Creating interactive plots 
 

Interactive visualization and plotting are important aspects of data analysis and communication. 

Interactive plots allow the user to explore the data and gain insights through direct manipulation 

of visual elements, while also providing an engaging way to communicate results to others. Julia, 

a high-level programming language, offers a variety of powerful and flexible packages for 

creating interactive plots. 

 

One of the most popular Julia packages for visualization is Plots.jl, which provides a high-level 

interface for creating plots that can be customized in many ways. Plots supports a wide range of 

backends, including GR, PyPlot, PlotlyJS, and more, which can be selected based on the desired 

output format, performance, and interactivity. 

 

To create an interactive plot with Plots, one can start by loading the package and setting the 

backend: 

 

using Plots 

gr() # set the GR backend 

 

Then, data can be loaded and plotted using the various plot functions provided by Plots. For 

example, to plot a scatter plot of random data with tooltips that show the x and y coordinates of 

each point: 
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x = randn(100) 

y = randn(100) 

scatter(x, y; hover=(x,y)) 

 

The hover argument specifies that tooltips should be displayed when hovering over the points, 

and the ; character is used to separate keyword arguments from positional arguments. 

 

Another popular Julia package for interactive visualization is Makie.jl, which provides a flexible 

and powerful API for creating 2D and 3D plots. Makie uses modern GPU-accelerated rendering 

techniques to achieve high performance and interactivity. 

 

To create an interactive plot with Makie, one can start by loading the package and setting up the 

plotting environment: 

 

using Makie 

Makie.activate!() # activate the Makie backend 

 

Then, data can be loaded and plotted using the various plotting functions provided by Makie. For 

example, to create a scatter plot with a slider that controls the size of the points: 

 

x = randn(100) 

y = randn(100) 

size = 0.1 

scatter(x, y, markersize=size) 

slider!(0.1:0.1:1.0, label="Size", value=size) do 

newval 

    scatter!(x, y, markersize=newval) 

end 

 

The slider! function creates a slider widget that allows the user to interactively adjust the size of 

the points, and the do block specifies the action to be taken when the slider value changes. 

 

Finally, another popular Julia package for interactive plotting is Gadfly.jl, which provides a 

grammar of graphics interface inspired by the ggplot2 package in R. Gadfly allows for the 

creation of high-quality visualizations with a concise and intuitive syntax. 

 

To create an interactive plot with Gadfly, one can start by loading the package and setting up the 

plotting environment: 

 

using Gadfly 

set_default_plot_size(30cm, 20cm) # set the plot size 

 

Then, data can be loaded and plotted using the various plotting functions provided by Gadfly. 

For example, to create an interactive scatter plot with tooltips that show the names of each point: 
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df = DataFrame(x=randn(100), y=randn(100), 

name=string.('A':'Z')) 

scatter(df, x=:x, y=:y, tooltip=:name) 

 

The DataFrame function is used to create a data frame with the data, and the scatter function is 

used to create the plot with tooltips that show the name of each point. 

 

Here’s a longer code example that demonstrates how to create an interactive scatter plot with 

tooltips and a slider using the Makie package: 

 

using Makie 

 

# generate some random data 

x = randn(100) 

y = randn(100) 

 

# create the scene 

scene = Makie.scatter(x, y, markersize=0.1) 

slider = Makie.slider!(0.1:0.1:1.0, label="Size", 

value=0.1) do newval 

    Makie.scatter!(scene, x, y, markersize=newval) 

end 

# add tooltips to the points 

tooltips = Makie.tooltip!(scene, (x=x, y=y)) 

 

# update the tooltip text with the point index 

for i in 1:length(x) 

    tooltips[i].text = string(i) 

end 

 

# add labels to the axes 

Makie.xlabel!("X") 

Makie.ylabel!("Y") 

 

# show the plot 

display(scene) 

 

This code creates a scatter plot of random data using the Makie scatter function, and sets the 

initial marker size to 0.1. A slider widget is created using the slider! function that allows the user 

to interactively adjust the marker size. When the slider value changes, the do block is executed, 

which updates the marker size of the scatter plot using the scatter! function. To add tooltips to 

the points, the tooltip! function is used, and the text of each tooltip is set to the index of the 

corresponding point. Finally, labels are added to the axes using the xlabel! and ylabel! functions, 

and the plot is displayed using the display function. 
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Working with 3D plots 
 

Interactive visualization and plotting of 3D data can be achieved using various Julia packages. In 

this article, we will explore some of the popular Julia packages used for 3D plotting, including 

Plots, Makie, and Gadfly. 

 

Plots 

 

Plots is a high-level plotting package that provides a unified interface for creating visualizations 

using different backends. It supports various types of plots, including scatter plots, line plots, 

contour plots, and 3D plots. The package uses other plotting packages as its backends, including 

PyPlot, GR, and PlotlyJS. 

To create a 3D plot using Plots, we first need to install the package by running ]add Plots in the 

Julia REPL. Next, we can use the plotlyjs() backend to create an interactive 3D plot as follows: 

 

using Plots 

 

x = -5:0.1:5 

y = -5:0.1:5 

f(x,y) = sin(sqrt(x^2 + y^2))/sqrt(x^2 + y^2) 

z = [f(i,j) for i in x, j in y] 

 

plotlyjs() 

plot(x,y,z) 

 

The above code creates a surface plot of a 3D function over the domain [-5,5]x[-5,5]. We define 

the function f as a function of x and y, and use a nested loop to compute its value over the 

domain. The plot function creates a surface plot of the computed values of z. 

 

Makie 

 

Makie is a 3D visualization package that provides a modern and interactive interface for creating 

high-performance visualizations. It uses the GPU for rendering, allowing for real-time interactive 

visualizations of large datasets. Makie supports various types of plots, including scatter plots, 

line plots, surface plots, and volume rendering. 

 

To create a 3D plot using Makie, we first need to install the package by running ]add Makie in 

the Julia REPL. Next, we can create a surface plot of a 3D function as follows: 

 

using Makie 

 

x = -5:0.1:5 

y = -5:0.1:5 
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f(x,y) = sin(sqrt(x^2 + y^2))/sqrt(x^2 + y^2) 

z = [f(i,j) for i in x, j in y] 

 

scene = Scene() 

surface!(scene, x, y, z) 

 

The above code creates a surface plot of a 3D function over the domain [-5,5]x[-5,5]. We define 

the function f as a function of x and y, and use a nested loop to compute its value over the 

domain. The surface! function creates a surface plot of the computed values of z. 

 

Gadfly 

 

Gadfly is a plotting package that provides a grammar of graphics interface for creating high-

quality visualizations. It supports various types of plots, including scatter plots, line plots, and 

surface plots. Gadfly uses a declarative syntax to specify the plot, allowing for easy 

customization of the plot elements. 

 

To create a 3D plot using Gadfly, we first need to install the package by running ]add Gadfly in 

the Julia REPL. Next, we can create a surface plot of a 3D function as follows: 

 

using Gadfly 

x = -5:0.1:5 

y = -5:0.1:5 

f(x,y) = sin(sqrt(x^2 + y^2))/sqrt(x 

 

Here is a longer example code for creating an interactive 3D plot using Makie: 

 

using Makie 

 

# Define the function to plot 

f(x, y) = sin(sqrt(x^2 + y^2))/sqrt(x^2 + y^2) 

 

# Create a grid of x and y values 

x = -5:0.1:5 

y = -5:0.1:5 

 

# Compute the function values over the grid 

z = [f(i, j) for i in x, j in y] 

 

# Create a scene for the plot 

scene = Scene(resolution = (800, 600)) 

 

# Create a surface plot of the function 

surface!(scene, x, y, z, colormap = :cool, shading = 

true) 
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# Add axes labels and title 

xlabel!(scene, "x") 

ylabel!(scene, "y") 

zlabel!(scene, "z") 

title!(scene, "Surface Plot of sin(sqrt(x^2 + 

y^2))/sqrt(x^2 + y^2)") 

 

# Add a colorbar for the plot 

cb = colorbar(scene[1][:colormap], label = "z") 

cb[:set_lims](-0.5, 1.0) 

# Create a camera for the plot 

camera = campixel!((0, 0, 30), (0, 0, 0), (0, 1, 0)) 

 

# Add interactivity to the plot 

pointer_events(scene, camera = camera) 

rotate!(scene, camera = camera) 

 

# Show the plot 

display(scene) 

In this example, we first define the function f(x, y) to plot. We then create a grid of x and y 

values and compute the function values z over the grid. 

 

Next, we create a Scene object to hold the plot and add a surface plot of the function using the 

surface! function. We also set the colormap to :cool and enable shading. 

 

We then add axes labels, a title, and a colorbar for the plot. The colorbar function creates a 

colorbar for the plot, and we set its limits using the set_lims method. 

 

To make the plot interactive, we create a camera for the plot using the campixel! function and 

add interactivity using the pointer_events function. The rotate! function allows the user to rotate 

the plot using the mouse. 

 

 

 

Creating animations with Makie.jl 
 

Makie.jl is an open-source, high-performance plotting and visualization package in the Julia 

programming language. It is designed for creating interactive and high-quality 2D and 3D 

visualizations with ease. With Makie.jl, you can create animations that help to explore complex 

data sets and make them more accessible to a wider audience. 

 

The package is built on top of the modern OpenGL graphics API, which provides the basis for 

hardware-accelerated rendering of high-quality graphics. Makie.jl provides a user-friendly and 
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intuitive interface for creating plots, and it supports a wide range of plot types, including scatter 

plots, line plots, surface plots, and more. 

 

One of the key features of Makie.jl is its ability to create animations. Animations can be used to 

visualize changes over time or to explore different scenarios in a data set. Makie.jl provides a 

range of tools for creating animations, including support for animating transitions between 

different states of a plot, and the ability to export animations in a range of formats, including 

GIF, MP4, and WebM. 

 

To create animations with Makie.jl, you start by defining a scene, which is a container for all the 

objects that you want to visualize. You can then add different types of objects to the scene, such 

as lines, surfaces, or scatter plots. Once you have added all the objects that you want to animate, 

you can use the animate function to create an animation. 

 

The animate function takes as input a function that generates a frame of the animation at a given 

time step. The function should return a scene object that represents the state of the plot at that 

time step. You can then use the Makie.save function to save the animation to a file in a variety of 

formats. 

 

 

 

 

Here's an example of creating a simple animation with Makie.jl: 

 

using Makie 

 

# Define a function that generates a frame of the 

animation 

function animate_frame(t) 

    scene = Scene() 

 

    # Add a scatter plot to the scene 

    scatter!(scene, rand(100), rand(100), rand(100)) 

 

    # Set the camera position based on the time step 

    camera = Makie.Camera(fov=45) 

    camera = camera(cam -> (cam[:azimuth] += t*0.1; 

cam[:elevation] += t*0.05)) 

    scene[Axis].drawables[1][:camera] = camera 

 

    return scene 

end 

 

# Create an animation with 100 frames 

animation = Makie.Animation( 
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    "animation.mp4", 

    100, 

    fps=30, 

    animation_func = (i) -> animate_frame(i/100) 

) 

 

# Render and save the animation 

Makie.save(animation) 

 

In this example, the animate_frame function generates a frame of the animation by adding a 

scatter plot to the scene and setting the camera position based on the time step. The animate 

function is then used to create an animation with 100 frames, and the Makie.save function is used 

to save the animation to a file in MP4 format. 

 

Makie.jl is a powerful tool for creating interactive and high-quality data visualizations in Julia. 

With its support for animations, it provides a powerful way to explore complex data sets and 

communicate insights to a wider audience. Whether you are a data scientist, a researcher, or a 

student, Makie.jl can help you create stunning visualizations that are both informative and 

engaging. 

 

 

Here’s a longer example that demonstrates how to create an animated plot with Makie.jl: 

 

using Makie 

 

# Define a function that generates a frame of the 

animation 

function animate_frame(t) 

    scene = Scene() 

 

    # Add a line plot to the scene 

    x = range(0, stop=2π, length=100) 

    y = sin.(x .+ t) 

    lineplot!(scene, x, y) 

 

    # Add a title and axis labels 

    title!(scene, "Animated Plot") 

    xlabel!(scene, "X") 

    ylabel!(scene, "Y") 

 

    # Set the camera position 

    camera = Makie.Camera(fov=45) 

    camera = camera(cam -> (cam[:azimuth] += t*0.1; 

cam[:elevation] += t*0.05)) 
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    scene[Axis].drawables[1][:camera] = camera 

 

    return scene 

end 

 

# Create an animation with 100 frames 

animation = Makie.Animation( 

    "animation.mp4", 

    100, 

    fps=30, 

    animation_func = (i) -> animate_frame(i/100) 

) 

 

# Render and save the animation 

Makie.save(animation) 

In this example, the animate_frame function generates a frame of the animation by adding a line 

plot to the scene, with the x-coordinates generated using range and the y-coordinates computed 

using sin. The title!, xlabel!, and ylabel! functions are used to add a title and axis labels to the 

plot. 

 

 

The camera position is also set based on the time step, using the same technique as in the 

previous example. The resulting scene is then returned from the function. 

 

The Makie.Animation constructor is used to create an animation with 100 frames, a frame rate of 

30 frames per second, and the animation_func parameter set to the animate_frame function. 

 

Finally, the Makie.save function is used to render and save the animation to a file named 

animation.mp4. 

 

Note that you will need to have the FFMPEG software installed on your system in order to save 

the animation as an MP4 file. If you prefer, you can also save the animation in other formats, 

such as GIF or WebM, by specifying a different file extension in the Makie.Animation 

constructor. 
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Chapter 5:  
Advanced Plotting with Makie.jl 

 

 

 

 

 

 

 

 

 

 
 

 

Makie.jl is a high-performance, GPU-accelerated plotting package for Julia. It offers a wide 

range of visualization tools and techniques for creating interactive and dynamic plots. Makie 

provides a modern, declarative syntax for creating complex plots and supports multiple 

backends, including OpenGL, WebGL, and Cairo. 
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Makie is built on top of the AbstractPlotting package, which provides a uniform interface for 

different plotting backends. This allows users to switch between backends without changing their 

plotting code. Makie also provides a powerful macro system that enables users to create complex 

plots with minimal effort. 

 

Getting Started with Makie.jl 

 

To get started with Makie.jl, you need to install it using the following command: 

 

using Pkg 

Pkg.add("Makie") 

 

Once you have installed Makie, you can create a simple 2D plot as follows: 

 

using Makie 

 

x = 1:10 

y = rand(10) 

 

lines(x, y) 

 

This code will create a line plot of random data points. The lines function takes two arguments: 

the x and y data points. Makie automatically generates a plot window and displays the plot in it. 

 

Creating Interactive Plots with Makie.jl 

 

Makie provides a variety of tools for creating interactive plots. For example, you can use the 

scatter function to create a scatter plot with interactive tooltips: 

 

using Makie 

 

x = rand(100) 

y = rand(100) 

z = rand(100) 

 

scatter(x, y, zcolor=z, markersize=10, color=:viridis)) 

 

 

This code will create a scatter plot with the color of each point determined by the z value. You 

can hover over each point to display a tooltip with the x, y, and z values. 

Makie also provides tools for creating interactive 3D plots. For example, you can use the surface 

function to create a 3D surface plot: 

 

using Makie 

 



101 | P a g e  

 

 

x = -5:0.1:5 

y = -5:0.1:5 

 

f(x, y) = sin(x) + cos(y) 

z = f.(x, y) 

 

surface(x, y, z, color=:inferno) 

 

This code will create a 3D surface plot of a sinusoidal function. You can interact with the plot by 

rotating and zooming in and out using your mouse. 

 

Customizing Plots with Makie.jl 

 

Makie provides a wide range of customization options for plots. For example, you can change 

the color palette of a plot using the color argument: 

 

using Makie 

 

x = 1:10 

y = rand(10) 

 

lines(x, y, color=:red) 

 

This code will create a line plot with red lines. You can also customize the appearance of the plot 

using various Makie macros, such as xlabel, ylabel, and title: 

 

using Makie 

 

x = 1:10 

y = rand(10) 

 

lines(x, y, color=:red) 

xlabel!("X axis") 

ylabel!("Y axis") 

title!("My Plot") 

 

 

This code will create a line plot with red lines and add labels to the x and y axes. 

Here’s a longer code example that showcases some of the advanced plotting capabilities of 

Makie.jl: 

using Makie 

 

# Create some random data 

x = randn(1000) 

y = randn(1000) 



102 | P a g e  

 

 

z = randn(1000) 

 

# Create a scatter plot with interactive tooltips 

scatter(x, y, zcolor=z, markersize=10, color=:viridis) 

 

# Create a 3D surface plot 

f(x, y) = sin(x) + cos(y) 

x = -5:0.1:5 

y = -5:0.1:5 

z = f.(x, y) 

 

surface(x, y, z, color=:inferno) 

 

# Create a line plot with shaded area 

t = LinRange(0, 2π, 100) 

y = sin.(2t) 

x = cos.(3t) 

 

lineplot = lines(x, y, color=:blue) 

shadedplot = shade(x, y, color=:lightblue) 

 

# Add labels and title to the plot 

xlabel!("X axis") 

ylabel!("Y axis") 

zlabel!("Z axis") 

title!("My Awesome Plot") 

 

# Add a colorbar to the scatter plot 

cbar = colorbar(scatterplot) 

 

# Add a legend to the line plot 

legend([lineplot, shadedplot], ["Line", "Shaded"], 

location=Position.Right) 

 

# Save the plot to a file 

save("myplot.png", current_figure()) 

 

 

This code creates a scatter plot with interactive tooltips, a 3D surface plot, a line plot with shaded 

area, and adds labels, a colorbar, and a legend to the plots. Finally, it saves the plot to a file. This 

example showcases some of the advanced plotting capabilities of Makie.jl and how easy it is to 

create complex, interactive visualizations with this package. 
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Plotting with custom data types 
 

Julia is a high-level programming language designed specifically for numerical and scientific 

computing, and it provides a rich set of packages for interactive visualization and plotting. With 

these packages, users can create impressive and informative data visualizations that help to 

understand the data and communicate results. 

 

One of the core strengths of Julia is its ability to work with custom data types, which allows 

users to define their own data structures with specific properties and methods. This feature is 

especially useful when it comes to plotting, as it enables users to define custom plot types that 

can be used to visualize their data in unique and informative ways. 

 

In this context, interactive visualization and plotting in Julia involves using specialized packages 

such as Plots, Makie, and Gadfly to create informative and dynamic visualizations of data. These 

packages provide a variety of functions, methods, and tools for creating, customizing, and 

manipulating plots, and they can be used to create a wide range of plot types, from simple scatter 

plots and line charts to complex 3D visualizations and interactive dashboards. 

 

To create custom data types for plotting in Julia, users can define new types using the struct 

keyword, which allows them to specify the properties and methods of the type. For example, a 

user might define a new type MyData with properties x, y, and z, and methods plot, scatter, and 

heatmap to visualize the data in different ways. 

 

Once the custom data type has been defined, users can create plots using Julia's plotting 

packages by passing instances of the custom type as arguments to the appropriate plot functions. 

For example, to create a scatter plot of the MyData type, users might call the scatter function 

from the Plots package, passing in an instance of the MyData type: 

 

using Plots 

 

# Define custom data type 

struct MyData 

    x::Vector{Float64} 

    y::Vector{Float64} 

    z::Vector{Float64} 

end 

 

# Define plot method for MyData type 

function plot(data::MyData) 

    scatter(data.x, data.y, zcolor=data.z) 

end 

 

# Create instance of MyData type 

data = MyData(rand(100), rand(100), rand(100)) 
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# Create scatter plot of MyData type 

scatter(data) 

 

In this example, the scatter function takes an instance of the MyData type and plots it as a 3D 

scatter plot, using the z property to color the points. Note that the plot method defined for the 

MyData type is called automatically by the scatter function. 

 

In addition to creating custom data types for plotting, users can also customize the appearance of 

plots using a variety of built-in and user-defined plot attributes. For example, users can set the 

title, axis labels, line styles, and colors of a plot, as well as add annotations, legends, and other 

visual elements. 

 

Interactive visualization and plotting with Julia offers a powerful and flexible toolset for creating 

informative and engaging data visualizations, and the ability to work with custom data types 

makes it easy to tailor these visualizations to specific data and analysis tasks. By mastering these 

tools and techniques, users can unlock new insights and opportunities in their data-driven work. 

 

With Julia, users can create custom data types that can be used for plotting, which allows for the 

creation of unique and informative data visualizations. 

 

Julia provides several packages for interactive visualization and plotting, such as Plots, Makie, 

and Gadfly. These packages offer a rich set of functions, methods, and tools for creating, 

customizing, and manipulating plots. Users can create a wide range of plot types, from simple 

scatter plots and line charts to complex 3D visualizations and interactive dashboards. 

 

To create custom data types for plotting in Julia, users can define new types using the struct 

keyword. The struct keyword allows users to specify the properties and methods of the type. For 

example, a user might define a new type MyData with properties x, y, and z, and methods plot, 

scatter, and heatmap to visualize the data in different ways. 

 

Once the custom data type has been defined, users can create plots using Julia's plotting 

packages by passing instances of the custom type as arguments to the appropriate plot  

functions. For example, to create a scatter plot of the MyData type, users might call the scatter 

function from the Plots package, passing in an instance of the MyData type. 

 

In addition to creating custom data types for plotting, users can also customize the appearance of 

plots using a variety of built-in and user-defined plot attributes. Users can set the title, axis 

labels, line styles, and colors of a plot, as well as add annotations, legends, and other visual 

elements. 

Advanced customization with recipes 
 

Data visualization is a crucial aspect of data analysis and communication. Julia is a high-

performance, dynamic programming language that is ideal for scientific computing, numerical 

analysis, and data visualization. Julia offers a variety of powerful packages for interactive 
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visualization and plotting, including Plots, Makie, and Gadfly. 

 

In this topic, we will explore the advanced customization options available in these packages 

using recipes. Recipes provide a way to customize the appearance and behavior of plots in Julia, 

allowing users to create highly customized and visually appealing visualizations. 

 

Plots 

 

Plots is a powerful plotting package for Julia that supports a wide range of plot types and 

backends. Recipes in Plots are defined using the @recipe macro. The basic syntax for defining a 

recipe is as follows: 

 

@recipe function myrecipe(args...) 

  # recipe code goes here 

end 

 

Here, myrecipe is the name of the recipe, and args are the arguments that the recipe accepts. The 

recipe code goes inside the function block. 

 

Let's take a look at an example recipe that customizes the appearance of a scatter plot: 

 

using Plots 

 

@recipe function myscatter(x, y; kwargs...) 

  markersize = get(kwargs, :markersize, 5) 

  seriestype := :scatter 

  seriescolor := :blue 

  seriesalpha := 0.5 

  seriestype := :scatter 

  seriestype --> :path 

  seriesmarker := (5, 0.2, :rect) 

  legend := false 

  xticksfont := font(12) 

  yticksfont := font(12) 

  xlabel := "X" 

  ylabel := "Y" 

end 

 

x = randn(100) 

y = randn(100) 

myscatter(x, y, markersize=8, seriescolor=:red) 

 

In this example, we define a recipe called myscatter that customizes the appearance of a scatter 

plot. We use the get function to set a default value for the markersize argument. We also set the 

series color and alpha, and change the series type to a path. We set a custom marker for the 
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series, disable the legend, and customize the x and y tick labels. 

 

Makie 

 

Makie is a high-performance, interactive plotting package for Julia that supports 2D and 3D 

visualizations. Recipes in Makie are defined using the @recipe macro, similar to Plots. The basic 

syntax for defining a recipe is as follows: 

 

@recipe function myrecipe(args...) 

  # recipe code goes here 

end 

 

Here, myrecipe is the name of the recipe, and args are the arguments that the recipe accepts. The 

recipe code goes inside the function block. 

 

Let's take a look at an example recipe that customizes the appearance of a scatter plot in Makie: 

 

using Makie 

 

@recipe function myscatter(x, y, z; kwargs...) 

    color = get(kwargs, :color, :blue) 

    markersize = get(kwargs, :markersize, 5) 

    seriescolor --> color 

    seriesmarker --> (markersize, PointMarker) 

end 

 

x = randn(100) 

y = randn(100) 

z = randn(100) 

scatter(x, y, z, color=:red, markersize=8, 

recipe=:myscatter) 

 

 

In this example, we define a recipe called myscatter that customizes the appearance of a scatter 

plot in Makie. We use the get function to set default values for the color and markersize 

 

 

 

Working with shaders 
 

Interactive visualization is an essential tool for exploring and understanding complex data. With 

the advent of high-performance computing, it has become possible to create stunning 

visualizations in real-time, providing a more interactive and engaging experience for users. In 

this context, shaders are an important concept that allows us to create complex visualizations by 
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manipulating pixels and vertices on the GPU. 

 

Julia is a high-level, high-performance programming language that is well-suited for interactive 

data visualization. It has a rich ecosystem of packages that makes it easy to create visually 

stunning and interactive data visualizations. In this article, we will explore how to work with 

shaders in Julia, using some of the popular visualization packages such as Plots, Makie, and 

Gadfly. 

 

What are shaders? 

 

Shaders are small programs that run on the graphics card (GPU) and manipulate pixels and 

vertices to create complex visual effects. They are used to create a variety of effects such as 

lighting, shadow, and transparency in computer graphics. Shaders are written in a special 

language called GLSL (OpenGL Shading Language) which is similar to C, but optimized for the 

GPU. 

 

Why use shaders for data visualization? 

 

Shaders are a powerful tool for data visualization because they allow us to create complex visual 

effects that are not possible with traditional graphics techniques. With shaders, we can create 

dynamic visualizations that respond to user input in real-time, providing a more immersive and 

engaging experience. Additionally, shaders are highly optimized for the GPU, which means they 

can handle large amounts of data quickly and efficiently. 

 

Using shaders in Julia 

 

There are several Julia packages that provide support for shaders, including GLVisualize, Makie, 

and Luxor. In this section, we will explore how to use shaders in each of these packages. 

GLVisualize 

 

GLVisualize is a 3D visualization library that is built on top of OpenGL. It provides a simple 

API for creating complex 3D visualizations, including support for shaders. To get started with 

GLVisualize, we need to first install the package using the Julia package manager: 

 

using Pkg 

Pkg.add("GLVisualize") 

 

Once we have installed the package, we can create a simple visualization using the following 

code: 

using GLVisualize 

 

function render(glcanvas) 

    clear!(glcanvas, GL_COLOR_BUFFER_BIT) 

    glcanvas 

end 
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glcanvas = glscreen() 

add(glcanvas, render) 

 

This code creates a new GLVisualize canvas and adds a simple rendering function that clears the 

screen with a solid color. To add shaders to our visualization, we can modify the render function 

to include a shader program: 

 

using GLVisualize 

 

const vertexshader = """ 

    #version 330 core 

    layout(location = 0) in vec3 position; 

    void main() 

    { 

        gl_Position = vec4(position, 1.0); 

    } 

""" 

 

const fragmentshader = """ 

    #version 330 core 

    out vec4 color; 

    void main() 

    { 

        color = vec4(1.0, 0.0, 0.0, 1.0); 

    } 

""" 

 

function render(glcanvas) 

    glUseProgram(glcanvas, vertexshader, 

fragmentshader) 

    clear!(glcanvas, GL_COLOR_BUFFER_BIT) 

    glcanvas 

end 

 

glcanvas = glscreen() 

add(glcanvas, render) 

 

This code defines two GLSL shaders, a vertex shader that sets the position of the vertices, and a 

fragment shader that sets the color of the pixels. It then uses the glUseProgram function to 

activate the shaders before clearing the screen. The result is a red square on a black background. 
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Creating complex visualizations with 
layouts and widgets 
 

Interactive visualization and plotting are critical tools in data analysis and interpretation. Julia, a 

high-performance dynamic programming language, provides an extensive range of packages and 

tools for creating interactive and dynamic visualizations. In this article, we will explore the 

techniques used to create complex visualizations with layouts and widgets using Julia. 

 

Julia is an excellent choice for creating interactive visualizations because of its ability to handle 

large datasets, high-performance computing capabilities, and its broad collection of visualization 

packages. Some popular Julia packages for data visualization include Plots, Makie, Gadfly, and 

Plotly. 

 

Plots.jl is a comprehensive plotting library that can generate various plot types and layouts. It 

supports different backends, including GR, Plotly, and PyPlot. The library provides a simple and 

flexible interface to generate static or interactive plots. Plots.jl provides an extensive set of plot 

types such as scatter plots, line plots, heatmaps, and surface plots. The library also offers 

advanced features such as animations, subplots, and legends. 

 

Makie.jl is a high-performance scientific visualization package that provides an interactive 

plotting interface for 2D and 3D graphics. Makie.jl has an intuitive API that enables users to 

create complex visualizations with minimal code. The package supports different backends, 

including GLMakie, CairoMakie, and WGLMakie. Makie.jl provides various plot types, 

including scatter plots, line plots, bar plots, and heatmaps. The package also offers advanced 

features such as interactive sliders, selection tools, and animations. 

 

Gadfly.jl is a plotting library that provides an elegant and concise grammar for generating high-

quality plots. Gadfly.jl uses a declarative syntax that allows users to specify plot elements such 

as axes, scales, and legends in a straightforward manner. The package supports different plot 

types such as scatter plots, line plots, histograms, and density plots. Gadfly.jl provides an 

extensive range of customization options, such as color palettes, fonts, and plot sizes. 

 

Plotly.jl is a package that provides an interface to the Plotly JavaScript visualization library. 

Plotly.jl allows users to create interactive and dynamic plots with a range of features such as 

zooming, panning, and hovering. The package supports various plot types, including scatter 

plots, line plots, bar plots, and pie charts. Plotly.jl also provides an extensive set of customization 

options, such as color schemes, axis labels, and plot titles. 

 

In Julia, creating complex visualizations involves combining multiple plot types and arranging 

them in a layout that best communicates the data. The Plots.jl package provides a simple and 

flexible interface for creating plot layouts using the plot function. The plot function allows users 

to specify the plot type, data, and plot settings as arguments. Users can combine multiple plot 

types using the plot! function to generate a plot layout. The plot! function takes a plot object and 

a set of plot settings as arguments. 
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In addition to plot layouts, Julia provides an interface for creating interactive widgets that can 

manipulate plot elements such as data, scales, and plot type. The InteractiveUtils.jl package 

provides the @manipulate macro for creating interactive widgets. The macro takes a set of plot 

elements and a range of values as arguments. The macro generates a widget that users can use to 

manipulate the plot elements. 

 

Here is an example code for creating a complex visualization with layouts and widgets using the 

Plots.jl package: 

 

using Plots 

 

# Generate some data 

x = 1:10 

y1 = rand(10) 

y2 = rand(10) 

y3 = rand(10) 

 

# Create a scatter plot 

scatter_plot = scatter(x, y1, label="Data 1", 

markersize=10, color=:red) 

 

# Create a line plot 

line_plot = plot(x, y2, label="Data 2", linewidth=2, 

color=:blue) 

 

# Create a bar plot 

bar_plot = bar(x, y3, label="Data 3", color=:green) 

 

# Combine the plots into a layout 

plot_layout = plot(scatter_plot, line_plot, bar_plot, 

layout=(1,3), size=(900, 300)) 

 

# Create a widget to manipulate the scatter plot 

@manipulate for size=1:20, color=["red", "blue", 

"green"] 

    scatter(x, y1, label="Data 1", markersize=size, 

color=color) 

end 

In this example, we first generate some data for three different plots. We then create a scatter 

plot, a line plot, and a bar plot with different settings such as label, color, and marker size. Next, 

we combine the plots into a layout using the plot function, which takes the three plots and a 

layout specification as arguments. 

 

Finally, we create an interactive widget using the @manipulate macro to manipulate the scatter 

plot. The widget allows the user to adjust the marker size and color of the scatter plot. 
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When the user changes the widget's parameters, the scatter plot is updated in real-time. 

 

 

 

Creating interactive dashboards 
 

Data visualization is an essential component of data analysis, and interactive dashboards make it 

easier to understand complex data sets. In this context, Julia is a high-performance programming 

language that is ideal for data visualization and analysis. Julia offers a range of packages for 

creating interactive visualizations and plots, including Plots, Makie, and Gadfly. In this article, 

we will discuss how to create interactive dashboards with these packages. 

 

Plots 

 

Plots is a plotting library that offers a wide range of visualization options, including scatter plots, 

line charts, bar charts, and heatmaps. It supports multiple backends, including PlotlyJS, GR, and 

PyPlot, which means you can use Plots to create interactive dashboards that can be displayed in a 

web browser or a desktop application. 

 

To create an interactive dashboard with Plots, you will first need to install the Plots package by 

running the following command: 

 

using Pkg 

Pkg.add("Plots") 

 

Once Plots is installed, you can use the following code to create a scatter plot: 

 

j using Plots 

x = 1:10 

y = rand(10) 

scatter(x, y) 

 

This will create a basic scatter plot. To make it interactive, you can add the plotlyjs() backend 

and the @manipulate macro: 

 

using Plots 

plotlyjs() 

 

x = 1:10 

y = rand(10) 

 

@manipulate for i in 1:10 

    scatter(x[1:i], y[1:i]) 

end 
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This will create a scatter plot that displays a slider, allowing you to interactively change the 

number of data points displayed. 

 

Makie 

 

Makie is a high-performance, GPU-accelerated plotting library that is ideal for creating 

interactive 3D visualizations. It offers a range of 3D visualization options, including surface 

plots, scatter plots, and animations. Makie uses the Julia programming language's GPU 

capabilities to create high-quality graphics, making it ideal for creating interactive dashboards 

that require real-time rendering. 

 

To create an interactive dashboard with Makie, you will first need to install the Makie package 

by running the following command: 

 

using Pkg 

Pkg.add("Makie") 

 

Once Makie is installed, you can use the following code to create a 3D scatter plot: 

 

using Makie 

x = rand(100) 

y = rand(100) 

z = rand(100) 

 

scatter(x, y, z) 

 

This will create a basic 3D scatter plot. To make it interactive, you can add the Observables 

package and use the Slider function to create a slider: 

 

using Makie 

using Observables 

 

x = rand(100) 

y = rand(100) 

z = rand(100) 

 

fig = Figure() 

ax = scatter!(fig[1, 1], x, y, z) 

slider = Slider(1:length(x), startvalue=1) 

callback = observe(slider) do value 

    ax[:data][:points][1][:x] = x[1:value] 

    ax[:data][:points][1][:y] = y[1:value] 

    ax[:data][:points][1][:z] = z[1:value] 

end 
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display(vbox(slider, fig)) 

 

This will create a 3D scatter plot that displays a slider, allowing you to interactively change the 

number of data points displayed. 
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Gadfly.jl is a high-level data visualization library for the Julia programming language. It 

provides an easy-to-use interface for creating interactive plots and visualizations that can be used 

for data exploration, scientific research, and data analysis. 

 

Gadfly.jl is built on top of the Compose.jl package, which is a powerful graphics engine that 

allows you to create complex visualizations by composing simple graphical elements such as 

lines, points, and text. Gadfly.jl provides a high-level API that makes it easy to create plots and 

visualizations with a few lines of code. Some of the features of Gadfly.jl include: 

 

Support for a wide range of plot types, including scatter plots, line plots, bar plots, histograms, 

and more. 

 

Flexible styling options, including customizable colors, fonts, and shapes. 

 

Interactive features, such as zooming, panning, and hovering over data points to display 

additional information. 

 

Support for multiple backends, including SVG, PDF, and PNG. 

 

Getting started with Gadfly.jl is easy. You can install it using the Julia package manager by 

running the following command: 

 

using Pkg 

Pkg.add("Gadfly") 

 

Once you have installed Gadfly.jl, you can start creating plots and visualizations. For example, 

here is a simple scatter plot: 

 

using Gadfly 

 

x = 1:10 

y = rand(10) 

 

plot(x=x, y=y, Geom.point) 

 

This code creates a scatter plot of the y values against the x values. The Geom.point argument 

specifies that we want to use points to represent the data. 

 

You can customize the appearance of the plot by specifying additional arguments. For example, 

you can change the color of the points by specifying the color argument: 
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plot(x=x, y=y, Geom.point, color="red") 

 

This code creates the same scatter plot as before, but with red points. 

 

In addition to scatter plots, Gadfly.jl supports a wide range of other plot types. For example, here 

is a bar chart: 

 

using Gadfly 

 

x = ["A", "B", "C"] 

y = [1, 2, 3] 

 

plot(x=x, y=y, Geom.bar) 

 

This code creates a bar chart of the y values for each category in x. 

 

Gadfly.jl also supports more advanced features, such as facetting, which allows you to create 

multiple plots that share the same axes. Here is an example: 

 

using Gadfly 

 

x = 1:10 

y1 = rand(10) 

y2 = rand(10) 

 

plot(x=x, y=[y1 y2], Geom.line, 

Theme(default_color=color("red")), Guide.xlabel("X"), 

Guide.ylabel("Y"), Guide.title("Two lines"), 

Facet.wrap("group"), Coord.cartesian(xmin=1, xmax=10)) 

 

This code creates a plot with two lines, one in red and one in blue. The plot is facetted so that 

each line is displayed in a separate panel. 

 

Gadfly.jl is a powerful and flexible data visualization library that makes it easy to create high-

quality plots and visualizations in Julia. Whether you are a data scientist, researcher, or analyst, 

Gadfly.jl can help you explore and communicate your data effectively. 

 

Gadfly.jl is a data visualization library for the Julia programming language that provides a high-

level interface for creating interactive plots and visualizations. It is built on top of the Compose.jl 

package, which is a powerful graphics engine that allows users to create complex visualizations 

by composing simple graphical elements such as lines, points, and text. 

 

One of the key features of Gadfly.jl is its support for a wide range of plot types, including scatter 

plots, line plots, bar plots, histograms, and more. Users can easily create these plot types using a 

few lines of code and customize the appearance of the plot using flexible styling options such as 



117 | P a g e  

 

 

customizable colors, fonts, and shapes. 

 

 

 

Another important feature of Gadfly.jl is its support for interactive features, such as zooming, 

panning, and hovering over data points to display additional information. This makes it easy to 

explore and interact with data in real-time, which can be especially useful for data exploration 

and scientific research. 

 

Gadfly.jl also supports multiple backends, including SVG, PDF, and PNG, which allows users to 

export their visualizations in various formats for further analysis or presentation. 

 

In addition to these features, Gadfly.jl also provides advanced functionality such as facetting, 

which allows users to create multiple plots that share the same axes. This makes it easy to 

compare and analyze different aspects of the data. 

 

 

 

Creating different types of plots 
 

Interactive visualization and plotting are important tools for exploring and understanding data. 

Julia, a high-performance programming language for technical computing, provides a range of 

powerful and flexible packages for creating different types of plots. In this article, we will 

explore some of the popular Julia packages for interactive visualization and plotting and 

demonstrate how to create different types of plots. 

 

Plots.jl 

 

Plots.jl is a versatile and powerful package for creating static and interactive plots. It provides a 

unified API for creating different types of plots and supports a wide range of backends, including 

GR, PlotlyJS, and PyPlot. To install Plots.jl, run the following command in the Julia REPL: 

 

using Pkg 

Pkg.add("Plots") 

 

Once the package is installed, you can start creating plots. Here's an example of how to create a 

simple line plot: 

 

using Plots 

x = 1:10 

y = sin.(x) 

plot(x, y) 

 

This code generates a line plot of the sine function from 1 to 10. 
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Plots.jl also provides a wide range of customization options for plots, such as changing the color 

scheme, adding labels and titles, and adjusting the plot size. Here's an example of how to create a 

scatter plot with a custom color scheme: 

 

using Plots 

x = randn(100) 

y = randn(100) 

scatter(x, y, color=:redsblues) 

 

This code generates a scatter plot with a redsblues color scheme. 

 

Makie.jl 

 

Makie.jl is a modern and flexible package for creating high-performance interactive plots. It 

provides a GPU-accelerated rendering engine that can handle large datasets and complex 

visualizations. To install Makie.jl, run the following command in the Julia REPL: 

 

using Pkg 

Pkg.add("Makie") 

 

Once the package is installed, you can start creating plots. Here's an example of how to create a 

3D scatter plot: 

 

using Makie 

x = randn(100) 

y = randn(100) 

z = randn(100) 

scatter3d(x, y, z) 

 

This code generates a 3D scatter plot of random data. 

 

Makie.jl also provides a wide range of customization options for plots, such as adding labels and 

titles, adjusting the camera angle, and changing the color scheme. Here's an example of how to 

create a surface plot with a custom color scheme: 

 

using Makie 

f(x, y) = sin(x) + cos(y) 

surface(f, 0:0.1:2π, 0:0.1:2π, color=:redsblues) 

 

Gadfly.jl 

 

Gadfly.jl is a flexible and powerful package for creating static and interactive plots. It provides a 

grammar of graphics approach to plotting, which allows users to easily create complex and 

highly customized visualizations. To install Gadfly.jl, run the following command in the Julia 

REPL: 
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using Pkg 

Pkg.add("Gadfly") 

 

Once the package is installed, you can start creating plots. Here's an example of how to create a 

bar plot: 

 

using Gadfly 

x = ["A", "B", "C", "D", "E"] 

y = [3, 5, 2, 7, 4] 

plot(x=x, y=y, Geom.bar) 

 

 

 

Customizing plots using attributes and 
keywords 
 

Interactive visualization and plotting are essential components of data analysis and 

communication. Julia is a high-performance programming language that offers various packages 

for interactive visualization and plotting. In this topic, we will explore how to customize plots 

using attributes and keywords with popular Julia packages, including Plots, Makie, and Gadfly. 

 

Plots 

 

Plots is a high-level plotting library in Julia that supports multiple backends, including GR, 

Plotly, PyPlot, and others. Plots package provides a user-friendly interface to create publication-

quality visualizations. It allows customization of plots using attributes and keywords. 

 

Customizing Plots with Attributes 

 

Attributes in Plots are used to customize the visual appearance of the plot elements. The syntax 

for setting attributes in Plots is attribute=value. For example, to change the line color of a plot, 

we can set the linecolor attribute: 

 

using Plots 

plot(x, y, linecolor=:red) 

 

The above code will plot the data x and y with a red line. Similarly, we can customize other 

attributes such as line style, marker type, and marker size. 

 

Customizing Plots with Keywords 

 

Keywords in Plots are used to control the behavior of the plot elements. The syntax for setting 

keywords in Plots is keyword=value. For example, to show gridlines in a plot, we can set the 

grid keyword to true: 
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using Plots 

plot(x, y, grid=true) 

The above code will plot the data x and y with gridlines. Similarly, we can customize other 

keywords such as axis labels, legend position, and plot size. 

 

Makie 

 

Makie is a modern, high-performance plotting library for Julia that focuses on interactive 3D 

visualization. Makie allows customization of plots using attributes and keywords. 

 

Customizing Plots with Attributes 

Attributes in Makie are used to customize the visual appearance of the plot elements. The syntax 

for setting attributes in Makie is attribute=value. For example, to change the line color of a plot, 

we can set the color attribute: 

 

using Makie 

scatter(x, y, color=:red) 

 

The above code will scatter the data x and y with red color. Similarly, we can customize other 

attributes such as marker size, marker type, and transparency. 

 

Customizing Plots with Keywords 

 

Keywords in Makie are used to control the behavior of the plot elements. The syntax for setting 

keywords in Makie is keyword=value. For example, to show the legend in a plot, we can set the 

legend keyword to true: 

 

using Makie 

scatter(x, y, legend=true) 

 

The above code will scatter the data x and y with legend. Similarly, we can customize other 

keywords such as axis labels, background color, and camera orientation. 

 

Gadfly 

 

Gadfly is a plotting library in Julia that emphasizes simplicity and clarity. Gadfly allows 

customization of plots using attributes and keywords. 

 

Customizing Plots with Attributes 

 

Attributes in Gadfly are used to customize the visual appearance of the plot elements. The syntax 

for setting attributes in Gadfly is :attribute=>value. For example, to change the line color of a 

plot, we can set the :color attribute: 

 

using Gadfly 
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plot(x=x, y=y, Geom.line, Theme(linecolor=:red)) 

 

The above code will plot the data x and y with a red line. Similarly, we can customize other 

attributes such as line style, marker type, and marker size. 

 

 

 

Creating interactive plots 
 

Creating interactive plots is an effective way to visualize and analyze data. Interactive plots 

allow users to explore the data by manipulating the plot, zooming in or out, hovering over data 

points to see more information, selecting specific data points, and more. There are various 

libraries and tools available in Python and other programming languages that can be used to 

create interactive plots. 

 

One popular Python library for creating interactive plots is Plotly. Plotly provides a range of 

visualization types, including scatter plots, line charts, bar charts, histograms, heatmaps, and 

more. Plotly also offers various interactive features, such as zooming, panning, and selecting 

data points. 

 

To create an interactive plot using Plotly, one needs to start by importing the library and creating 

a plot object. Here is an example of creating an interactive scatter plot using Plotly: 

 

import plotly.express as px 

import pandas as pd 

 

df = pd.read_csv('data.csv') 

 

fig = px.scatter(df, x='x_values', y='y_values', 

color='category', hover_name='name') 

 

fig.show() 

 

In this example, the px.scatter function is used to create a scatter plot from a Pandas dataframe 

df. The x and y arguments specify the columns in the dataframe to use for the x and y axes, 

respectively. The color argument specifies a column to use for color-coding the data points, and 

the hover_name argument specifies a column to use for displaying additional information when 

hovering over a data point. The resulting plot object fig is then displayed using the show method. 

 

Another popular Python library for creating interactive plots is Bokeh. Bokeh provides a range of 

visualization types, including scatter plots, line charts, bar charts, heatmaps, and more. Bokeh 

also offers various interactive features, such as zooming, panning, and selecting data points. 

 

To create an interactive plot using Bokeh, one needs to start by importing the library and creating 

a plot object. Here is an example of creating an interactive scatter plot using Bokeh: 
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from bokeh.plotting import figure, output_file, show 

import pandas as pd 

df = pd.read_csv('data.csv') 

 

p = figure(title="Scatter Plot", 

x_axis_label='x_values', y_axis_label='y_values') 

 

p.circle(x=df['x_values'], y=df['y_values'], 

color=df['category'], size=10) 

 

output_file("scatter_plot.html") 

 

show(p) 

 

In this example, the figure function is used to create a plot object with a title and axis labels. The 

circle method is used to create a scatter plot from a Pandas dataframe df. The x and y arguments 

specify the columns in the dataframe to use for the x and y axes, respectively. The color 

argument specifies a column to use for color-coding the data points, and the size argument 

specifies the size of the data points. The resulting plot object p is then displayed using the show 

method and saved to a file using the output_file function. 

 

In addition to Plotly and Bokeh, there are other libraries and tools available for creating 

interactive plots, such as D3.js, Highcharts, and Tableau. Each library or tool has its own 

strengths and weaknesses, so the choice of which one to use depends on the specific needs and 

requirements of the project. 

 

Interactive plots have become an important tool in data visualization as they enable users to 

explore data in a more intuitive way. They offer a dynamic and interactive interface to data that 

helps users better understand trends, patterns, and relationships. Interactive plots can be used for 

various purposes such as exploring data sets, presenting findings, and communicating insights. 

 

Creating interactive plots requires knowledge of programming languages such as Python, 

JavaScript, or R. Python is a popular language for creating interactive plots as it has several 

libraries available for this purpose, including Plotly, Bokeh, and Matplotlib. These libraries offer 

different types of interactive plots, such as scatter plots, line charts, heatmaps, and more, and 

different levels of interactivity, such as zooming, panning, and hovering. 

 

One of the benefits of using interactive plots is the ability to zoom in and out of data to examine 

details at various levels of granularity. This feature allows users to focus on specific parts of the 

data and examine them more closely. Interactive plots also allow users to hover over data points 

to view additional information such as data values, labels, and annotations. This feature enables 

users to gain insights into the data in a more natural and intuitive way. 

 

Another important feature of interactive plots is the ability to select specific data points or areas 

of the plot. This feature enables users to identify patterns, trends, and outliers that may 
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be hidden in the data. It also allows users to filter data based on certain criteria and to see how 

different subsets of data relate to each other. 

 

Interactive plots can also be used to create animations that visualize changes over time. This 

feature is particularly useful for data that is time-series, such as stock prices or weather data. The 

animation feature allows users to see how data changes over time and to identify trends and 

patterns that may be hidden in static plots. 

 

In conclusion, interactive plots are a powerful tool for data visualization that can help users gain 

insights into complex data sets. They offer a dynamic and interactive interface to data that 

enables users to explore and analyze data in a more natural and intuitive way. Interactive plots 

are created using programming languages such as Python, JavaScript, or R, and there are several 

libraries and tools available for this purpose. 
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Chapter 7:  
Advanced Plotting with Gadfly.jl 
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Advanced plotting with Gadfly.jl is a powerful tool for creating interactive data visualizations in 

Julia. Gadfly is a high-level plotting and graphics library in Julia that produces aesthetically 

pleasing and informative plots with minimal effort. In this article, we'll explore the various 

features of Gadfly and how they can be used to create impressive data visualizations. 

 

Basic Plotting with Gadfly 

 

Gadfly's syntax is simple and easy to use. To create a basic plot, all you need is a data frame and 

a few lines of code. Here's an example: 

 

using Gadfly 

using RDatasets 

 

df = dataset("ggplot2", "diamonds") 

plot(df, x = "carat", y = "price", Geom.point) 

 

In this example, we're using the RDatasets package to load a data frame of diamond prices. We 

then use the plot function to create a scatter plot of carat vs. price, using the Geom.point option 

to specify that we want to use points as our plotting geometry. 

 

Customizing Plots 

 

Gadfly offers a wide range of customization options to help you create plots that best represent 

your data. Here are some examples: 

 

# Change the color of the points 

plot(df, x = "carat", y = "price", Geom.point, 

Theme(default_color = colorant"orange")) 

 

# Add a trend line to the plot 

plot(df, x = "carat", y = "price", Geom.point, 

Geom.smooth, Theme(default_color = colorant"orange")) 

 

# Change the axis labels and title 
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plot(df, x = "carat", y = "price", Geom.point, 

Guide.xlabel("Carat"), Guide.ylabel("Price"), 

Guide.title("Diamond Prices")) 

 

# Create a faceted plot 

plot(df, x = "carat", y = "price", color = "cut", 

Geom.point, Guide.xlabel("Carat"), 

Guide.ylabel("Price"), Guide.title("Diamond Prices"), 

Guide.facet_grid("cut")) 

 

In the first example, we use the Theme function to change the color of the points to orange. In 

the second example, we add a trend line to the plot using the Geom.smooth option. In the third 

example, we change the axis labels and title using the Guide.xlabel, Guide.ylabel, and Guide.title 

options. Finally, in the fourth example, we create a faceted plot using the Guide.facet_grid 

option. 

 

Interactive Plots 

 

Gadfly also offers interactive plot features through the use of the Compose package. This allows 

you to create plots that can be manipulated by the user, such as zooming and panning. Here's an 

example: 

 

using Compose 

 

# Define the plot 

x = linspace(-2pi, 2pi, 100) 

y = sin.(x) 

p = plot(x, y, Geom.line) 

 

# Add interactive features 

p = Compose.compose(p, Compose.rect(0, 0, 100, 100, 

fill("rgba(0,0,0,0)"), stroke("rgba(0,0,0,0)")), 

Compose.interact()) 

 

# Display the plot 

display(p) 

 

In this example, we define a plot of the sine function and then add interactive features using 

Compose.rect and Compose.interact. The rect function creates an invisible rectangle over the 

plot, and the interact function adds interactive features to the plot. Finally, we use the display 

function to show the plot. 

 

Advanced plotting with Gadfly.jl is a powerful tool for creating interactive data visualizations in 

Julia. Gadfly is a high-level plotting and graphics library in Julia that produces aesthetically 

pleasing and informative plots with minimal effort. It offers a wide range of customization 
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options to help you create plots that best represent your data. 

 

Gadfly's syntax is simple and easy to use. To create a basic plot, all you need is a data frame and 

a few lines of code. You can use the plot function to create a scatter plot, line plot, bar plot, or 

other types of plots, using different types of geometries such as points, lines, or bars. 

 

Gadfly offers many customization options to help you modify the appearance of your plot. For 

example, you can change the color of the points or lines, add a trend line to the plot, change the 

axis labels and title, or create a faceted plot. Gadfly also allows you to create interactive plots 

using the Compose package. This enables you to create plots that can be manipulated by the user, 

such as zooming and panning. 

 

Gadfly is a powerful tool for creating high-quality data visualizations in Julia. Whether you are 

an experienced data analyst or a beginner, Gadfly's ease of use and flexibility make it an ideal 

choice for creating informative and visually appealing plots. 

 

In addition to basic and advanced plotting features, Gadfly also offers several other useful 

functionalities that can be used to enhance your data visualizations. Here are a few examples: 

 

Annotations and Labels 

 

Gadfly allows you to add annotations and labels to your plots to provide additional information. 

You can add text labels, arrows, or shapes to highlight specific data points or features. This can 

be useful when you need to draw attention to important information or when you want to provide 

additional context to your data. 

 

Themes 

 

Gadfly provides a set of built-in themes that can be used to change the overall appearance of 

your plots. Themes allow you to change the background color, font, and other style elements of 

your plots to create a consistent look and feel. You can also create custom themes to match your 

specific needs. 

 

Plotting with Missing Data 

 

Gadfly provides several ways to handle missing data when creating plots. You can choose to 

ignore missing values, drop them, or replace them with default values. This makes it easy to 

handle missing data in your plots without having to manipulate your data frames before plotting. 

 

Saving Plots 

 

Gadfly provides several ways to save your plots to different file formats such as PNG, SVG, or 

PDF. This makes it easy to use your plots in different contexts, such as presentations or reports. 

 

Integration with DataFrames.jl 
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Gadfly integrates seamlessly with DataFrames.jl, a package for working with tabular data in 

Julia. You can easily create plots directly from data frames, and Gadfly automatically generates 

axis labels and legends based on the column names in your data frame. 

 

 

 

 

 

 

 

 

 

Plotting with custom data types 
 

Julia is a high-level, high-performance programming language designed for numerical and 

scientific computing. It offers many powerful libraries and packages for interactive visualization 

and plotting of data, including Plots, Makie, Gadfly, and more. 

 

One of the key advantages of Julia is its ability to work with custom data types, making it easy to 

handle complex data structures and manipulate them for visualization. In this article, we will 

explore how to use Julia packages to create impressive data visualizations with custom data 

types. 

 

Plots Package 

 

The Plots package is one of the most popular visualization packages for Julia. It supports a wide 

range of plotting types, including line plots, scatter plots, bar plots, histograms, and more. 

 

To use Plots with custom data types, we first need to define our data type and then create a 

function that maps our data to a set of points that can be plotted. For example, let's say we have a 

custom data type called MyDataType that has two fields, x and y. We can define a function 

called map_to_points that takes an array of MyDataType objects and maps them to an array of 

Tuple objects that can be plotted. 

 

using Plots 

 

struct MyDataType 

    x::Float64 

    y::Float64 

end 

 

function map_to_points(data::Vector{MyDataType}) 

    return [(d.x, d.y) for d in data] 

end 
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data = [MyDataType(1, 2), MyDataType(2, 3), 

MyDataType(3, 4)] 

points = map_to_points(data) 

 

scatter(points) 

 

In this example, we define the MyDataType struct with two fields, x and y. We then define the 

map_to_points function that takes an array of MyDataType objects and maps them to an array of 

Tuple objects. Finally, we create an array of MyDataType objects, map them to points using 

map_to_points, and plot the points using the scatter function. 

Makie Package 

The Makie package is a high-performance plotting package that uses the GPU to render complex 

visualizations. It offers many powerful visualization features, including 3D plots, interactive 

plots, and animations. 

 

To use Makie with custom data types, we can define a function that maps our data to a set of 

Point3f0 objects that can be plotted in 3D space. For example, let's say we have a custom data 

type called My3DType that has three fields, x, y, and z. We can define a function called 

map_to_points that takes an array of My3DType objects and maps them to an array of Point3f0 

objects that can be plotted in 3D space. 

 

using Makie 

 

struct My3DType 

    x::Float32 

    y::Float32 

    z::Float32 

end 

 

function map_to_points(data::Vector{My3DType}) 

    return [Point3f0(d.x, d.y, d.z) for d in data] 

end 

 

data = [My3DType(1, 2, 3), My3DType(2, 3, 4), 

My3DType(3, 4, 5)] 

points = map_to_points(data) 

 

scatter3d(points) 

 

In this example, we define the My3DType struct with three fields, x, y, and z. We then define the 

map_to_points function that takes an array of My3DType objects and maps them to an array of 

Point3f0 objects. Finally, we create an array of My3DType objects, map them to points using 

map_to_points, and plot the points in 3D space using the scatter3d function. 

 

Gadfly Package 
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The Gadfly package is a grammar of graphics plotting package that allows users to create 

complex plots by combining simple building blocks. It offers many customization options, 

including color schemes, axis labels, and legend placement. 

 

To use Gadfly with custom data types, we can define a function that maps our data to a set of 

NamedTuple objects that can be plotted as columns in a data frame. For example, let's say we 

have a custom data type called MyDataType that has two fields, x and y. We can define a 

function called map_to_columns that takes an array of MyDataType objects and maps them to a 

set of NamedTuple objects that can be plotted as columns in a data frame. 

 

using Gadfly 

 

struct MyDataType 

    x::Float64 

    y::Float64 

end 

 

function map_to_columns(data::Vector{MyDataType}) 

    xvals = [d.x for d in data] 

    yvals = [d.y for d in data] 

    return (x=xvals, y=yvals) 

end 

 

data = [MyDataType(1, 2), MyDataType(2, 3), 

MyDataType(3, 4)] 

columns = map_to_columns(data) 

 

plot(x=columns.x, y=columns.y, Geom.point) 

 

In this example, we define the MyDataType struct with two fields, x and y. We then define the 

map_to_columns function that takes an array of MyDataType objects and maps them to a set of 

NamedTuple objects. Finally, we create an array of MyDataType objects, map them to columns 

using map_to_columns, and plot the columns as points using the plot function. 

 

Plots Package 

The Plots package is a high-level plotting library that provides a unified API for creating plots 

with different backends, such as Plotly, GR, and PyPlot. It offers a wide range of plot types, 

including scatter plots, line plots, bar plots, and more, and supports interactive features such as 

zooming and panning. 

 

One of the key benefits of using the Plots package is that it allows users to switch between 

different backends without changing their code. For example, if we start by using the GR 

backend, we can switch to the Plotly backend simply by changing one line of code: 
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using Plots 

plotly() 

 

# Plotting code goes here 

 

In addition to its flexibility, the Plots package also offers many customization options, such as 

setting axis labels, changing colors and line styles, and adding annotations to the plot. 

 

Makie Package 

The Makie package is a high-performance plotting library that is optimized for interactive 2D 

and 3D visualization. It provides a flexible API that allows users to create complex plots by 

combining different plot elements, such as points, lines, and surfaces, and provides support for 

features such as animations and interactivity. 

 

One of the key benefits of using the Makie package is its performance. It uses modern GPU 

rendering techniques to provide real-time rendering of large datasets, making it ideal for 

visualizing complex scientific data. 

 

In addition to its performance, the Makie package also offers many customization options, such 

as changing the color and opacity of plot elements, adding text labels and legends, and adjusting 

the camera viewpoint for 3D plots. 

 

Gadfly Package 

 

The Gadfly package is a grammar of graphics plotting library that provides a flexible and 

intuitive API for creating complex plots. It allows users to define plots as a sequence of 

geometric objects, such as points, lines, and rectangles, and provides support for features such as 

facetting and theming. 

 

One of the key benefits of using the Gadfly package is its flexibility. It allows users to define 

complex plots by combining simple building blocks, and provides many customization options, 

such as adjusting the position and size of plot elements, changing the color palette, and adding 

annotations and text labels. 

 

In addition to its flexibility, the Gadfly package also provides support for advanced features such 

as facetting, which allows users to split a plot into multiple panels based on different variables, 

and theming, which allows users to customize the overall appearance of the plot. 

 

 

 

Advanced customization with themes 
 

Data visualization is an essential part of data analysis, as it allows us to present complex data in a 

clear and understandable manner. Julia is a high-performance programming language that 

provides powerful tools for interactive visualization and plotting. In this context, advanced 
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customization with themes is an important aspect that enables users to create impressive 

visualizations with a unique style and aesthetic. 

 

Julia has several packages that allow for advanced customization with themes, including Plots, 

Makie, and Gadfly. Each package has its own set of features and advantages, and users can 

choose the one that best suits their needs. 

 

Plots is a high-level plotting package for Julia that supports a wide variety of plot types and 

visual styles. It is built on top of other plotting packages such as GR, Plotly, and PyPlot, and 

provides a consistent API for creating visualizations. Plots allows users to customize their plots 

with themes, which define the visual style of the plot elements such as colors, fonts, and  

sizes. Themes in Plots are defined as dictionaries that map plot attributes to values, and can be 

applied to a plot using the theme function. Plots also provides several built-in themes such as 

gruvbox(), solarized_dark(), and theme_minimal(). 

 

Makie is another high-performance plotting package for Julia that allows for advanced 

customization with themes. Makie is built on top of the AbstractPlotting package, which 

provides a flexible and extensible framework for creating interactive plots. Makie provides a 

variety of visual styles and themes, which can be customized using the theme function. Themes 

in Makie are defined as instances of the Theme type, which encapsulate the visual properties of 

the plot elements such as colors, fonts, and sizes. Makie also provides several built-in themes 

such as ThemeDark(), ThemeLight(), and ThemeMinimal(). 

 

Gadfly is a plotting package for Julia that is based on the Grammar of Graphics framework. It 

provides a powerful and flexible API for creating plots, and allows for advanced customization 

with themes. Themes in Gadfly are defined as instances of the Theme type, which encapsulate 

the visual properties of the plot elements such as colors, fonts, and sizes. Themes can be 

customized using the set_theme function, which takes a theme object as an argument. Gadfly 

provides several built-in themes such as theme_dark(), theme_gray(), and theme_minimal(). 

 

In addition to these packages, Julia also has several other visualization and plotting packages 

such as Winston, PGFPlotsX, and UnicodePlots, which provide additional features and 

customization options. 

 

Advanced customization with themes is an important aspect of interactive visualization and 

plotting with Julia. Julia provides several powerful packages such as Plots, Makie, and Gadfly 

that allow users to create impressive visualizations with a unique style and aesthetic. By 

choosing the right package and customizing the theme, users can create visualizations that 

effectively communicate complex data in a clear and understandable manner. 

 

Here’s an example of creating a customized plot using the Plots package in Julia: 

 

using Plots 

 

# Define the data 

x = 1:10 
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y = rand(10) 

 

# Define the custom theme 

my_theme = Dict( 

    :background_color => RGB(0.9, 0.9, 0.9), 

    :foreground_color => :black, 

    :font_family => "Helvetica", 

    :grid_color => :black, 

    :line_color => RGB(0.2, 0.2, 0.2), 

    :marker_color => :red, 

    :marker_shape => :circle, 

    :title_font_size => 18, 

    :legend_font_size => 14, 

    :xlabel_font_size => 16, 

    :ylabel_font_size => 16, 

    :legend => :bottomright, 

    :legend_title => "Legend Title", 

    :legend_title_font_size => 16, 

    :legend_entry_font_size => 14, 

    :xtick_font_size => 14, 

    :ytick_font_size => 14, 

    :xtick_rotation => 45 

) 

 

# Create the plot with the custom theme 

plot(x, y, title="My Custom Plot", xlabel="X Axis", 

ylabel="Y Axis", theme=my_theme) 

 

# Save the plot to a file 

savefig("my_custom_plot.png") 

 

This code first loads the Plots package using the using keyword. Then, it defines some data to 

plot (x and y). Next, it defines a custom theme as a dictionary that maps plot attributes to values. 

The values can be colors, fonts, sizes, etc. In this example, the custom theme defines a 

background color, a foreground color, a font family, grid and line colors, marker shape and color, 

font sizes, and other style properties. 

 

The code then creates a plot using the plot function, passing in the data and the custom theme. 

The plot function also takes other arguments such as the plot title, x and y axis labels, and the 

legend position. 

 

Finally, the code saves the plot to a file using the savefig function. The file format is inferred 

from the file extension. In this case, it saves the plot as a PNG image with the filename 

my_custom_plot.png. 
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This is just one example of how to create a customized plot using the Plots package in Julia. The 

Makie and Gadfly packages also have their own ways of defining themes and creating custom 

plots. 

 

Here’s an example of creating a customized plot using the Makie package in Julia: 

 

using Makie 

 

# Define the data 

x = 1:10 

y = rand(10) 

 

# Define the custom theme 

my_theme = Theme( 

    axiscolor = :black, 

    titlefont = ("Helvetica", 18), 

    tickfont = ("Helvetica", 14), 

    legendfont = ("Helvetica", 14), 

    gridcolor = :black, 

    seriescolor = :red, 

    seriesmarkershape = :circle, 

    backgroundcolor = RGB(0.9, 0.9, 0.9) 

) 

 

# Create the plot with the custom theme 

fig = Figure() 

ax = Axis(fig[1,1], xlabel="X Axis", ylabel="Y Axis", 

title="My Custom Plot", theme=my_theme) 

scatter!(ax, x, y) 

fig[1,1] = ax 

display(fig) 

 

# Save the plot to a file 

save(joinpath(@__DIR__, "my_custom_plot.png"), fig) 

 

 

This code first loads the Makie package using the using keyword. Then, it defines some data to 

plot (x and y). Next, it defines a custom theme using the Theme constructor. The Theme 

constructor takes a set of keyword arguments that define the visual properties of the plot 

elements such as axis color, font properties, grid color, series color and marker shape, and 

background color. 

 

The code then creates a Figure and an Axis object using the Makie package. The Axis object 
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takes in the custom theme and other arguments such as the x and y axis labels and the plot title. 

The scatter! function is used to plot the data points on the Axis. 

 

The Figure object is then displayed using the display function. Finally, the plot is saved to a file 

using the save function, which takes in the filename and the Figure object. 

 

Again, this is just one example of how to create a customized plot using the Makie package in 

Julia. The Plots and Gadfly packages also have their own ways of defining themes and creating 

custom plots. 

 

 

Working with multiple layers 
 

Interactive visualization and plotting are essential techniques for exploring and communicating 

complex data. Julia is a high-performance programming language that excels at scientific 

computing and data analysis, making it an excellent choice for creating interactive visualizations. 

In this article, we will explore how to work with multiple layers in Julia using popular packages 

like Plots, Makie, and Gadfly to create impressive data visualizations. 

 

Plots Package 

 

 

The Plots package is a high-level plotting library that supports multiple backends, including GR, 

PlotlyJS, and PyPlot. Plots provide a unified interface for creating various types of plots, 

including line plots, scatter plots, bar plots, and more. To create a multi-layered plot in Plots, we 

can use the plot! function. The plot! function is used to add new layers to an existing plot. 

 

For example, consider the following code snippet that creates a simple line plot using Plots: 

 

using Plots 

x = 1:10 

y = sin.(x) 

plot(x, y) 

 

The above code will produce a simple line plot of the sine function. Now, let's add a second layer 

to this plot that shows the cosine function. We can do this by calling the plot! function and 

passing the x and cos.(x) arrays as arguments: 

 

plot!(x, cos.(x)) 

 

The plot! function will add a new layer to the existing plot, and the resulting plot will show both 

the sine and cosine functions on the same plot. 

 

Makie Package 
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The Makie package is a modern and flexible 3D visualization library that supports interactive 

and high-performance graphics. Makie provides a high-level interface for creating 2D and 3D 

plots, animations, and scientific visualizations. To create a multi-layered plot in Makie, we can 

use the draw function. 

 

For example, consider the following code snippet that creates a simple scatter plot using Makie: 

 

using Makie 

x = randn(100) 

y = randn(100) 

scatter(x, y) 

The above code will produce a simple scatter plot of random points. Now, let's add a second 

layer to this plot that shows a line of best fit. We can do this by calling the draw function and 

passing the fit function as an argument: 

 

draw(Segment(fit(x, y))) 

 

The draw function will add a new layer to the existing plot, and the resulting plot will show both 

the scatter plot and the line of best fit. 

 

Gadfly Package 

 

The Gadfly package is a declarative visualization library that supports static, high-quality 

graphics. Gadfly provides a grammar of graphics interface for creating complex plots with 

minimal code. To create a multi-layered plot in Gadfly, we can use the layer function. 

 

For example, consider the following code snippet that creates a simple bar plot using Gadfly: 

 

using Gadfly 

x = ["A", "B", "C", "D", "E"] 

y = [3, 5, 2, 7, 1] 

plot(x = x, y = y, Geom.bar) 

 

The above code will produce a simple bar plot of the data. Now, let's add a second layer to this 

plot that shows a line of average value. We can do this by calling the layer function and passing 

the Geom.hline function as an argument: 

 

plot(x = x, y = y, Geom.bar, 

     layer(Geom.hline(yintercept = mean(y)))) 

 

Interactive data visualization and plotting are powerful techniques for exploring, analyzing, and 

communicating complex data. Julia, a high-performance programming language for scientific 

computing, provides several packages for creating interactive visualizations, including Plots, 

Makie, and Gadfly. 
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Plots is a high-level plotting library that supports multiple backends and provides a unified 

interface for creating various types of plots, including line plots, scatter plots, bar plots, and 

more. Plots can create multi-layered plots by using the plot! function to add new layers to an 

existing plot. This allows us to show multiple visualizations on the same plot and compare them 

easily. 

 

Makie is a modern and flexible 3D visualization library that provides a high-level interface for 

creating 2D and 3D plots, animations, and scientific visualizations. Makie can create  

multi-layered plots by using the draw function to add new layers to an existing plot. This allows 

us to create complex visualizations by combining multiple layers of data, such as adding a line of 

best fit to a scatter plot. 

 

Gadfly is a declarative visualization library that provides a grammar of graphics interface for 

creating complex plots with minimal code. Gadfly can create multi-layered plots by using the 

layer function to add new layers to an existing plot. This allows us to create complex 

visualizations by combining multiple layers of data, such as adding a line of average value to a 

bar plot. 

 

When working with multiple layers in interactive visualization and plotting, it's essential to 

consider the visualization's aesthetics and readability. We should carefully choose the colors, 

labels, and legends to ensure that the data is communicated effectively. We should also consider 

the interactions between the layers and how they affect the visualization's overall message. 

 

Working with multiple layers in interactive visualization and plotting can create powerful and 

informative visualizations that help us explore, analyze, and communicate complex data. Julia 

provides several packages, including Plots, Makie, and Gadfly, that enable us to create multi-

layered plots easily and effectively. By carefully designing our visualizations, we can ensure that 

our data is communicated clearly and effectively. 

 

Here’s an example of creating a multi-layered plot using the Plots package in Julia: 

 

using Plots 

gr() 

 

# Create some data 

x = 1:10 

y1 = rand(10) 

y2 = rand(10) 

 

# Create the first layer 

plot(x, y1, label="Layer 1") 

 

# Add a second layer to the plot 

plot!(x, y2, label="Layer 2") 
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# Customize the plot 

title!("Multi-layered Plot") 

xlabel!("X-axis") 

ylabel!("Y-axis") 

 

# Show the plot 

display(plot!) 

 

In this code, we first import the Plots package and set the backend to gr(), which is one of the 

available backends for Plots. We then create some random data for x, y1, and y2. 

 

We create the first layer of the plot using the plot function and passing in x and y1. We also add 

a label to this layer using the label argument. 

 

We then add a second layer to the plot using the plot! function, which appends the second layer 

to the first. We pass in x and y2 and add a label to this layer as well. 

 

We then customize the plot by adding a title and axis labels using the title!, xlabel!, and ylabel! 

functions. 

 

Finally, we show the plot using the display function and passing in the plot! function, which 

returns the final plot. 

 

This code creates a simple multi-layered plot with two layers of random data. We can easily add 

more layers by using the plot! function and passing in additional data. 

 

 

 

Creating interactive dashboards 
 

Interactive dashboards are powerful tools for exploring and communicating data insights. Julia is 

a high-performance, dynamic programming language that is well-suited for data analysis and 

visualization. Julia provides a range of packages for interactive visualization and plotting, 

including Plots, Makie, and Gadfly. In this topic, we will discuss how to create interactive 

dashboards using these packages. 

 

Plots is a flexible plotting package for Julia that supports a wide range of plot types and 

backends. The Plots package can be used to create a wide range of visualizations, including 

scatter plots, line charts, bar charts, heatmaps, and more. Plots supports interactivity through the 

use of plotly.js, a JavaScript library for interactive data visualization. With plotly.js, it is possible 

to add zooming, panning, and other interactive features to Plots visualizations. 

 

To create an interactive dashboard with Plots, you can use the Pluto.jl package, which provides a 

reactive programming environment for Julia. Pluto.jl allows you to create interactive notebooks 

that respond to changes in inputs, such as sliders or dropdown menus. With Pluto.jl, you can 
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create a dashboard that allows users to explore data and visualize it in real-time. 

 

Makie is another powerful plotting package for Julia that provides support for 3D visualizations, 

animations, and interactivity. Makie is built on top of the Julia programming language and 

provides a flexible and powerful API for creating interactive visualizations. Makie supports a 

wide range of plot types, including scatter plots, line charts, surface plots, and more. Makie also 

provides support for interactivity, allowing users to interact with plots  

 

using mouse and keyboard input. 

 

To create an interactive dashboard with Makie, you can use the Blink.jl package, which provides 

support for creating web-based applications in Julia. Blink.jl allows you to create a web-based  

dashboard that can be accessed from any device with a web browser. With Blink.jl, you can 

create a dashboard that allows users to explore data and visualize it in real-time. 

 

Gadfly is a plotting package for Julia that provides a clean and simple API for creating static 

visualizations. Gadfly is built on top of the Grammar of Graphics, a framework for creating 

visualizations developed by Leland Wilkinson. The Grammar of Graphics provides a powerful 

and flexible framework for creating complex visualizations by breaking them down into a series 

of simpler components. Gadfly provides support for a wide range of plot types, including scatter 

plots, line charts, bar charts, and more. 

 

To create an interactive dashboard with Gadfly, you can use the Interact.jl package, which 

provides support for creating interactive widgets in Julia. Interact.jl allows you to create a 

dashboard that responds to changes in inputs, such as sliders or dropdown menus. With 

Interact.jl, you can create a dashboard that allows users to explore data and visualize it in real-

time. 

 

Let’s look at an example of creating an interactive dashboard with Plots and Pluto.jl. 

 

First, we will need to install the required packages. To do this, open the Julia REPL and enter the 

following commands: 

 

using Pkg 

Pkg.add("Plots") 

Pkg.add("PlotlyJS") 

Pkg.add("Pluto") 

 

Next, we can create a new Pluto notebook by entering the following command in the Julia 

REPL: 

 

using Pluto 

Pluto.run() 

 

This will open a web browser window with the Pluto notebook interface. From here, we can 

create a new notebook and start writing code. 
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To create an interactive dashboard with Plots, we will start by importing the necessary packages 

and loading some sample data: 

 

using Plots 

using PlotlyJS 

 

# Load sample data 

x = 1:100 

y = rand(100) 

 

 

Next, we will create a basic scatter plot using Plots: 

 

# Create a scatter plot 

scatter(x, y) 

 

This will create a static scatter plot, but we want to make it interactive. To do this, we can add 

the plotlyjs() backend to Plots: 

 

# Set the plot backend to plotlyjs 

plotlyjs() 

 

# Create a scatter plot 

scatter(x, y) 

 

This will create an interactive scatter plot using plotly.js. However, we still need to create some 

widgets to allow the user to interact with the plot. We can do this using Pluto.jl's reactive 

programming environment. 

 

First, we will create a slider widget that allows the user to adjust the size of the markers on the 

plot: 

 

# Create a slider widget for marker size 

@bind marker_size 10:10:100 

slider("Marker size", marker_size) 

 

Next, we will create a dropdown widget that allows the user to select the color of the markers on 

the plot: 

 

# Define a list of colors 

colors = ["red", "blue", "green", "orange"] 

 

# Create a dropdown widget for marker color 

@bind marker_color colors[1] 
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dropdown("Marker color", colors, marker_color) 

 

Finally, we will update the scatter plot to use the values of the widgets: 

 

# Create an interactive scatter plot 

@sync @map begin 

    scatter(x, y, markersize=marker_size, 

markercolor=marker_color) 

end  

 

This will create an interactive scatter plot that updates in real-time based on the values of the 

slider and dropdown widgets. 

Overall, this code demonstrates how to create an interactive dashboard using Plots and Pluto.jl. 

With these tools, it is possible to create powerful and flexible dashboards that allow users to 

explore and visualize data in real-time. 

 

Interactive dashboards allow users to explore and interact with data in real-time. They typically 

consist of one or more visualizations, along with interactive widgets that allow the user to adjust 

various parameters and explore different aspects of the data. 

 

In Julia, there are several packages that can be used to create interactive dashboards, including 

Plots, Makie, and Gadfly. 

 

Plots is a powerful plotting library for Julia that provides a high-level interface for creating a 

wide range of visualizations. Plots supports multiple backends, including plotly.js, which 

provides interactive visualizations that can be embedded in web pages and notebooks. 

 

Makie is a relatively new plotting library for Julia that is designed to provide high-performance, 

GPU-accelerated visualizations. Makie supports a wide range of interactive features, including 

panning, zooming, and 3D rotation. 

 

Gadfly is a plotting library for Julia that is designed to provide a simple and elegant interface for 

creating static visualizations. While Gadfly does not provide built-in support for interactivity, it 

can be used in conjunction with other Julia packages to create interactive dashboards. 

 

To create an interactive dashboard using these packages, the first step is to load the necessary 

data and create one or more visualizations. This can be done using the high-level interfaces 

provided by these packages. For example, here is some code that creates an interactive scatter 

plot using Plots and plotly.js: 

 

using Plots 

plotlyjs() 

 

x = rand(100) 

y = rand(100) 

scatter(x, y, markersize=10)  
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This code creates a scatter plot using the scatter function from Plots, and sets the backend to 

plotlyjs using the plotlyjs() function. The markersize argument sets the size of the markers on the 

plot. 

 

 

To make the plot interactive, we can add widgets that allow the user to adjust various parameters. 

For example, here is some code that adds a slider widget that allows the user to adjust the size of 

the markers: 

 

using Plots 

plotlyjs() 

x = rand(100) 

y = rand(100) 

scatter(x, y, markersize=10) 

 

slider_value = 10 

@manipulate for slider_value in 1:100 

    scatter(x, y, markersize=slider_value) 

end 

 

This code uses the @manipulate macro from the Interact.jl package to create a slider widget that 

allows the user to adjust the markersize parameter. The for slider_value in 1:100 expression 

specifies the range of values that the slider can take. 

 

Similar interactive widgets can be added to other visualizations, such as line plots, bar charts, 

and heatmaps. In addition, multiple visualizations can be combined into a single dashboard using 

the layout functions provided by these packages. For example, here is some code that creates a 

dashboard with two interactive visualizations using Plots and plotly.js: 

 

using Plots 

plotlyjs() 

 

x = rand(100) 

y1 = rand(100) 

y2 = rand(100) 

scatter(x, y1, markersize=10) 

 

slider_value1 = 10 

slider_value2 = 10 

@manipulate for slider_value1 in 1:100, slider_value2 

in 1:100 

    p1 = scatter(x, y1, markersize=slider_value1) 

    p2 = scatter(x, y2, markersize=slider_value2) 

    plot(p1, p2, layout=2) 
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Chapter 8:  
Other Julia Packages for Interactive 
Visualization 
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Interactive visualization and plotting have become an essential aspect of data science and 

analysis, as they allow users to gain valuable insights into complex data sets in a more intuitive 

and engaging way. Julia, a high-level, high-performance programming language, has emerged as 

a popular choice for data analysis, thanks to its rich collection of packages for scientific 

computing and data visualization. In this booklet, we will explore some of the most popular Julia 

packages for interactive visualization and plotting, including Plots, Makie, and Gadfly, and 

discuss their unique features and capabilities. 

 

Plots.jl 

 

Plots.jl is a powerful plotting package in Julia that provides a unified interface to multiple 

plotting backends. With Plots.jl, users can create a wide range of static and interactive plots, 

including line plots, scatter plots, histograms, heatmaps, and more. The package supports a 

variety of backends, including GR, PyPlot, PlotlyJS, and UnicodePlots, among others. This 

allows users to choose the backend that best suits their needs and preferences. 

 

One of the key features of Plots.jl is its simple and intuitive syntax. Users can create a plot by 

simply calling the plot() function and passing in the data they want to plot. The package also 

provides a variety of customization options, such as changing the color scheme, adding labels 

and titles, and adjusting the axis limits and tick marks. 

 

Another advantage of Plots.jl is its support for interactivity. Users can create interactive plots 

using the PlotlyJS backend, which allows users to zoom in and out of the plot, pan the plot, and 

hover over data points to view additional information. 

 

Makie.jl 

 

Makie.jl is a modern and powerful package for interactive scientific visualization in Julia. Unlike 

Plots.jl, Makie.jl is designed from the ground up for interactive visualization and supports high-

performance rendering of large data sets. The package is built on top of the GLVisualize.jl and 

Cairo.jl libraries, which provide fast and efficient GPU-accelerated rendering. 
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Makie.jl provides a variety of plot types, including line plots, scatter plots, surface plots, and 

volume rendering, among others. The package also provides a powerful API for creating custom 

visualizations, allowing users to create highly specialized plots for their specific needs. 

 

One of the unique features of Makie.jl is its support for interactivity. Users can create interactive 

plots that respond to mouse events, such as hovering, clicking, and dragging. This allows users to 

explore their data in a more intuitive and engaging way. 

 

Gadfly.jl 

 

Gadfly.jl is another popular package for creating static and interactive plots in Julia. The package 

is inspired by the grammar of graphics framework, which provides a powerful and flexible way 

to create complex visualizations. 

 

Gadfly.jl supports a wide range of plot types, including scatter plots, line plots, histograms, and 

heatmaps, among others. The package also provides a variety of customization options, allowing 

users to create highly specialized plots that meet their specific needs. 

 

One of the key features of Gadfly.jl is its support for interactivity. Users can create interactive 

plots using the PlotlyJS backend, which allows users to zoom in and out of the plot, pan the plot, 

and hover over data points to view additional information. The package also provides support for 

animations, allowing users to create dynamic and engaging visualizations. 

 

Plotly.jl 

 

Plotly.jl is a Julia interface to the popular Plotly.js JavaScript library. Plotly.js is a powerful and 

flexible library for creating interactive data visualizations in the web browser. With Plotly.jl, 

users can create interactive plots in Julia that can be embedded in web pages or shared online. 

 

Plotly.jl provides a variety of plot types, including line plots, scatter plots, bar charts, and 

heatmaps, among others. The package also provides a powerful API for customization, allowing 

users to create highly specialized plots that meet their specific needs. 

 

One of the key features of Plotly.jl is its support for interactivity. Users can create interactive 

plots that respond to mouse events, such as hovering, clicking, and dragging. The package also 

supports animations and transitions, allowing users to create dynamic and engaging 

visualizations. 

 

Plotly.jl provides several backends for rendering plots, including PlotlyJS.jl, which provides a 

fully interactive, browser-based visualization environment. The package also supports the Plotly 

API, which allows users to generate and share plots using Plotly's cloud-based platform. 

 

Winston.jl 

 

Winston.jl is a lightweight plotting package for Julia that provides a simple and flexible way to 

create static plots. The package is built on top of the Cairo.jl library, which provides high-quality 
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2D graphics rendering. 

 

Winston.jl supports a variety of plot types, including line plots, scatter plots, and bar charts, 

among others. The package also provides a variety of customization options, such as changing 

the color scheme, adding labels and titles, and adjusting the axis limits and tick marks. 

 

One of the advantages of Winston.jl is its simplicity and ease of use. The package has a 

straightforward syntax, making it easy for users to create basic plots quickly. The package also 

provides a variety of convenience functions for creating specialized plots, such as contour plots 

and surface plots. 

 

Here’s an example of using the Plots.jl package to create an interactive plot: 

 

using Plots 

# create some data to plot 

x = range(0, stop=2π, length=100) 

y = sin.(3x) + cos.(2x) 

 

# create a line plot with interactive features 

plot(x, y, title="Interactive Plot", label="sin(3x) + 

cos(2x)", lw=2, 

    xlabel="x", ylabel="y", legend=:topleft, ylim=(-2, 

2), 

    hover=(:x, show=true), 

    box=:on, size=(800, 600)) 

 

In this example, we first import the Plots package using the using keyword. We then create some 

data to plot, in this case a set of x and y values representing the sin and cos of a range of angles. 

 

Next, we call the plot function to create a line plot of our data. We pass in a number of 

arguments to customize the plot, including a title, label, axis labels, legend position, and y-axis 

limits. We also enable interactivity by setting the hover argument to show the x-coordinate of the 

cursor when it hovers over the plot. 

 

Finally, we set the box argument to draw a box around the plot and set the size argument to 

specify the size of the plot window. 

 

When we run this code, we will see an interactive plot window open up that displays our data. 

We can hover over the plot with our cursor to see the x-coordinate at each point, and we can 

zoom in and out using the mouse scroll wheel. Overall, the Plots.jl package provides a powerful 

and flexible way to create interactive visualizations in Julia. 

 

Here’s an example of using the Makie.jl package to create a 3D surface plot with interactive 

features: 

 

using Makie 
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# create some data to plot 

x = range(-2π, stop=2π, length=100) 

y = range(-π, stop=π, length=50) 

z = [sin(i) * cos(j) for i in x, j in y] 

# create a 3D surface plot with interactive features 

surface(x, y, z, color=:viridis, shading=:phong, 

colorrange=(-1, 1), 

    xlabel="X", ylabel="Y", zlabel="Z", 

title="Interactive 3D Surface Plot", 

    colorbar=true, axis=(0.5, (0, 0, 1), 0.1), 

background_color=:white, 

    camera=(25, 30), scale_plot=true, show_axis=true, 

color_for_background=false) 

 

In this example, we first import the Makie package using the using keyword. We then create 

some data to plot, in this case a 2D grid of x and y values with corresponding z values 

representing the sin of each x and y value. 

 

Next, we call the surface function to create a 3D surface plot of our data. We pass in a number of 

arguments to customize the plot, including a color map, shading mode, color range, axis labels, 

title, color bar, and camera position. We also enable interactivity by setting the axis argument to 

a tuple with a 0.5 zoom factor, a (0, 0, 1) camera position, and a 0.1 pan factor. Additionally, we 

set the scale_plot argument to true to scale the plot to fit the window, and set the show_axis 

argument to true to display the plot axis. Finally, we set the color_for_background argument to 

false to use a white background color for the plot. 

 

When we run this code, we will see an interactive 3D surface plot window open up that displays 

our data. We can zoom in and out using the mouse scroll wheel, pan the plot using the left mouse 

button, and rotate the plot using the right mouse button. Overall, the Makie.jl package provides a 

powerful and flexible way to create interactive 3D visualizations in Julia. 

 

 

 

PGFPlots.jl 
 

Julia is a popular programming language for scientific computing, and it provides several 

packages for creating interactive visualizations. In this booklet, we will explore one of the most 

popular Julia packages for data visualization, PGFPlots.jl. 

 

PGFPlots.jl 

 

PGFPlots.jl is a Julia package for creating high-quality scientific plots with LaTeX formatting. It 

is based on the TikZ package for LaTeX, which allows users to create complex graphics and 
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diagrams. PGFPlots.jl provides a simple and flexible interface for creating plots in Julia, and it 

can be used with various backends, including PDF, PNG, and SVG. 

 

Installation 

 

To use PGFPlots.jl, you must first install it on your system. You can do this using the following 

command in the Julia REPL: 

 

julia> using Pkg 

julia> Pkg.add("PGFPlots") 

 

Once installed, you can import the package in your Julia script or REPL session using the 

following command: 

julia> using PGFPlots 

 

To create a simple plot using PGFPlots.jl, we first need to define some data. Let's create a simple 

sine wave by generating a sequence of x-values and computing their corresponding y-values: 

 

julia> x = range(0, 2π, length=100) 

julia> y = sin.(x) 

 

Now, we can create a basic plot of this data using the following code: 

 

julia> pgfplots() 

julia> @pgf Axis( 

           Plots.Linear(x, y) 

       ) 

 

The pgfplots() function initializes a new plot, and the @pgf Axis(...) macro defines the plot.  

 

The Plots.Linear function is used to specify the data to be plotted, in this case a simple line plot 

of x vs y. 

 

The resulting plot should be displayed in your Julia session. If you are using a backend that does 

not support interactive plots, you can save the plot to a file using the savefig() function: 

 

julia> savefig("plot.pdf") 

 

Customizing Plots 

 

PGFPlots.jl provides a wide range of customization options for creating complex plots. Let's 

explore some of these options by adding labels, titles, and legends to our sine wave plot. 

 

julia> pgfplots() 

julia> @pgf Axis( 

           Plots.Linear(x, y, style="red"), 
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           xlabel="x", 

           ylabel="y", 

           title="Sine Wave", 

           legendentry="Sine Wave" 

       ) 

 

In this code, we have added several new options to the Axis() function. The xlabel, ylabel, and 

title options specify the labels and title of the plot. The style option is used to change the color of 

the line to red. Finally, the legendentry option adds a legend entry to the plot. 

 

PGFPlots.jl also provides several other types of plots, such as scatter plots, bar charts, and 

histograms. These plots can be created using the corresponding functions in the Plots module, 

and customized using the same options as above. Here's an example of a scatter plot: 

 

julia> x = rand(100) 

julia> y = rand 

 

PGFPlots.jl is a Julia package for creating high-quality scientific plots with LaTeX formatting. It 

is based on the TikZ package for LaTeX, which allows users to create complex graphics and 

diagrams. PGFPlots.jl provides a simple and flexible interface for creating plots in Julia, and it 

can be used with various backends, including PDF, PNG, and SVG. 

 

Installation 

 

To use PGFPlots.jl, you must first install it on your system. You can do this using the Pkg 

package manager in the Julia REPL. Once installed, you can import the package in your Julia 

script or REPL session using the using command. 

 

Basic Usage 

 

To create a simple plot using PGFPlots.jl, you first need to define some data. You can do this by 

generating a sequence of x-values and computing their corresponding y-values. You can then 

create a basic plot of this data using the Axis() function. 

 

Customizing Plots 

 

PGFPlots.jl provides a wide range of customization options for creating complex plots. You can 

add labels, titles, and legends to your plots, and change the color and style of the plot elements. 

PGFPlots.jl also provides several other types of plots, such as scatter plots, bar charts, and 

histograms. 

 

PGFPlots.jl is a powerful package for creating high-quality scientific plots in Julia. Its 

integration with LaTeX allows for easy creation of complex graphics and diagrams, and its 

flexible interface allows for customization of the plots to suit your needs. By using PGFPlots.jl, 

you can create interactive data visualizations that help you gain deeper insights into your data. 
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UnicodePlots.jl 
 

Data visualization is an important aspect of data analysis, providing a means to explore and 

communicate data effectively. Julia, a high-level programming language for technical 

computing, provides a number of powerful packages for interactive visualization and plotting, 

including UnicodePlots.jl. This package is a lightweight and fast plotting library for Julia that 

allows for the creation of high-quality, customizable, and interactive plots using Unicode 

characters. 

 

Chapter 1: Introduction to UnicodePlots.jl 

 

UnicodePlots.jl is a plotting library for Julia that uses Unicode characters to create high-quality, 

customizable, and interactive plots. It is a lightweight and fast package that can be used for a 

wide range of plotting tasks, from simple bar charts to complex, interactive visualizations. 

 

One of the key advantages of UnicodePlots.jl is its simplicity and ease of use. The package has a 

simple API that allows for easy creation of basic plots, and also provides a range of 

customization options for more advanced users. Additionally, UnicodePlots.jl has a low 

overhead and high performance, making it ideal for use in large-scale data analysis tasks. 

 

UnicodePlots.jl provides a range of plot types, including bar charts, scatter plots, line plots, and 

histograms. It also supports interactive plotting, allowing users to explore and manipulate plots 

in real-time. Finally, UnicodePlots.jl is fully compatible with Julia's ecosystem of packages, 

including data manipulation, statistics, and machine learning libraries. 

 

Chapter 2: Getting started with UnicodePlots.jl 

 

To use UnicodePlots.jl, we first need to install the package. We can do this by running the 

following command in the Julia REPL: 

 

julia> using Pkg 

julia> Pkg.add("UnicodePlots") 

 

Once the package is installed, we can start using it to create plots. Let's start with a simple 

example of a bar chart: 

 

julia> using UnicodePlots 

julia> barplot([3, 4, 1, 5]) 

 

This will create a simple bar chart showing the values 3, 4, 1, and 5. We can also add labels to 

the chart by specifying the xticks and xlabel arguments: 

 

julia> barplot([3, 4, 1, 5], xlabel="X Axis", 
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xticks=([1, 2, 3, 4], ["A", "B", "C", "D"])) 

 

This will create a bar chart with labeled x-axis ticks. 

 

Chapter 3: Customizing plots in UnicodePlots.jl 

 

UnicodePlots.jl provides a range of customization options for plots, allowing users to create 

highly customized and visually appealing visualizations. Some of the most common 

customization options include changing the colors, fonts, and styles of the plot. 

 

To change the color of a plot, we can use the color argument. For example, the following code 

creates a bar chart with blue bars: 

julia> barplot([3, 4, 1, 5], color=:blue) 

 

To change the font of the plot, we can use the font argument. For example, the following code 

creates a bar chart with a larger font size: 

 

julia> barplot([3, 4, 1, 5], font=12) 

 

Finally, UnicodePlots.jl also provides a range of advanced customization options, including 

setting the size and aspect ratio of the plot, adding legends and annotations, and specifying the 

plot layout. These options allow users to create highly customized and visually appealing 

visualizations that are tailored to their specific needs. 

 

Chapter 4: Comparing UnicodePlots.jl to other plotting packages in Julia 

 

While UnicodePlots.jl is a powerful and versatile plotting package in Julia, it is not the only 

option available. Julia has a number of other popular plotting packages, including Plots.jl, 

Makie.jl, and Gadfly.jl. 

Plots.jl is a high-level plotting package that provides a consistent interface for creating a wide 

range of plot types. It supports a number of backends, including UnicodePlots.jl, and provides a 

range of customization options for advanced users. 

 

Makie.jl is a package for creating interactive and high-performance visualizations in Julia. It uses 

OpenGL to create 2D and 3D plots, and provides a range of interactive features, including 

panning, zooming, and rotating. 

 

Gadfly.jl is a grammar of graphics-style plotting package that provides a flexible and powerful 

interface for creating complex visualizations. It allows users to create plots using a simple, 

declarative syntax that is inspired by the R package ggplot2. 

 

Each of these packages has its own strengths and weaknesses, and the best choice will depend on 

the specific needs of the user. For simple and lightweight plots, UnicodePlots.jl may be the best 

choice, while for more complex and interactive plots, Makie.jl or Gadfly.jl may be more 

appropriate. 
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Chapter 5: Creating specific types of plots with UnicodePlots.jl 

 

Now that we have covered the basics of using UnicodePlots.jl, let's explore how to create 

specific types of plots using the package. In this section, we will cover how to create bar charts, 

scatter plots, line plots, and histograms. 

 

Bar charts are a common type of plot used to display categorical data. To create a bar chart using 

UnicodePlots.jl, we can use the barplot function. For example, the following code creates a bar 

chart showing the number of apples, bananas, and oranges 

 

This will create a bar chart with labeled x-axis ticks and a title. 

 

Scatter plots are used to display the relationship between two continuous variables. To create a 

scatter plot using UnicodePlots.jl, we can use the scatterplot function. For example, the 

following code creates a scatter plot showing the relationship between height and weight: 

 

 

 

PlotlyJS.jl 
 

PlotlyJS.jl is a popular Julia package that provides an interactive plotting interface based on the 

Plotly.js library. In this booklet, we will explore how to use PlotlyJS.jl for interactive 

visualization and plotting in Julia. 

 

Before we dive into PlotlyJS.jl, let's briefly discuss some of the other popular Julia packages for 

plotting and data visualization. 

 

Plots.jl is a powerful and flexible plotting package that provides a unified interface for creating 

plots using a variety of backends, including PlotlyJS, PyPlot, GR, and more. It supports many 

types of plots, including scatter plots, line plots, bar plots, histograms, and 3D plots. 

 

Makie.jl is another popular package for interactive visualization and 3D plotting in Julia. It 

provides a high-level interface for creating complex visualizations using GPU-accelerated 

rendering. Makie is particularly well-suited for visualizing large datasets and complex 

geometries. 

 

Gadfly.jl is a grammar of graphics-style plotting package for Julia. It provides a declarative 

syntax for creating plots using a variety of geometries and aesthetic mappings. Gadfly is highly 

customizable and can produce publication-quality graphics. 

 

Now, let's turn our attention to PlotlyJS.jl. PlotlyJS.jl is a Julia interface to the Plotly.js library, 

which provides a powerful and flexible framework for creating interactive visualizations. 

PlotlyJS.jl allows users to create a wide range of interactive plots, including scatter plots, line 

plots, bar plots, histograms, box plots, heatmaps, and more. 
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To use PlotlyJS.jl, you first need to install it by typing the following command in the Julia 

REPL: 

 

using Pkg 

Pkg.add("PlotlyJS") 

 

Once you have installed PlotlyJS.jl, you can start creating interactive plots. Here is an example 

of how to create a simple scatter plot using PlotlyJS.jl: 

 

using PlotlyJS 

x = randn(100) 

y = randn(100) 

scatter(x=x, y=y) 

 

This code will create a scatter plot with 100 random data points. 

 

PlotlyJS.jl provides a wide range of customization options for your plots. You can customize the 

axis labels, tick marks, and ranges, change the colors and styles of your plots, and add 

annotations and legends. Here is an example of how to customize a scatter plot: 

 

using PlotlyJS 

x = randn(100) 

y = randn(100) 

scatter(x=x, y=y, mode="markers", marker_color="red",  

        marker_size=10, xlabel="X Axis", ylabel="Y 

Axis", 

        xaxis_showgrid=false, yaxis_showgrid=false, 

        xaxis_tickfont_size=14, yaxis_tickfont_size=14, 

        xaxis_range=[-3, 3], yaxis_range=[-3, 3], 

        title="My Scatter Plot") 

 

This code will create a scatter plot with red markers, a marker size of 10, and customized axis 

labels and ranges. 

 

In addition to scatter plots, PlotlyJS.jl supports many other types of plots. Here are some 

examples of how to create different types of plots using PlotlyJS.jl: 

 

using PlotlyJS 

x = randn(100) 

y = randn(100) 

 

# Line plot 

plot(x, y, layout=Layout(title="My Line Plot")) 

 

# Bar plot 
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bar(["A", "B", "C"], [1, 2, 3], layout 

 

PlotlyJS.jl allows users to create a wide range of interactive plots, including scatter plots, line 

plots, bar plots, histograms, box plots, heatmaps, and more. It provides a wide range of 

customization options for your plots. You can customize the axis labels, tick marks, and ranges, 

change the colors and styles of your plots, and add annotations and legends. 

 

PlotlyJS.jl is a Julia interface to the Plotly.js library, which provides a powerful and flexible 

framework for creating interactive visualizations. Plotly.js is an open-source library for creating 

data visualizations and is written in JavaScript. It supports a wide range of interactive 

visualizations, including scatter plots, line charts, bar charts, histograms, and more. 

 

In addition to scatter plots, PlotlyJS.jl supports many other types of plots, such as line plots, bar 

plots, histograms, box plots, heatmaps, and more. It also allows users to customize the 

appearance of their plots in many ways, including customizing axis labels, tick marks, and 

ranges, changing the colors and styles of plots, and adding annotations and legends. 

 

To use PlotlyJS.jl, you first need to install it using the Julia package manager. Once you have 

installed PlotlyJS.jl, you can start creating interactive plots in Julia. 

 

Other popular Julia packages for plotting and data visualization include Plots.jl, Makie.jl, and 

Gadfly.jl. Plots.jl provides a unified interface for creating plots using a variety of backends, 

including PlotlyJS, PyPlot, GR, and more. Makie.jl is another popular package for interactive 

visualization and 3D plotting in Julia. Gadfly.jl is a grammar of graphics-style plotting package 

for Julia that provides a declarative syntax for creating plots using a variety of geometries and 

aesthetic mappings. 

PlotlyJS.jl is a powerful tool for creating interactive visualizations in Julia. It provides a wide 

range of customization options and supports many different types of plots. Whether you are a 

data scientist, researcher, or engineer, PlotlyJS.jl can help you create compelling and informative 

data visualizations that enable you to gain new insights into your data. 

 

PlotlyJS.jl is a versatile package for interactive data visualization in Julia. It offers a wide range 

of options for customizing and tweaking your plots, including: 

 

 Layout customization: You can customize the layout of your plots, including the size, 

margins, background color, and more. You can also add titles, subtitles, and annotations 

to your plots to make them more informative and visually appealing. 

 

 Axis customization: You can customize the axis labels, tick marks, ranges, and more. 

This can help you highlight specific features of your data and make it easier for viewers 

to interpret your plots. 

 

 Color and style customization: PlotlyJS.jl allows you to customize the colors and styles 

of your plots, including markers, lines, and fill areas. This can help you create plots that 

are visually appealing and easy to read. 
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 Interactivity: One of the key features of PlotlyJS.jl is its support for interactivity. You can 

add hover effects, click events, and other interactive features to your plots to enable users 

to explore and interact with your data. 

 

 Sharing and collaboration: PlotlyJS.jl allows you to easily share your plots with others 

and collaborate on them. You can export your plots to a variety of formats, including 

HTML, PNG, SVG, and PDF, and share them via email, social media, or other platforms. 

 

In addition to its rich feature set, PlotlyJS.jl is also easy to use. Its syntax is simple and intuitive, 

and it provides many examples and tutorials to help you get started. 

Finally, it's worth noting that PlotlyJS.jl is just one of many plotting and visualization packages 

available in Julia. Depending on your needs and preferences, you may find that other packages 

such as Plots.jl, Makie.jl, or Gadfly.jl are better suited to your particular use case. However, for 

interactive data visualization, PlotlyJS.jl is definitely worth considering. 

 

 

 

Gaston.jl 
 

Gaston.jl is a powerful plotting and visualization library for Julia. It provides an extensive set of 

plotting functionalities and supports a wide range of plotting types. Gaston.jl is built on top of 

the C++ library Gnuplot, which provides a high-quality visualization engine. 

 

Installation: 

To use Gaston.jl, you need to install the package first. You can install the package using the Julia 

package manager. To install Gaston.jl, open the Julia REPL (Read-Eval-Print Loop) and run the 

following command: 

 

julia> using Pkg 

julia> Pkg.add("Gaston") 

 

After installing the package, you can load it using the following command: 

 

julia> using GastonPlotting Functions: 

 

Gaston.jl provides several plotting functions that allow you to create different types of plots. 

Here are some of the most commonly used functions: 

 

plot: The plot function is used to create a 2D line plot. It takes an array of x-values and an array 

of y-values as inputs and plots a line graph. 

 

julia> x = 0:0.1:10 

julia> y = sin.(x) 

julia> plot(x, y) 
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scatter: The scatter function is used to create a scatter plot. It takes an array of x-values and an 

array of y-values as inputs and plots points at the given coordinates. 

 

julia> x = rand(100) 

julia> y = rand(100) 

julia> scatter(x, y) 

 

bar: The bar function is used to create a bar chart. It takes an array of x-values and an array of y-

values as inputs and plots bars at the given coordinates. 

 

julia> x = ["A", "B", "C", "D"] 

julia> y = [10, 20, 30, 40] 

julia> bar(x, y) 

 

heatmap: The heatmap function is used to create a heatmap. It takes a 2D array of values as input 

and plots a color-coded grid. 

 

julia> A = rand(5,5) 

julia> heatmap(A) 

 

contour: The contour function is used to create a contour plot. It takes a 2D array of values as 

input and plots contour lines. 

 

julia> x = -5:0.1:5 

julia> y = -5:0.1:5 

julia> f(x, y) = x^2 + y^2 

julia> Z = [f(x,y) for x in x, y in y] 

julia> contour(x, y, Z) 

 

These are just a few examples of the plotting functions provided by Gaston.jl. The package 

provides several other functions, and you can find more information in the package 

documentation. 

 

Customization: 

 

Gaston.jl provides several customization options that allow you to customize the appearance of 

the plots. Here are some of the most commonly used options: 

 

xlabel, ylabel, title: These options allow you to set the labels for the x-axis, y-axis, and title of 

the plot, respectively. 

Shell 

 

julia> x = 0:0.1:10 

julia> y = sin.(x) 

julia> plot(x, y, xlabel="X-axis", ylabel="Y-axis", 
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title="Sine Wave") 

 

These options allow you to set the limits for the x-axis and y-axis, respectively. 

 

julia> x = 0:0.1:10 

julia> y = sin.(x) 

julia> plot(x, y, xlim=(0,10), ylim=(-1,1)) 

 

This option allows you to add a legend to the plot. 

 

julia> x = 0:0.1:10 

julia> y1 = sin.(x) 

julia> y2 = cos.(x) 

julia> plot(x, y1, label="Sine") 

julia> plot!(x, y2, label="Cosine") 

julia> legend() 

 

These options allow you to customize the color, line style, line width, and marker style of the 

plot. 

 

julia> x = 0:0.1:10 

julia> y = sin.(x) 

julia> plot(x, y, color=:red, linestyle=:dashdot, 

linewidth=2, marker=:circle) 

 

Gaston.jl provides a powerful set of tools for data visualization and plotting, and it is a great 

choice for creating impressive data visualizations in Julia. However, there are several other 

packages for data visualization in Julia, such as Plots, Makie, and Gadfly, which may better suit 

your needs depending on your specific use case. 

 
Gaston.jl is a popular interactive visualization and plotting package for Julia. It provides a simple 

and intuitive interface for creating high-quality plots and visualizations, with support for a wide 

range of plot types and customization options. 

 

One of the main features of Gaston.jl is its support for interactive plotting, which allows you to 

explore your data in real-time and make changes to the plot on-the-fly. This can be especially 

useful for exploring complex datasets or fine-tuning the appearance of your plots. 

 

Gaston.jl also provides a variety of tools for customizing the appearance of your plots, including 

options for setting the axis labels, titles, and legends, as well as controlling the color, line style, 

and marker type of the plot elements. 

In addition to its plotting capabilities, Gaston.jl also supports a range of other visualization 

techniques, including histograms, bar charts, and scatter plots. It also provides support for 

working with complex data types, such as matrices and multi-dimensional arrays. 
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Gaston.jl is a powerful and versatile package for creating high-quality data visualizations and 

plots in Julia. Whether you are working with large datasets or exploring the behavior of a simple 

system, Gaston.jl provides the tools you need to create effective and informative visualizations. 

 

 

 

VegaLite.jl 
 

VegaLite.jl is a Julia package that provides a high-level interface for creating interactive 

visualizations using the Vega-Lite grammar. Vega-Lite is a declarative visualization grammar 

that is based on the principles of grammar of graphics. It provides a concise and expressive 

syntax for creating interactive visualizations that can be easily customized and shared. 

 

To get started with VegaLite.jl, you need to install the package using the Julia package manager: 

 

using Pkg 

Pkg.add("VegaLite") 

 

Once the package is installed, you can load it into your Julia environment using the following 

command: 

 

using VegaLite 

 

Chapter 2: Creating Basic Visualizations 

 

VegaLite.jl provides a simple and intuitive syntax for creating basic visualizations. Let's start by 

creating a scatter plot of some randomly generated data: 

 

using Random 

using VegaLite 

 

# Generate some random data 

Random.seed!(123) 

x = randn(100) 

y = 2x + randn(100) 

 

# Create a scatter plot 

@vlplot( 

    mark=:point, 

    x=:x, 

    y=:y 

) 
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In this example, we use the @vlplot macro to create a scatter plot. The mark argument specifies 

the type of mark to use for the plot, which in this case is a point. The x and y arguments specify 

the variables to use for the x and y axes, respectively. 

 

Next, let's create a bar chart of some categorical data: 

 

using DataFrames 

 

# Load some example data 

df = DataFrame( 

    category = repeat(["A", "B", "C"], inner=3), 

    value = rand(9) 

) 

# Create a bar chart 

@vlplot( 

    mark=:bar, 

    x=:category, 

    y=:value 

) 

 

In this example, we use the DataFrame package to load some example data into a DataFrame. 

We then use the @vlplot macro to create a bar chart. The mark argument specifies the type of 

mark to use for the plot, which in this case is a bar. The x and y arguments specify the variables 

to use for the x and y axes, respectively. 

 

Chapter 3: Customizing Visualizations 

 

VegaLite.jl provides a wide range of options for customizing visualizations. Let's explore some 

of these options using the scatter plot and bar chart examples from the previous chapter. 

 

# Customize the scatter plot 

@vlplot( 

    mark=:point, 

    x=:x, 

    y=:y, 

    size=100, 

    opacity=0.5, 

    color=:red, 

    title="Scatter Plot", 

    xaxis=Axis(title="X Axis"), 

    yaxis=Axis(title="Y Axis") 

) 

 

In this example, we use the size, opacity, and color arguments to customize the size, opacity, and 
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color of the points in the scatter plot. We also use the title, xaxis, and yaxis arguments to 

customize the title and axis labels. 

 

Chapter 4: Working with Data 

 

VegaLite.jl provides several options for working with data in visualizations. Let's explore some 

of these options. 

 

Data Formats 

 

VegaLite.jl supports several data formats, including CSV, TSV, and JSON. You can load data 

from a file using the FileIO package, and then convert it to a DataFrame or a JSON object 

using the DataFrames or JSON packages, respectively. Alternatively, you can load data directly 

from a URL using the HTTP package. 

Data Transformations 

 

VegaLite.jl provides several data transformationns for working with data in visualizations. For 

example, you can use the filter transformation to filter data based on a condition, or the 

aggregate transformation to aggregate data by a specified variable. You can also use the 

calculate transformation to create new variables based on existing variables, or the bin 

transformation to bin numeric variables into discrete bins. 

 

Data Joins 

 

VegaLite.jl supports several types of data joins, including inner, outer, left, and right joins. You 

can use the join function to join two data frames based on a common variable. 

Chapter 5: Interactive Visualizations 

 

VegaLite.jl provides several options for creating interactive visualizations. Let's explore some of 

these options. 

 

Interactivity Options 

 

VegaLite.jl provides several options for adding interactivity to visualizations, including tooltips, 

selections, and actions. Tooltips allow you to display additional information when you hover 

over a data point, while selections allow you to highlight and filter data based on user input. 

Actions allow you to define custom interactions, such as zooming or panning. 

Interactive Examples 

 

Here are some examples of interactive visualizations created using VegaLite.jl: 

 

 A scatter plot with tooltips: This scatter plot allows you to hover over a data point to 

display additional information about that point. 

 

 A bar chart with a selection: This bar chart allows you to select a bar to highlight and 

filter the corresponding data in a second chart. 
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 A map with zooming and panning: This map allows you to zoom in and out and pan to 

explore different regions of the map. 

 

Chapter 6: Exporting Visualizations 

 

VegaLite.jl provides several options for exporting visualizations to various formats, including 

PNG, PDF, and SVG. You can use the save function to save a visualization to a file, or the 

display function to display a visualization in a notebook or web page. 

 

 

 

 

 

Exporting Examples 

 

Here are some examples of exporting visualizations created using VegaLite.jl: 

 A scatter plot saved as a PNG file: This scatter plot is saved as a PNG file using the save 

function. 

 

 A bar chart displayed in a notebook: This bar chart is displayed in a Jupyter notebook 

using the display function. 

 

 A map saved as a PDF file: This map is saved as a PDF file using the save function. 

 

VegaLite.jl is a powerful tool for creating interactive data visualizations in Julia. It provides a 

simple and intuitive syntax for creating basic visualizations, and a wide range of options for 

customizing and interacting with visualizations. Whether you are analyzing data for scientific 

research, exploring data for business insights, or communicating data for public engagement, 

VegaLite.jl can help you create impressive and effective data visualizations. 
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Chapter 9:  
Integrating Interactive Visualization 
with Other Tools 
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Before diving into interactive visualization with Julia, it is important to understand the basics of 

data visualization and plotting with Julia. Julia has several packages for data visualization, 

including Plots, Makie, and Gadfly. In this section, we will focus on Plots, which is one of the 

most popular and versatile plotting packages in Julia. 

 

To get started with Plots, you will first need to install the package. You can do this by running 

the following command in the Julia REPL: 

 

using Pkg 

Pkg.add("Plots") 

 

Once you have installed the package, you can load it by running the following command: 

 

using Plots 

 

Let's start by creating a simple plot of a sine function. To do this, we can use the plot() function 

and pass in the x and y coordinates of the function. We can also customize the plot by setting 

properties such as the title, labels, and colors. 

 

x = range(0, stop=2π, length=100) 

y = sin.(x) 

 

plot(x, y, title="Sine Function", label="Sine", 

xlabel="X", ylabel="Y", color=:blue) 
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This will create a plot of the sine function with a title, x and y labels, and a blue line for the 

function. We can also customize the plot further by adding a legend, changing the line style, and 

adjusting the axis limits. 

 

plot(x, y, title="Sine Function", label="Sine", 

xlabel="X", ylabel="Y", color=:blue, 

linestyle=:dashdot) 

xlims!(0, 2π) 

ylims!(-1.2, 1.2) 

legend(:bottomright) 

 

This will create a plot of the sine function with a dashed-dotted line style, a legend in the bottom-

right corner, and adjusted axis limits. 

 

Chapter 2: Interactive Visualization with Julia Packages 

 

Now that we have covered the basics of data visualization and plotting with Julia, let's explore 

interactive visualization with Julia packages such as Plots, Makie, and Gadfly. 

 

 

Interactive visualization allows users to explore data and gain insights in real-time. It provides a 

powerful tool for data exploration and analysis, as it allows users to interact with the data and 

adjust the visualization based on their needs. 

 

2.1 Plots.jl 

 

Plots is a powerful plotting package in Julia that provides support for several backends, including 

GR, Plotly, and PyPlot. It also supports interactive visualization through the PlotlyJS backend, 

which provides an interactive plotting experience. 

 

Interactive visualization allows users to explore and interact with data visualizations in real-time. 

It provides a powerful tool for data exploration and analysis, as it allows users to adjust the 

visualization based on their needs and gain insights into the data. 

 

In Julia, several packages provide support for interactive visualization, including Plots, Makie, 

and Gadfly. 

 

2.1 Plots.jl 

 

Plots is a popular and versatile plotting package in Julia that provides support for several 

backends, including GR, Plotly, and PyPlot. It also supports interactive visualization through the 

PlotlyJS backend, which provides an interactive plotting experience. 

 

To use the PlotlyJS backend, you can set the backend to "plotlyjs" using the following command: 
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plotlyjs() 

 

Once you have set the backend to PlotlyJS, you can create interactive visualizations using the 

plot() function, just as you would with the GR or PyPlot backends. The PlotlyJS backend 

supports several interactive features, including zooming, panning, and hover information. 

 

Plots also provides support for other interactive features, such as animations and sliders. These 

can be used to create dynamic visualizations that allow users to interact with the data and explore 

different scenarios. For example, you can create an animation of a changing function using the 

@animate macro, which creates a series of plots that can be played as an animation. 

 

@animate for i in 1:100 

    x = range(0, stop=2π, length=100) 

    y = sin.(x + i/10) 

    plot(x, y, title="Sine Function", label="Sine", 

xlabel="X", ylabel="Y", color=:blue) 

end 

 

This will create an animation of a sine function that changes over time, allowing users to explore 

different states of the function. 

 

2.2 Makie.jl 

 

Makie is a powerful and flexible plotting package in Julia that provides support for interactive 

3D visualizations. It is designed to be fast and efficient, making it well-suited for large datasets. 

 

Makie supports several backends, including GLMakie and CairoMakie. It also provides support 

for interactivity through the interaction() function, which allows users to interact with the 

visualization by rotating, panning, and zooming. 

 

using Makie 

x = range(0, stop=2π, length=100) 

y = range(0, stop=2π, length=100) 

z = sin.(x) * cos.(y') 

scene = surface(x, y, z, color=:viridis) 

interaction!(scene) 

 

This will create a 3D surface plot of a sine function that users can interact with by rotating, 

panning, and zooming. 

 

 

 

Creating web-based visualizations 
 



166 | P a g e  

 

 

In today's world, data visualization has become a crucial part of data analysis. With the 

increasing amount of data generated every day, it has become essential to represent data in a way 

that is easily understandable and provides valuable insights. Visualizations are a powerful tool 

that helps to interpret complex data and communicate insights more effectively. Interactive 

visualizations have an added advantage over static ones as they allow the user to explore data, 

drill down to specific details, and uncover hidden patterns. 

 

Julia is a high-level programming language that is designed for scientific computing, data 

analysis, and numerical computing. It is a relatively new language but has gained popularity 

among data scientists and researchers due to its ease of use, performance, and powerful tools. 

Julia has a vast collection of packages that allow you to create interactive and dynamic 

visualizations. In this booklet, we will explore some of the packages available in Julia for 

creating web-based visualizations. 

 

Plots.jl 

 

Plots.jl is a powerful plotting library for Julia. It is a high-level plotting package that allows you 

to create a wide range of plots with ease. Plots.jl provides an interface to various backend 

plotting libraries, such as GR, Plotly, and PyPlot. This flexibility allows you to choose the 

backend that suits your needs best. 

 

 

To use Plots.jl, you need to install it by typing the following command in the Julia REPL: 

 

julia> using Pkg 

julia> Pkg.add("Plots") 

 

Once you have installed Plots.jl, you can use it to create different types of plots. For example, to 

create a line plot, you can use the plot function: 

 

using Plots 

x = 0:0.1:2π 

y = sin.(x) 

plot(x, y) 

 

This will create a line plot of sin(x) against x. Plots.jl provides several customization options to 

modify the appearance of the plot. For example, you can change the color and line style of the 

plot, add a legend, or modify the axis labels. 

 

Plots.jl also allows you to create interactive plots using the Plotly backend. To use Plotly, you 

need to install the PlotlyJS.jl package: 

 

julia> Pkg.add("PlotlyJS") 

 

Once you have installed PlotlyJS.jl, you can use the plotly function to create an interactive plot: 
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using Plots 

using PlotlyJS 

x = 0:0.1:2π 

y = sin.(x) 

plotly() 

plot(x, y) 

 

This will create an interactive plot that allows you to zoom in and out, pan, and hover over data 

points to display their values. 

 

Makie.jl 

 

Makie.jl is a high-performance, GPU-accelerated plotting library for Julia. It allows you to create 

complex and interactive visualizations with ease. Makie.jl provides an interface for creating 3D 

plots, animations, and interactive plots. 

 

To use Makie.jl, you need to install it by typing the following command in the Julia REPL: 

 

julia> using Pkg 

julia> Pkg.add("Makie") 

 

Once you have installed Makie.jl, you can use it to create a wide range of plots. For example, to 

create a scatter plot, you can use the scatter function: 

 

using Makie 

x = rand(100) 

y = rand(100) 

z = rand(100) 

scatter(x, y, z) 

 

This will create a scatter plot of x . 

 

1. Plots.jl 

 

Plots.jl is a powerful plotting library for Julia. It is a high-level plotting package that allows you 

to create a wide range of plots with ease. Plots.jl provides an interface to various backend 

plotting libraries, such as GR, Plotly, and PyPlot. This flexibility allows you to choose the 

backend that suits your needs best. 

 

Plots.jl allows you to create different types of plots, including line plots, scatter plots, bar plots, 

histograms, and more. Plots.jl provides several customization options to modify the appearance 

of the plot. For example, you can change the color and line style of the plot, add a legend, or 

modify the axis labels. 

Plots.jl also allows you to create interactive plots using the Plotly backend. The interactive plots 

allow you to zoom in and out, pan, and hover over data points to display their values. 

 



168 | P a g e  

 

 

2. Makie.jl 

 

Makie.jl is a high-performance, GPU-accelerated plotting library for Julia. It allows you to create 

complex and interactive visualizations with ease. Makie.jl provides an interface for creating 3D 

plots, animations, and interactive plots. 

 

Makie.jl provides several types of plots, including scatter plots, surface plots, and line plots. 

Makie.jl also allows you to create animations by specifying the values of the variables over time. 

Makie.jl is GPU-accelerated, which means it can handle large datasets and create complex 

visualizations quickly. 

 

3. Gadfly.jl 

 

Gadfly.jl is a plotting library for Julia that is based on the Grammar of Graphics. It allows you to 

create complex and customized visualizations by specifying the layers of the plot. Gadfly.jl 

provides an intuitive syntax for creating plots, and the resulting visualizations are of high quality. 

Gadfly.jl provides several types of plots, including scatter plots, line plots, and bar plots. 

Gadfly.jl also allows you to customize the appearance of the plot, including the axis labels, the 

title, and the color scheme. 

 

 

4. VegaLite.jl 

 

VegaLite.jl is a Julia package that provides an interface to the Vega-Lite visualization grammar. 

Vega-Lite is a high-level visualization grammar that allows you to create a wide range of 

visualizations, including scatter plots, bar charts, and line charts. 

 

VegaLite.jl allows you to create interactive and dynamic visualizations. The resulting 

visualizations are of high quality and can be easily embedded in web pages. 

 

Julia provides several powerful packages for creating web-based visualizations. Plots.jl, 

Makie.jl, Gadfly.jl, and VegaLite.jl are some of the popular packages that allow you to create a 

wide range of visualizations.  

 

 

 

Integrating with Jupyter notebooks 
 

In recent years, data analysis and visualization have become increasingly important in many 

fields, from scientific research to business intelligence. Jupyter notebooks have emerged as a 

popular platform for data analysis and interactive visualization, allowing users to create rich, 

interactive visualizations within a notebook environment. In this booklet, we will explore how to 

integrate Jupyter notebooks with Julia packages such as Plots, Makie, Gadfly, and more to create 

impressive data visualizations. 

Chapter 1: Getting Started with Jupyter Notebooks 
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Jupyter notebooks provide a web-based interactive computing environment that allows you to 

write, run, and share code in a browser. To get started with Jupyter notebooks, you need to have 

Python or Julia installed on your system. Once you have installed Julia, you can install the IJulia 

package, which allows you to use Julia within Jupyter notebooks. 

 

To install IJulia, you can use the following command in the Julia REPL: 

 

using Pkg 

Pkg.add("IJulia") 

 

Once you have installed IJulia, you can launch a Jupyter notebook by running the following 

command in the Julia REPL: 

 

using IJulia 

notebook() 

 

This will launch a Jupyter notebook server in your default web browser. You can then create a 

new notebook by clicking on the "New" button in the top right corner of the Jupyter notebook 

interface and selecting "Julia" from the dropdown menu. 

 

Chapter 2: Introduction to Data Visualization in Julia 

 

Julia provides several packages for data visualization, including Plots, Makie, and Gadfly. These 

packages allow you to create a wide range of visualizations, from basic line and scatter plots to 

more complex 3D visualizations and interactive visualizations. 

 

In this chapter, we will provide a brief introduction to each of these packages and show how to 

create a basic visualization using each package. 

 

Plots: 

 

Plots is a high-level plotting package for Julia that provides a unified interface to several plotting 

backends, including PlotlyJS, GR, and PyPlot. Plots is designed to be easy to use and provides a 

wide range of customization options. 

 

To create a basic line plot using Plots, you can use the following code: 

 

using Plots 

x = 1:10 

y = rand(10) 

plot(x, y) 

 

This code will create a simple line plot with the x-axis ranging from 1 to 10 and the y-axis 

showing random values. 

 

Makie: 
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Makie is a 3D visualization package for Julia that provides a flexible and powerful interface for 

creating interactive visualizations. Makie allows you to create a wide range of 3D visualizations, 

including scatter plots, surface plots, and volume renderings. 

 

To create a basic scatter plot using Makie, you can use the following code: 

 

using Makie 

x = rand(100) 

y = rand(100) 

z = rand(100) 

scatter(x, y, z) 

 

This code will create a scatter plot with 100 randomly generated points in 3D space. 

 

 

Gadfly: 

 

Gadfly is a plotting package for Julia that provides a grammar of graphics interface for creating 

static visualizations. Gadfly is designed to be easy to use and provides a wide range of 

customization options. 

 

 

 

Integrating with Pluto.jl 
 

Getting Started with Pluto.jl 

 

Pluto.jl is a powerful web-based interactive notebook interface that allows for real-time reactive 

programming. It enables the creation of interactive notebooks, which provide an excellent 

platform for data analysis and visualization. To get started with Pluto.jl, you need to have Julia 

installed on your machine. You can download and install Julia from the official Julia website. 

 

Once you have Julia installed, you can install Pluto.jl by typing the following command in the 

Julia terminal: 

 

using Pkg 

Pkg.add("Pluto") 

 

This will install Pluto.jl on your machine. To start a Pluto notebook, type the following 

command in the Julia terminal: 

 

using Pluto 

Pluto.run() 
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This will open a web browser window showing the Pluto notebook interface. You can now create 

a new notebook and start working on your data visualization project. 

 

Creating Data Visualizations with Plots.jl 

 

Plots.jl is a powerful and flexible data visualization package that allows for the creation of a 

wide range of visualizations, including scatter plots, line plots, bar charts, and more. It provides a 

high-level plotting API that is easy to use, making it an excellent choice for data visualization in 

Julia. To use Plots.jl in a Pluto notebook, you need to install it by typing the following command 

in the Julia terminal: 

 

using Pkg 

Pkg.add("Plots") 

 

Once you have Plots.jl installed, you can import it into your Pluto notebook by typing the 

following command in a code cell: 

 

using Plots 

 

This will import the Plots.jl package into your notebook, and you can start creating 

visualizations. 

 

Let's start by creating a simple scatter plot. Suppose we have the following data: 

 

x = 1:10 

y = rand(10) 

 

To create a scatter plot of this data, we can use the scatter function as follows: 

 

scatter(x, y) 

 

This will create a scatter plot of the data, with the x-axis showing the values of x, and the y-axis 

showing the values of y. We can customize the plot by adding labels to the x-axis and y-axis 

using the xlabel and ylabel functions, respectively: 

 

scatter(x, y) 

xlabel("x") 

ylabel("y") 

 

We can also customize the color and size of the markers using the color and markersize 

arguments, respectively: 

 

scatter(x, y, color="red", markersize=10) 

xlabel("x") 

ylabel("y") 
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Plots.jl provides many other customization options for creating impressive data visualizations. 

For example, we can create line plots, bar charts, heatmaps, and more. You can refer to the 

Plots.jl documentation for more information on these visualizations and how to customize them. 

 

Creating Data Visualizations with Makie.jl 

 

Makie.jl is a powerful 3D data visualization package that allows for the creation of interactive 

visualizations. 

 

Pluto.jl is a web-based interactive notebook interface that enables real-time reactive 

programming. It is an excellent platform for data analysis and visualization, as it allows for the 

creation of interactive notebooks. In these notebooks, you can create data visualizations using 

various Julia packages, including Plots.jl, Makie.jl, and Gadfly.jl. 

 

Plots.jl is a powerful and flexible data visualization package that allows for the creation of a 

wide range of visualizations, including scatter plots, line plots, bar charts, and more. It provides a 

high-level plotting API that is easy to use, making it an excellent choice for data visualization in 

Julia. With Plots.jl, you can customize your plots by adding labels to the axes, changing the color  

 

and size of the markers, and more. 

 

Makie.jl is a powerful 3D data visualization package that allows for the creation of interactive 

visualizations. It provides a high-level plotting API that is easy to use, making it an excellent 

choice for creating 3D data visualizations in Julia. With Makie.jl, you can create a wide range of 

visualizations, including scatter plots, surface plots, and more. You can also customize your 

visualizations by changing the color, size, and shape of the markers, adding labels and 

annotations, and more. 

 

Gadfly.jl is a powerful and flexible data visualization package that allows for the creation of 

high-quality visualizations, including scatter plots, line plots, bar charts, and more. It provides a 

grammar of graphics API that is easy to use, making it an excellent choice for data visualization 

in Julia. With Gadfly.jl, you can customize your plots by adding labels to the axes, changing the 

color and size of the markers, and more. 

 

When creating data visualizations in Pluto.jl, you can use any of these packages depending on 

your visualization needs. To get started, you need to install the desired package using the 

Pkg.add() function in the Julia terminal. Once installed, you can import the package into your 

Pluto notebook using the using keyword. 

 

Pluto.jl is a powerful platform for data analysis and visualization. With packages such as Plots.jl, 

Makie.jl, and Gadfly.jl, you can create impressive data visualizations that are interactive and 

easy to customize. Whether you need to create 2D or 3D visualizations, Pluto.jl has you covered. 

 

In addition to the packages mentioned above, there are several other Julia packages that you can 

use for interactive visualization and plotting in Pluto.jl. Here are a few notable packages: 

PlotlyJS.jl: This package provides a Julia interface to the popular Plotly.js library. It allows for 
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the creation of interactive plots, including scatter plots, line plots, bar charts, and more. With 

PlotlyJS.jl, you can customize your plots by adding hover effects, changing the plot style, and 

more. 

 

GLMakie.jl: This package is an extension of Makie.jl that provides GPU-accelerated 2D and 3D 

plotting capabilities. With GLMakie.jl, you can create high-performance data visualizations that 

are interactive and easy to customize. 

 

VegaLite.jl: This package provides a Julia interface to the Vega-Lite visualization grammar. It 

allows for the creation of a wide range of visualizations, including scatter plots, line plots, bar 

charts, and more. With VegaLite.jl, you can customize your plots by changing the plot style, 

adding labels and annotations, and more. 

 

Winston.jl: This package provides a flexible plotting API that allows for the creation of a wide 

range of visualizations, including scatter plots, line plots, bar charts, and more. With Winston.jl, 

you can customize your plots by changing the color and style of the markers, adding labels and 

annotations, and more. 

 

When creating interactive visualizations and plots in Pluto.jl, it's essential to keep in mind the 

audience you're creating the visualization for. For example, if you're creating visualizations for 

data scientists or technical audiences, you may want to use a package such as Makie.jl or 

GLMakie.jl, which provide high-performance graphics capabilities. On the other hand, if you're 

creating visualizations for a broader audience, you may want to use a package such as PlotlyJS.jl 

or VegaLite.jl, which provide interactive visualizations that are easy to share and view on the 

web. 

 

Here’s an example code snippet that demonstrates how to create an interactive scatter plot using 

Plots.jl and Pluto.jl: 

 

using Plots 

gr() 

 

# Define data 

x = rand(100) 

y = rand(100) 

 

# Create scatter plot 

scatter_plot = scatter(x, y, label = "Data") 

 

# Define slider for adjusting marker size 

marker_size_slider = slider(1:10, label = "Marker 

Size", value = 5) 

 

# Define function to update scatter plot based on 

slider value 
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function update_plot(slider_value) 

    scatter(x, y, label = "Data", markersize = 

slider_value) 

end 

 

# Display scatter plot and slider 

@bind scatter_plot update_plot(marker_size_slider) 

display(scatter_plot) 

display(marker_size_slider) 

 

In this example, we first import the Plots.jl package and set the default backend to gr(). We then 

define some random data and create a scatter plot of the data using the scatter() function. 

 

Next, we define a slider widget using the slider() function. This slider allows the user to adjust 

the size of the markers in the scatter plot. 

 

We then define a function, update_plot(), which takes in the value of the slider and updates the 

scatter plot with the new marker size. 

 

Finally, we use the @bind macro to bind the scatter plot to the update_plot() function based on 

the value of the slider. We display the scatter plot and slider using the display() function. 

 

When run in a Pluto notebook, this code will display an interactive scatter plot that allows the 

user to adjust the size of the markers by moving the slider. As the slider value changes, the 

scatter plot is automatically updated to reflect the new marker size. 

 

Here's a longer example that demonstrates how to create an interactive visualization using the 

Makie.jl package and Pluto.jl: 

 

julia 

using Makie 

using LinearAlgebra 

 

# Define data 

x = range(-5, 5, length=20) 

y = range(-5, 5, length=20) 

z = [sin(norm([x[i], y[j]])) for i in 1:20, j in 1:20] 

 

# Create a 3D scatter plot of the data 

scatter_plot = scatter(x, y, z, markersize = 0.2, color 

= :blue) 

 

# Define a slider for adjusting the z-coordinate of the 

scatter plot 

z_slider = slider(0:0.1:2pi, value = 0, label = "z") 
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# Define a function to update the scatter plot based on 

the slider value 

function update_plot(z_value) 

    scatter_plot.color = map((x, y) -> get_color(x, y, 

z_value), x, y) 

end 

 

# Define a function to compute the color of each point 

in the scatter plot based on its distance from the 

origin 

function get_color(x, y, z) 

    dist = norm([x, y]) 

    if dist == 0 

        return :blue 

    else 

        hue = (atan(y, x) + z) / (2 * pi) 

        return HSV(hue, 0.8, 0.8) 

    end 

end 

 

# Bind the scatter plot to the update function based on 

the value of the slider 

@bind scatter_plot update_plot(z_slider) 

 

# Display the scatter plot and slider 

display(scatter_plot) 

display(z_slider) 

 

In this example, we first import the Makie.jl package and define some sample data in the form of 

a 2D grid of points with corresponding z-values. We then create a 3D scatter plot of the data 

using the scatter() function. 

 

Next, we define a slider widget using the slider() function, which allows the user to adjust the z-

coordinate of the scatter plot. 

 

We then define two functions: update_plot() and get_color(). The update_plot() function takes in 

the value of the slider and updates the color of each point in the scatter plot based on its distance 

from the origin and the current value of the slider. The get_color() function computes the color 

of each point based on its distance from the origin and the current value of the slider. 

Finally, we use the @bind macro to bind the scatter plot to the update_plot() function based on 

the value of the slider. We display the scatter plot and slider using the display() function. 

 

When run in a Pluto notebook, this code will display an interactive 3D scatter plot that allows the 

user to adjust the z-coordinate of the plot using the slider. As the slider value changes, 
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the color of each point in the plot is updated to reflect its distance from the origin and the current 

value of the slider. 

 

 

 

Working with data from databases and APIs 
 

Data is often stored in databases, and APIs provide access to this data. Julia has several packages 

that make it easy to work with data from databases and APIs. We will explore some of these 

packages below. 

 

1.1. Working with Databases 

 

Julia provides several packages for working with databases, such as MySQL, PostgreSQL, 

SQLite, and others. Let's look at an example of how to connect to a PostgreSQL database using 

the package LibPQ. 

 

using LibPQ 

# Connect to the database 

conn = LibPQ.Connection("host=localhost port=5432 

dbname=mydatabase user=myusername password=mypassword") 

 

# Execute a query and fetch the results 

res = LibPQ.execute(conn, "SELECT * FROM mytable") 

rows = LibPQ.fetch(res, LibPQ.Row) 

 

In the code above, we first connect to a PostgreSQL database using the LibPQ.Connection 

function, passing in the connection details. We then execute a query and fetch the results using 

LibPQ.execute and LibPQ.fetch functions, respectively. 

 

1.2. Working with APIs 

 

Julia provides several packages for working with APIs, such as HTTP.jl, Requests.jl, and others. 

Let's look at an example of how to make a GET request to an API using the package HTTP.jl. 

 

using HTTP 

 

# Make a GET request to an API 

response = 

HTTP.get("https://jsonplaceholder.typicode.com/posts") 

 

# Extract the response body as a string 

body = String(response.body) 

# Parse the JSON response into a Julia object 
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data = JSON.parse(body) 

 

In the code above, we first make a GET request to an API using the HTTP.get function, passing 

in the API URL. We then extract the response body as a string and parse the JSON response into 

a Julia object using the JSON.parse function. 

 

Section 2: Creating Interactive Visualizations with Julia 

 

Julia provides several packages for creating interactive visualizations, such as Plots, Makie, and 

Gadfly. Let's explore some of these packages below. 

 

2.1. Plots 

 

Plots is a high-level plotting package for Julia that supports various backends such as PyPlot, 

PlotlyJS, GR, and others. Let's look at an example of how to create a scatter plot using the 

package Plots. 

 

using Plots 

 

# Generate some random data 

x = randn(100) 

y = randn(100) 

 

# Create a scatter plot 

scatter(x, y, label="Random Data") 

xlabel!("X-axis") 

ylabel!("Y-axis") 

title!("Scatter Plot") 

 

In the code above, we first generate some random data using the randn function. We then create 

a scatter plot using the scatter function and customize the plot using various options such as 

labels and titles. 

 

2.2. Makie 

Makie is a 3D plotting package for Julia that provides interactive visualizations and supports 

various backends such as OpenGL, WebGL, and others. 

 

Julia provides several packages for working with data from databases and APIs, such as MySQL, 

PostgreSQL, SQLite, HTTP.jl, Requests.jl, and others. 

 

Working with databases in Julia is made easy with packages like LibPQ. LibPQ provides a 

simple interface for connecting to and querying PostgreSQL databases. With LibPQ, you can 

execute SQL statements and fetch the results easily. This makes it possible to extract data from 

databases for analysis and visualization. 
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Working with APIs in Julia is also made easy with packages like HTTP.jl and Requests.jl. These 

packages provide a simple interface for making HTTP requests and retrieving data from APIs. 

With these packages, you can retrieve data from APIs and store them in Julia data structures for 

further analysis and visualization. 

 

Julia provides several packages for creating interactive visualizations, such as Plots, Makie, and 

Gadfly. Plots is a high-level plotting package that supports various backends such as PyPlot, 

PlotlyJS, GR, and others. Plots makes it easy to create simple and complex visualizations with 

just a few lines of code. Makie, on the other hand, is a 3D plotting package that provides 

interactive visualizations and supports various backends such as OpenGL, WebGL, and others. 

Makie is particularly useful for visualizing complex 3D datasets. 

 

Gadfly is another popular plotting package in Julia that provides a grammar of graphics for 

creating complex visualizations. With Gadfly, you can easily create various types of plots such 

as scatter plots, histograms, and bar plots, among others. Gadfly is particularly useful for creating 

publication-quality plots. 

 

Julia provides a powerful and flexible platform for data analysis and visualization. With the right 

packages, you can easily work with data from databases and APIs, and create impressive 

interactive visualizations that make it easy to explore and understand complex datasets. 

Here is an example of code using the Plots.jl package to create a scatter plot from data extracted 

from a PostgreSQL database using the LibPQ.jl package: 

 

using LibPQ, Plots 

 

# Connect to the database 

conn = LibPQ.Connection("host=localhost 

dbname=mydatabase user=myuser password=mypassword") 

 

# Execute an SQL query to retrieve the data 

result = LibPQ.exec(conn, "SELECT x, y FROM mytable") 

 

# Extract the data into arrays 

x = [] 

y = [] 

for row in LibPQ.rows(result) 

    push!(x, parse(Float64, row[1])) 

    push!(y, parse(Float64, row[2])) 

end 

 

# Create a scatter plot using Plots.jl 

scatter(x, y, xlabel="X", ylabel="Y", title="My Scatter 

Plot") 

 

In this example, we first connect to a PostgreSQL database using the LibPQ.Connection 
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function. We then execute an SQL query using LibPQ.exec to retrieve data from a table in the 

database. We then extract the data into two arrays x and y using a for loop and the push! 

function. Finally, we use the scatter function from the Plots.jl package to create a scatter plot of 

the data, with the xlabel, ylabel, and title arguments specifying the labels and title of the plot. 

 

Plots.jl supports many different types of plots, including scatter plots, line plots, bar plots, and 

more. Plots.jl also includes functionality for working with data from databases and APIs, 

including support for SQL queries and HTTP requests. 

 

The Makie.jl package is another powerful plotting package that is designed to create interactive 

and high-performance visualizations. Makie.jl provides a simple and flexible syntax for creating 

a wide range of 2D and 3D plots, including scatter plots, line plots, surface plots, and more. 

Makie.jl also includes support for working with data from databases and APIs, including support 

for SQL queries and HTTP requests. 

 

The Gadfly.jl package is a plotting package that provides a grammar of graphics approach to 

creating visualizations. Gadfly.jl allows you to build complex visualizations by composing 

simple plot elements together, such as layers, scales, and guides. Gadfly.jl includes support for a 

wide range of plot types, including scatter plots, line plots, bar plots, and more. Gadfly.jl also 

includes support for working with data from databases and APIs, including support for SQL 

queries and HTTP requests. 

 

When working with data from databases, the LibPQ.jl package provides a simple and flexible 

interface for working with PostgreSQL databases. LibPQ.jl supports a wide range of PostgreSQL 

functionality, including support for SQL queries, transactions, and prepared statements. 

 

When working with data from APIs, the HTTP.jl package provides a simple and flexible 

interface for making HTTP requests and handling responses. HTTP.jl supports a wide range of 

HTTP functionality, including support for HTTP methods, headers, and cookies. 

 

Here is another example of code that uses the HTTP.jl package to retrieve data from an API and 

visualize it using the Gadfly.jl package: 

 

using HTTP, JSON, DataFrames, Gadfly 

 

# Make an HTTP request to the API and retrieve the data 

as JSON 

url = "https://api.example.com/data" 

response = HTTP.get(url) 

data = JSON.parse(String(response.body)) 

 

# Convert the JSON data to a DataFrame 

df = DataFrame(data) 

 

# Create a bar plot using Gadfly.jl 
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plot = Gadfly.plot(df, x=:category, y=:value, Geom.bar, 

Guide.xlabel("Category"), Guide.ylabel("Value"), 

Guide.title("My Bar Plot")) 

 

# Save the plot to a PNG file 

Gadfly.save(plot, "myplot.png", width=800, height=600) 

 

In this example, we first use the HTTP.get function to make an HTTP request to an API and 

retrieve the data as JSON. We then use the JSON.parse function to convert the JSON data to a 

DataFrame using the DataFrames.jl package. We then create a bar plot of the data using the 

Gadfly.plot function, with the x and y arguments specifying the columns of the DataFrame to use 

for the x-axis and y-axis, respectively. We also use the Guide functions to specify the labels and 

title of the plot. Finally, we save the plot to a PNG file using the Gadfly.save function, with the 

width and height arguments specifying the dimensions of the plot in pixels. 

 

These are just two examples of how you can use Julia packages to work with data from databases 

and APIs and create interactive visualizations. With Julia's rich ecosystem of packages, there are 

countless ways to analyze and visualize data to gain insights and make data-driven decisions. 

 

 

 

 

 

 
 
 
 
Chapter 10:  
Best Practices for Interactive 
Visualization with Julia 
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Chapter 1: Installing and setting up packages 

 

Before creating interactive visualizations, you'll need to install and set up the required packages. 

The most popular packages for interactive visualization in Julia are Plots, Makie, and Gadfly. 

You can install these packages using the package manager in Julia by typing the following 

commands in the Julia console: 

 

using Pkg 

Pkg.add("Plots") 

Pkg.add("Makie") 

Pkg.add("Gadfly") 

 

Once you've installed the packages, you can import them into your Julia script by using the 

following commands: 

 

using Plots 

using Makie 

using Gadfly 

 

Chapter 2: Creating basic visualizations 

 

Once you've installed and imported the required packages, you can start creating basic 
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visualizations. Let's start by creating a simple line plot using the Plots package: 

 

using Plots 

x = 1:10 

y = rand(10) 

plot(x, y, title="Line plot", xlabel="X axis", 

ylabel="Y axis") 

 

This code creates a line plot with the x-axis ranging from 1 to 10 and the y-axis consisting of 

random values between 0 and 1. The plot also includes a title and labels for the x and y axes. 

 

You can create a scatter plot using the same package by using the scatter function: 

 

using Plots 

x = 1:10 

y = rand(10) 

scatter(x, y, title="Scatter plot", xlabel="X axis", 

ylabel="Y axis") 

 

This code creates a scatter plot with the same x and y values as before. 

 

Chapter 3: Customizing visualizations 

One of the benefits of using Julia for interactive visualization is the ability to customize 

visualizations in great detail. Let's continue with the previous example and customize the plot 

further: 

 

using Plots 

x = 1:10 

y = rand(10) 

plot(x, y, title="Line plot", xlabel="X axis", 

ylabel="Y axis", 

     linecolor=:red, linewidth=2, linestyle=:dashdot, 

     marker=:diamond, markersize=8, markercolor=:green) 

 

This code customizes the line plot by changing the color of the line to red, increasing the line 

width to 2, changing the line style to dash-dot, and adding diamonds as markers with a green 

color. 

 

You can also customize the axis labels, font size, and legend using the Plots package: 

 

using Plots 

x = 1:10 

y = rand(10) 

plot(x, y, title="Line plot", xlabel="X axis", 

ylabel="Y axis", 
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     linecolor=:red, linewidth=2, linestyle=:dashdot, 

     marker=:diamond, markersize=8, markercolor=:green, 

     legend=:topleft, label="Data") 

font = Plots.font("Helvetica", 12) 

Plots.default(titlefont=font, guidefont=font, 

tickfont=font, legendfont=font) 

 

This code adds a legend to the plot, sets the font size to 12, and changes the font to Helvetica. 

 

In addition to the 2D visualizations we created with the Plots package, Julia also provides the 

Makie package for creating 3D visualizations. Makie is a powerful and flexible package that 

allows you to create complex 3D visualizations with ease. 

 

To create a basic 3D plot using Makie, you can use the scatterplot function: 

 

using Makie 

x = rand(100) 

y = rand(100) 

z = rand(100) 

scatterplot(x, y, z) 

 

 

This code creates a scatter plot in 3D space using randomly generated values for the x, y, and z 

axes. You can rotate the plot by clicking and dragging the mouse. 

 

Makie also allows you to create more complex visualizations such as 3D surfaces and 

animations. For example, you can create a 3D surface plot using the surface function: 

 

using Makie 

x = -10:0.1:10 

y = -10:0.1:10 

z = [sin(sqrt(xx^2+yy^2))/sqrt(xx^2+yy^2) for xx in x, 

yy in y] 

surface(x, y, z, colormap=:viridis) 

 

This code creates a 3D surface plot of the function sin(sqrt(x^2+y^2))/sqrt(x^2+y^2) using the 

viridis colormap. The colormap argument specifies the color scheme used in the plot. 

 

Makie also provides various tools for creating 3D animations. For example, you can create an 

animated scatter plot using the scatterplot function and the animate function: 

 

using Makie 

t = range(0, stop=2π, length=100) 

x = sin.(2*t) 

y = cos.(3*t) 
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z = sin.(4*t) 

s = 0.1*rand(100) 

scatterplot(x, y, z, s, color=:red) 

anim = animate(1:length(t)) do i 

    scatterplot(x[i], y[i], z[i], s[i], color=:red) 

end 

gif(anim, "animation.gif", fps=20) 

 

This code creates an animated scatter plot of randomly generated points moving in 3D space. 

The animate function updates the plot for each frame, and the gif function saves the animation as 

a GIF file. 

 

Chapter 5: Creating visualizations with Gadfly 

 

Finally, the Gadfly package provides an alternative to the Plots and Makie packages for creating 

visualizations in Julia. Gadfly is a grammar of graphics package, which means that it provides a 

set of rules for constructing visualizations that are consistent and easy to understand. 

 

To create a basic visualization using Gadfly, you can use the plot function: 

 

using Gadfly 

x = 1:10 

y = rand(10) 

plot(x=x, y=y, Geom.line) 

 

This code creates a line plot using the Geom.line object, which specifies that the plot should 

consist of lines connecting the data points. 

 

You can also customize the visualization using various options: 

 

using Gadfly 

x = 1:10 

y = rand(10) 

plot(x=x, y=y, Geom.line, 

     Guide.title("Line plot"), 

     Guide.xlabel("X axis"), 

     Guide.ylabel("Y axis"), 

     Theme(line_width=2pt, 

default_color=colorant"red")) 

 

This code adds a title, axis labels, and changes the line width and color of the plot. 
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Choosing the right package for your needs 
 

Choosing the right package for your needs 

Before we dive into the different packages available for data visualization in Julia, it's essential 

to understand the requirements for your project. Some of the factors to consider include the type 

of data, the level of interactivity required, and the target audience. For example, if you are 

working with time-series data, you may require a package that can handle complex temporal 

plots, while if you are presenting data to a non-technical audience, you may need a package that 

offers an intuitive and user-friendly interface. 

 

Plots.jl 

 

Plots.jl is a powerful and versatile package for creating static and interactive plots in Julia. It 

offers a high-level interface and supports several backends, including GR, PlotlyJS, and PyPlot. 

The package provides a consistent API for creating different types of plots, including scatter 

plots, line plots, bar charts, histograms, and more. 

 

To get started with Plots.jl, you need to install the package using the Julia package manager. You 

can then load the package and choose the backend of your choice. Here is an example of creating 

a scatter plot using Plots.jl and the GR backend: 

 

using Plots 

gr() 

x = rand(10) 

y = rand(10) 

scatter(x, y) 

 

This code generates a scatter plot with ten random points using the GR backend. 

 

Plots.jl also provides advanced features such as customizing plot properties, subplots, 

animations, and more. It's a great package for creating high-quality static and interactive plots 

with minimal effort. 

 

Makie.jl 

 

Makie.jl is a powerful package for creating interactive 2D and 3D visualizations in Julia. It's 

built on top of the Julia graphics stack and provides a high-performance, GPU-accelerated 

rendering engine. Makie.jl supports several backends, including OpenGL, Cairo, and PlotlyJS. 

 

To get started with Makie.jl, you need to install the package using the Julia package manager. 

You can then load the package and create a scene, add objects to the scene, and customize the 

properties of the objects. Here is an example of creating a 3D scatter plot using Makie.jl: 

 

using Makie 

scene = Scene() 
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x = rand(100) 

y = rand(100) 

z = rand(100) 

scatter!(scene, x, y, z) 

 

This code generates a 3D scatter plot with 100 random points using the OpenGL backend. 

 

Makie.jl provides several advanced features, such as interactive controls, animations, and 3D 

rendering. It's an excellent package for creating complex and interactive visualizations with high-

performance rendering. 

 

Gadfly.jl 

 

Gadfly.jl is a package for creating high-quality statistical plots in Julia. It provides a grammar of 

graphics interface inspired by the ggplot2 package in R. Gadfly.jl supports several plot types, 

including scatter plots, line plots, bar charts, histograms, and more. 

 

To get started with Gadfly.jl, you need to install the package using the Julia package manager. 

You can then load the package and create a plot object, add layers to the plot object, and 

customize the properties of the layers. Here is an example of creating a scatter plot using 

Gadfly.jl: 

 

 

Optimizing performance 
 

Section 1: Choosing the Right Package 

 

There are several packages in Julia that can be used for interactive visualization and plotting, and 

each has its strengths and weaknesses. Some of the most popular packages include Plots, Makie, 

and Gadfly. 

 

1.1 Plots 

 

Plots is a high-level plotting library in Julia that provides a consistent API to several plotting 

backends, including PyPlot, GR, and PlotlyJS. This makes it easy to switch between different 

backends without changing your code. Plots is a good choice if you need to create a variety of 

plots quickly and easily, without worrying too much about the details. 

 

1.2 Makie 

 

Makie is a modern, high-performance plotting library that uses the GPU for rendering. It is 

designed to create complex, interactive plots that can handle large datasets. Makie is a good 

choice if you need to create complex plots that require high performance and interactivity. 

 

1.3 Gadfly 
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Gadfly is a plotting library that is inspired by the Grammar of Graphics, which provides a 

powerful, flexible way to create custom plots. Gadfly is a good choice if you need to create 

highly customized plots that require fine-grained control over the appearance and layout. 

 

Section 2: Optimizing Performance 

 

When creating interactive visualizations and plots in Julia, performance is a key consideration, 

especially when working with large datasets. In this section, we will explore some strategies for 

optimizing performance when using Julia's visualization packages. 

 

2.1 Use Vectorized Operations 

 

One of the most effective ways to optimize performance in Julia is to use vectorized operations 

whenever possible. Vectorization allows you to perform operations on entire arrays or matrices 

at once, rather than looping over individual elements. This can significantly reduce the amount of 

time it takes to perform calculations and create plots. 

 

For example, suppose you want to create a scatter plot of two arrays x and y. Instead of looping 

over each element of x and y and plotting individual points, you can use the following vectorized 

code: 

 

using Plots 

x = rand(1000) 

y = rand(1000) 

scatter(x, y) 

 

This code creates a scatter plot of 1000 points in just a few milliseconds. 

 

2.2 Use the GPU 

 

Another way to optimize performance is to use the GPU for rendering. Makie is designed to take 

advantage of the GPU for rendering, which can result in significant performance gains when 

working with large datasets. To use the GPU with Makie, you can simply add the GLMakie 

package and call using GLMakie before creating your plots. 

 

For example, suppose you want to create a scatter plot of 10 million points. You can use the 

following code to create the plot on the GPU: 

 

using Makie, GLMakie 

x = rand(10^7) 

y = rand(10^7) 

scatter(x, y) 

 

This code creates a scatter plot of 10 million points in just a few seconds, thanks to the GPU 

acceleration. 



188 | P a g e  

 

 

 

 

Caching is a technique that can be used to speed up the creation of plots that are created 

repeatedly. When you create a plot in Julia, the plotting package typically needs to calculate the 

layout and appearance of the plot, which can take a significant amount of time for complex plots. 

Caching allows the plotting package to reuse this information when creating the same plot again, 

which can result in a significant performance boost. 

 

To enable caching in Plots, you can use the plotlyjs() backend and pass the cache=true option 

when creating the plot. For example: 

 

scss 

Copy code 

using Plots 

plotlyjs() 

x = rand(1000) 

y = rand(1000) 

scatter(x, y, cache=true) 

This code creates a scatter plot of 1000 points using the plotlyjs() backend with caching enabled. 

 

2.4 Reduce the Number of Points 

 

When working with large datasets, it may not be necessary to plot every data point. In some 

cases, you can reduce the number of points that are plotted without significantly affecting the 

overall appearance of the plot. This can significantly improve performance. 

 

For example, suppose you have a dataset with 10,000 points and you want to create a scatter plot. 

Instead of plotting all 10,000 points, you can use the following code to plot a random subset of 

1,000 points: 

 

using Plots 

plotlyjs() 

x = rand(1000) 

y = rand(1000) 

scatter(x, y, cache=true) 

 

This code creates a scatter plot of a random subset of 1,000 points, which can be much faster 

than plotting all 10,000 points. 

 

2.5 Use the Right Data Structures 

 

Choosing the right data structure can also have a significant impact on performance. For 

example, using a Vector of Tuples to store data can be slower than using separate Vectors for 

each data field. Similarly, using a Dict to store data can be slower than using a Struct. 

 

For example, suppose you have a dataset with x and y coordinates stored in separate Vectors. 
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Instead of storing the data as a Vector of Tuples like this: 

 

using Plots 

x = rand(10000) 

y = rand(10000) 

scatter(x[1:1000], y[1:1000]) 

 

You can store the data as separate Vectors like this: 

 

data = [(x[i], y[i]) for i in 1:length(x)] 

 

This can be faster when creating plots, especially when using vectorized operations. 

 

 

 

 

 

 

 

 

Creating reusable and modular code 
 

Chapter 1: Understanding Julia Packages for Visualization and Plotting 

Julia offers a wide range of packages for interactive visualization and plotting. Each package has 

its strengths, weaknesses, and unique features. The following are some of the popular Julia 

packages for visualization and plotting: 

 

1.1 Plots 

 

Plots is a high-level plotting library that offers a consistent interface to different plotting 

backends, including PyPlot, GR, Plotly, and others. It provides a simple syntax for creating 2D 

and 3D plots, animations, and statistical visualizations. Plots is highly customizable, and its 

output is of high quality. 

 

1.2 Makie 

 

Makie is a flexible and performant plotting library that offers advanced features for creating 

interactive and high-dimensional visualizations. It leverages GPU acceleration to provide fast 

rendering of large datasets, animations, and real-time visualizations. Makie supports various plot 

types, including scatter plots, line plots, histograms, and more. 

 

1.3 Gadfly 
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Gadfly is a grammar of graphics plotting library that provides an elegant and concise syntax for 

creating high-quality static plots. It is built on top of the Cairo graphics library and offers various 

features, such as themes, scales, and facetting. Gadfly is easy to use and customize, making it an 

excellent choice for exploratory data analysis. 

 

1.4 Winston 

 

Winston is a mature 2D plotting library that provides a simple syntax for creating static plots. It 

offers various plot types, including scatter plots, line plots, histograms, and more. Winston is 

built on top of the Cairo graphics library and provides high-quality output. 

 

1.5 GLVisualize 

 

GLVisualize is a 3D visualization library that offers GPU-accelerated rendering of large datasets, 

animations, and real-time visualizations. It provides an intuitive interface for creating complex 

3D visualizations, including mesh plots, surface plots, and volume renderings. GLVisualize 

supports interactive manipulation of the plots and provides high-quality output. 

 

Chapter 2: Creating Reusable and Modular Code for Visualization and Plotting 

Creating reusable and modular code is essential in interactive visualization and plotting, 

especially when dealing with large datasets and complex visualizations. The following are  

 

 

some tips for creating reusable and modular code in Julia: 

 

2.1 Use Functions 

 

Functions are an essential part of creating reusable and modular code. Functions allow us to 

encapsulate code into a single block that can be called multiple times with different arguments. 

In Julia, functions are first-class objects, which means that we can pass them as arguments to 

other functions, return them from functions, and store them in variables. Using functions in our 

code makes it easier to test, debug, and maintain. 

 

2.2 Use Types 

 

Types are an integral part of Julia's type system and provide a way to organize data and code. 

Types define a set of attributes and behaviors that are shared by objects of the same type. By 

using types, we can create reusable code that can work with different types of data. For example, 

we can define a plot function that can work with different types of data, such as arrays, data 

frames, or tables, by using parametric types. 

 

Here's an example of creating reusable and modular code for interactive visualization and 

plotting in Julia using the Plots package: 

 

using Plots 
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# Define a function for creating a scatter plot 

function scatter_plot(x, y; title="", xlabel="", 

ylabel="", color=:blue) 

    plot(x, y, seriestype=:scatter, color=color, 

title=title, xlabel=xlabel, ylabel=ylabel) 

end 

 

# Define a function for creating a line plot 

function line_plot(x, y; title="", xlabel="", 

ylabel="", color=:red) 

    plot(x, y, seriestype=:line, color=color, 

title=title, xlabel=xlabel, ylabel=ylabel) 

end 

 

# Define a function for creating a plot with multiple 

series 

function multi_series_plot(x, y_dict; title="", 

xlabel="", ylabel="", legend=:bottomright) 

    plot(title=title, xlabel=xlabel, ylabel=ylabel, 

legend=legend) 

    for (label, y) in y_dict 

         

plot!(x, y, label=label) 

    end 

end 

 

# Define a type for holding plot data 

struct PlotData{T<:AbstractVector} 

    x::AbstractVector 

    y::T 

end 

 

# Define a function for creating a plot from PlotData 

function plot_data(data::PlotData; title="", xlabel="", 

ylabel="", color=:blue) 

    plot(data.x, data.y, seriestype=:scatter, 

color=color, title=title, xlabel=xlabel, ylabel=ylabel) 

end 

 

# Example usage 

x = 1:10 

y1 = rand(10) 

y2 = rand(10) 
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y_dict = Dict("y1" => y1, "y2" => y2) 

 

scatter_plot(x, y1, title="Scatter Plot Example", 

xlabel="X", ylabel="Y", color=:green) 

line_plot(x, y1, title="Line Plot Example", xlabel="X", 

ylabel="Y") 

multi_series_plot(x, y_dict, title="Multi-Series Plot 

Example", xlabel="X", ylabel="Y") 

data = PlotData(x, y1) 

plot_data(data, title="Plot Data Example", xlabel="X", 

ylabel="Y", color=:red) 

 

In the above code, we defined four functions for creating different types of plots - scatter plots, 

line plots, plots with multiple series, and plots from PlotData. These functions are modular and 

reusable, and we can use them to create different types of visualizations based on our data and 

requirements. 

 

We also defined a type PlotData for holding plot data, which allows us to create a generic 

function plot_data that can work with any type of data that contains x and y values. 

 

Finally, we demonstrated how to use these functions with example data to create different types 

of plots with custom titles, labels, colors, and legends. 

One of the key benefits of using Julia for data visualization and plotting is the availability of 

several powerful and flexible packages, such as Plots, Makie, and Gadfly. These packages 

provide a high-level interface for creating different types of plots, as well as a low-level interface 

for customizing the appearance and behavior of plots. 

 

To create reusable and modular code for data visualization and plotting in Julia, it's important to 

define functions that encapsulate specific visualization tasks. For example, you might define a 

function for creating scatter plots, a function for creating line plots, and so on. By defining these 

functions, you can reuse the same code across different projects and datasets, and easily modify 

the code to create different types of visualizations. 

 

When defining functions for creating plots, it's important to consider the parameters that the 

function should accept. For example, you might define parameters for the x and y data, the title 

of the plot, the labels for the x and y axes, and the color of the plot. By defining these 

parameters, you can create a function that is flexible enough to handle different types of data and 

requirements. 

 

Another useful technique for creating reusable and modular code for data visualization and 

plotting is to define custom types for holding plot data. For example, you might define a type 

that contains x and y values, as well as any additional metadata that is relevant for the plot, such 

as the color or shape of the data points. By defining a custom type, you can create a function that 

can work with any type of data that conforms to the same structure. 
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Use packages and modules: In addition to defining functions and types, you can also organize 

your code into packages and modules. Packages provide a way to distribute and share code with 

others, while modules provide a way to organize related functions and types within your own 

codebase. By using packages and modules, you can create a clean and organized codebase that is 

easy to navigate and maintain. 

 

fault values for parameters: When defining functions for creating plots, you can use 

default values for some of the parameters. For example, you might define a default color for the 

plot, so that users don't have to specify the color every time they call the function. By using 

default values, you can create functions that are both flexible and convenient to use. 

 

 

compile-time. This can be useful for creating generic functions that work with different types of 

data, or for generating code that is optimized for specific hardware or operating systems. By 

using macros, you can create code that is both flexible and efficient. 

 

 reusable and modular, it's important to test it 

thoroughly. You can use the built-in Julia testing framework to create tests for your functions 

and types, and to ensure that they work as expected across different datasets and requirements. 

By testing your code, you can catch bugs and errors early, and ensure that your code is reliable 

and robust. 

 

understand how to use it. You can use the built-in Julia documentation system to create 

documentation for your functions and types, and to provide examples of how to use them. By 

documenting your code, you can make it easier for others to understand and use your code, and 

ensure that it is reusable and modular in the long-term. 

 

 

 

Collaborating with others 
 

Visualizing data is an essential part of data analysis and communication. Interactive visualization 

allows users to explore data, analyze it in different ways, and communicate insights effectively. 

Julia is a high-level, high-performance programming language for technical computing, and it 

has several powerful packages for interactive visualization and plotting. In this booklet, we will 

explore some of the popular Julia packages for interactive visualization and plotting and discuss 

best practices for collaborating with others. 

 

Packages for Interactive Visualization and Plotting Julia has several packages for interactive 

visualization and plotting. Here are some of the popular ones: 

 

1. Plots: Plots is a high-level plotting package that can interface with various backend 
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plotting packages such as GR, PyPlot, and PlotlyJS. It has a simple and consistent syntax, 

making it easy to create and customize a wide range of plots. 

 

2. Makie: Makie is a modern plotting package that uses the GPU for fast rendering and 

interactivity. It supports 2D and 3D plots, interactive widgets, and animations. 

3. Gadfly: Gadfly is a grammar of graphics-inspired plotting package that emphasizes 

simplicity and aesthetics. It uses a declarative syntax to specify the visual properties of a 

plot. 

 

Collaborating with Others Collaboration is an essential aspect of data analysis and visualization. 

Here are some best practices for collaborating with others when using Julia packages for 

interactive visualization and plotting: 

 

1. Document your code: Documenting your code helps others understand what you did and 

how you did it. Use comments and docstrings to explain the purpose of your code, the 

inputs, the outputs, and any assumptions or limitations. 

 

2. Use version control: Version control helps you keep track of changes to your code and 

collaborate with others seamlessly. Use a version control system such as Git, and commit 

your changes regularly. 

 

3. Share your code: Sharing your code with others allows them to reproduce your results, 

build on your work, and provide feedback. Use a code-sharing platform such as GitHub 

or GitLab to share your code with others. 

 

4. Use reproducible workflows: Reproducible workflows ensure that others can reproduce 

your results easily. Use tools such as Jupyter notebooks or Pluto.jl to create reproducible 

workflows that combine code, documentation, and visualization. 

 

Here’s an example of longer code for interactive visualization using the Plots package in Julia: 

 

using Plots 

 

# Define the function to be plotted 

f(x) = x^2 - 2x + 1 

 

# Generate data 

x = -5:0.1:5 

y = f.(x) 

 

# Create a line plot 

plot(x, y, label="y = f(x)", lw=2, legend=:bottomright, 

xlabel="x", ylabel="y") 

 

# Add a scatter plot 
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scatter!([-1, 1], [0, 0], label="roots", markersize=10, 

marker=:circle, color=:red) 

 

# Customize the plot 

title!("Quadratic Function") 

xlims!(-5, 5) 

ylims!(-5, 25) 

grid!() 

 

This code defines a function f(x) and generates data for it using the x range and the function f 

using broadcasting. It then creates a line plot of y against x using the plot function and 

customizes it by adding a legend, axis labels, and a title. It also adds a scatter plot of the roots of 

the function at -1 and 1, and customizes it by changing the marker size, style, and color. Finally, 

it further customizes the plot by setting the x and y limits and adding a grid. 

 

This code demonstrates how easy it is to create complex visualizations using the Plots package in 

Julia, and how the different plotting elements can be customized to create visually appealing and 

informative plots. By using the various tools available in Julia for interactive visualization and 

collaborating with others using best practices, one can create impressive data visualizations and 

share them with others effectively. 

 

Here’s some more information on interactive visualization and plotting with Julia: 

 

1. Plots Package: Plots.jl is a high-level plotting package for Julia that supports multiple 

backends. It is a wrapper package that provides a unified interface for creating different 

types of plots using different backend plotting packages. Some popular backends are 

PlotlyJS, PyPlot, and GR. Plots.jl is designed to be user-friendly, and its simple syntax 

allows users to create complex visualizations with ease. 

 

2. Makie Package: Makie.jl is a modern plotting package for Julia that emphasizes 

interactivity and speed. It is built on top of OpenGL and uses the GPU for fast rendering 

and interactivity. Makie.jl supports 2D and 3D plots, interactive widgets, and animations. 

Its declarative syntax allows users to create complex plots with ease, and its interactivity 

features enable users to explore data in real-time. 

 

3. Gadfly Package: Gadfly.jl is a grammar of graphics-inspired plotting package for Julia 

that emphasizes simplicity and aesthetics. It uses a declarative syntax to specify the visual 

properties of a plot, making it easy to create visually appealing plots with minimal code. 

Gadfly.jl supports a wide range of plot types and customization options, making it a 

popular choice for data visualization in Julia. 

 

4. Best Practices for Collaborating: When collaborating with others on interactive 

visualization and plotting in Julia, it is important to follow best practices for effective 

collaboration. Some of these best practices include documenting your code, using version 

control, sharing your code, and using reproducible workflows. By documenting your 

code, you make it easier for others to understand what you did and how you did it. Using 
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version control enables you to keep track of changes to your code and collaborate with 

others seamlessly. Sharing your code allows others to reproduce your results, build on 

your work, and provide feedback. Using reproducible workflows ensures that others can 

reproduce your results easily and facilitates collaboration. 

 

5. Interactive Visualization Techniques: Interactive visualization techniques enable users to 

explore data in real-time and gain insights quickly. Some popular techniques for 

interactive visualization include linked brushing, hover-over tooltips, zooming and 

panning, and interactive widgets. Linked brushing enables users to brush over a data 

point in one plot and highlight the corresponding data points in other plots. Hover-over 

tooltips provide additional information about a data point when the user hovers over it. 

Zooming and panning enable users to focus on a specific part of the data and explore it in 

detail. Interactive widgets enable users to change the parameters of a plot dynamically 

and observe the changes in real-time. 

 

here's an example of longer code for interactive visualization using the Makie package in Julia: 

 

using Makie 

 

# Define the function to be plotted 

f(x, y) = sin(sqrt(x^2 + y^2)) 

 

# Generate data 

x = range(-5, 5, length=50) 

y = range(-5, 5, length=50) 

z = [f(i, j) for i in x, j in y] 

 

# Create a surface plot 

scene = Makie.mesh(x, y, z) 

 

# Customize the plot 

ax = scene[Axis] 

cb = scene[Colorbar] 

ax.labels = ["x", "y", "z"] 

ax.tickfontsize = 12 

ax.ticklabelsize = 10 

ax.xlabel = "x" 

ax.ylabel = "y" 

ax.zlabel = "z" 

cb.label = "f(x,y)" 

cb.labelfontsize = 12 

cb.ticklabelsize = 10 

cb.orientation = :horizontal 

 

# Add interactive widgets 
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slider_x = slider(scene, range(-5, 5, length=50), 

label="x") 

slider_y = slider(scene, range(-5, 5, length=50), 

label="y") 

link!((slider_x.value, "value"), (scene[1][:, 1], "z")) 

link!((slider_y.value, "value"), (scene[1][1, :], "z")) 

 

# Show the plot 

Makie.show(scene) 

 

This code defines a function f(x, y) and generates data for it using the x and y ranges and the 

function f using a nested loop. It then creates a surface plot of z against x and y using the mesh 

function in Makie, and customizes it by adding axis labels, a colorbar, and changing the font 

sizes and orientations. 

 

 

It also adds interactive widgets to the plot using the slider function, enabling the user to 

dynamically change the values of x and y and observe the changes in the plot in real-time. 

Finally, it shows the plot using the show function in Makie. 

 

This code demonstrates how easy it is to create complex interactive visualizations using the 

Makie package in Julia, and how the different visualization elements can be customized to create 

visually appealing and informative plots. By using the various tools available in Julia for 

interactive visualization and collaborating with others using best practices, one can create  

 

impressive data visualizations and share them with others effectively. 

 

GPU-accelerated plotting: 

Makie is designed to take advantage of modern hardware and uses the GPU for fast rendering 

and interactivity. This makes it possible to create complex visualizations with large datasets in 

real-time. The GPU-accelerated plotting also enables the creation of high-quality animations and 

interactive widgets. 

 

Declarative syntax: 

Makie uses a declarative syntax for specifying the visual properties of a plot. This makes it easy 

to create complex plots with minimal code and provides a high degree of customization. The 

declarative syntax is also easy to read and understand, making it accessible to users with 

different levels of programming experience. 

 

2D and 3D plotting: 

Makie supports both 2D and 3D plotting, enabling the creation of a wide range of visualizations. 

This includes scatter plots, line plots, surface plots, volume rendering, and more. The 3D plotting 

capabilities of Makie are particularly powerful, enabling the creation of interactive 3D 

visualizations that can be explored from different angles and with different lighting conditions. 

 

Interactive widgets: 



198 | P a g e  

 

 

Makie supports interactive widgets, enabling the user to change the parameters of a plot 

dynamically and observe the changes in real-time. This includes sliders, drop-down menus, and 

checkboxes, among others. The interactive widgets make it possible to explore the data in detail 

and gain insights quickly. 

 

Animations: 

Makie supports the creation of animations, enabling the user to visualize how the data changes 

over time. This includes creating animations of 2D and 3D plots, as well as creating animations 

of interactive widgets. The animations can be saved as videos or GIFs, making them easy to 

share with others. 

 

 

 

Debugging and troubleshooting 
 

Debugging and Troubleshooting Interactive Visualization and Plotting with Julia 

 

Julia is a high-performance programming language designed for scientific computing and data 

analysis. It provides many powerful packages for interactive visualization and plotting, including 

Plots, Makie, and Gadfly. These packages enable users to create impressive data visualizations 

with ease, but sometimes issues can arise during the plotting process. This booklet provides some 

tips and tricks for debugging and troubleshooting common problems encountered when working 

with interactive visualization and plotting in Julia. 

 

 

Check the package versions 

Before diving into debugging, it's important to make sure that you have the latest version of the 

package you are using. Julia packages are frequently updated to fix bugs and add new features. 

You can use the Pkg package manager to check the version of a package and update it if 

necessary. 

 

Check the data 

One of the most common sources of errors in plotting is incorrect data formatting. Make sure 

that your data is in the correct format for the package you are using. For example, some packages 

may require data to be in a specific data structure or datatype. Also, check for missing or null 

values in your data, as this can cause errors in some plotting functions. 

 

Check the plotting code 

If you are encountering errors during the plotting process, check your code for syntax errors or 

typos. Sometimes a small mistake in your code can cause the entire plotting process to fail. Use 

the Julia REPL or debugger to step through your code and identify the source of the error. 

 

Check the backend 

Julia packages for plotting often rely on third-party plotting backends, such as Plotly or GR. If 

you are encountering issues with your plots, try switching to a different backend to see if the 
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issue persists. You can also check the documentation for the package you are using to see if there 

are any known issues with a specific backend. 

 

Check the hardware and environment 

Some plotting packages may have specific hardware or environment requirements. For example, 

Makie may require a dedicated graphics card to run smoothly. If you are encountering 

performance issues or crashes during plotting, check your hardware and environment to make 

sure that they meet the requirements of the package you are using. 

 

Seek help from the community 

Finally, if you are still encountering issues with your plots, don't hesitate to seek help from the 

Julia community. Julia has a large and active community of users and developers who are always 

happy to help with debugging and troubleshooting. You can post your issue on the  

 

Julia discourse forum or join the Julia Slack channel for interactive help. 

 

here is an example code for interactive visualization using the Plots.jl package in Julia: 

 

using Plots 

 

# Generate some random data 

x = rand(10) 

y = rand(10) 

 

# Create a scatter plot 

scatter(x, y, label="data") 

# Add a line plot 

plot!(x, y, label="fit") 

 

# Add labels and title 

xlabel!("x-axis") 

ylabel!("y-axis") 

title!("My Plot") 

 

# Add interactive features 

plotlyjs() # switch to PlotlyJS backend for 

interactivity 

hover!(show=true) # enable hover-over tooltip 

 

In this example code, we first import the Plots package and generate some random data for x and 

y. We then create a scatter plot of the data using the scatter function, and add a line plot using the 

plot! function. We also add labels and a title to the plot using the xlabel!, ylabel!, and title! 

functions. 

 

Next, we add interactive features to the plot by switching to the PlotlyJS backend using the 
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plotlyjs() function. This backend provides interactive features such as hover-over tooltips, 

zooming, and panning. We also enable the hover-over tooltip feature using the 

hover!(show=true) function. 

 

This example code demonstrates how easy it is to create interactive visualizations in Julia using 

the Plots package. With a few simple functions, we can create a customized and interactive plot 

for our data. 

 

Interactive visualization and plotting are essential tools for exploring and analyzing data in 

scientific computing and data analysis. Julia provides several powerful packages for interactive 

visualization and plotting, including Plots, Makie, and Gadfly. These packages offer a wide 

range of functionalities for creating high-quality data visualizations. 

 

The Plots package is a popular choice for plotting in Julia due to its simplicity and versatility. It 

supports a variety of backends, including GR, PlotlyJS, and PyPlot, among others. The package 

offers a high-level interface for creating plots, which allows users to easily customize the 

appearance of their plots using a range of built-in functions. 

 

The Makie package is another popular choice for interactive visualization in Julia. It provides a 

GPU-accelerated plotting backend and supports real-time, interactive 3D visualization. Makie 

offers a high-level interface for creating interactive visualizations, including scatter plots, line 

plots, and 3D surface plots. 

 

The Gadfly package is a powerful and flexible plotting package for Julia. It offers a wide range 

of plotting options, including bar plots, histograms, and heatmaps. Gadfly uses a declarative 

approach to plotting, which allows users to specify the visual appearance of their plots in a  

 

concise and intuitive manner. 

 

When working with interactive visualization and plotting in Julia, there are several tips and tricks 

to keep in mind. First, it's important to choose the appropriate plotting package and backend for 

your specific application. Some packages may be better suited for real-time, interactive 

visualization, while others may be more appropriate for static plots. 

 

Second, it's important to format your data correctly before plotting. Make sure that your data is 

in the correct data structure and datatype for the package you are using. Also, check for missing 

or null values in your data, as this can cause errors in some plotting functions. 

 

Third, it's important to customize the appearance of your plots using the built-in functions 

provided by the plotting package. This includes setting labels, titles, colors, and other visual 

features. The ability to customize the appearance of your plots is an essential aspect of data 

visualization, as it allows you to convey your findings effectively. 

 

Finally, it's important to enable interactive features for your plots when appropriate. Interactive 

features, such as hover-over tooltips, zooming, and panning, can help users explore and analyze 

their data in more detail. 
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Here is an example code for interactive visualization using the Makie.jl package in Julia: 

 

using Makie 

 

# Generate some random data 

x = rand(10) 

y = rand(10) 

z = rand(10) 

 

# Create a 3D scatter plot 

scatter3d(x, y, z, label="data") 

 

 

# Add a 3D surface plot 

surface!(x, y, z, label="fit") 

 

# Add labels and title 

xlabel!("x-axis") 

ylabel!("y-axis") 

zlabel!("z-axis") 

title!("My 3D Plot") 

 

# Add interactive features 

fig = current_figure() # get the current figure 

camera = cam3d!(fig[1]) # enable 3D camera 

scale3d!(camera, 2) # zoom in 

 

In this example code, we first import the Makie package and generate some random data for x, y, 

and z. We then create a 3D scatter plot of the data using the scatter3d function, and add a 3D 

surface plot using the surface! function. We also add labels and a title to the plot using the 

xlabel!, ylabel!, zlabel!, and title! functions. 

 

Next, we add interactive features to the plot by enabling the 3D camera using the cam3d! 

function. This allows us to rotate the plot and view it from different angles. We also zoom in on 

the plot using the scale3d! function. 

 

This example code demonstrates how easy it is to create interactive 3D visualizations in Julia 

using the Makie package. With a few simple functions, we can create a customized and 

interactive plot for our data. 

 

Here's another example code using the Plots package to create an interactive line plot: 

 

using Plots 
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# Generate some random data 

x = 1:10 

y = rand(10) 

 

# Create an interactive line plot 

plot(x, y, label="data", title="My Interactive Plot", 

xlabel="x-axis", ylabel="y-axis") 

gui() # open the plot in a separate window for 

interactivity 

 

In this code, we first import the Plots package and generate some random data for x and y. We 

then create an interactive line plot using the plot function, specifying the x and y data and adding 

labels and a title using the xlabel, ylabel, and title arguments. We also add a label for the data 

using the label argument. 

Finally, we open the plot in a separate window for interactivity using the gui function. This 

allows us to interact with the plot, such as zooming, panning, and hovering over data points to 

see their values. 

 

Overall, this code demonstrates how easy it is to create interactive visualizations using the Plots 

package in Julia. With a few simple commands, we can generate customizable and interactive 

plots for our data. 

 

Here’s some more information on interactive visualization and plotting in Julia: 

 

Julia provides several powerful packages for interactive visualization and plotting, such as Plots, 

Makie, Gadfly, and more. These packages allow users to create customized and interactive plots  

 

for their data with ease. Here are some features of these packages: 

 

 Plots: This is a high-level plotting package in Julia that supports multiple backends, 

including GR, PlotlyJS, and PyPlot. It provides a simple and consistent interface for 

creating various types of plots, including line plots, scatter plots, heatmaps, histograms, 

and more. Plots also provides interactivity features, such as zooming, panning, and 

hovering over data points. 

 

 Makie: This is a 3D visualization package in Julia that provides interactive and high-

performance rendering of scientific data. It supports various rendering backends, such as 

GLMakie, CairoMakie, and MeshCat. Makie allows users to create customizable 3D 

plots, including scatter plots, surface plots, volume rendering, and more. It also supports 

interactivity features, such as rotating, zooming, and selecting parts of the plot. 

 

 Gadfly: This is a grammar of graphics plotting package in Julia that provides a flexible 

and powerful way to create publication-quality plots. It allows users to define plots using 

a high-level syntax and customize various elements of the plot, such as colors, shapes, 

and scales. Gadfly also supports interactivity features, such as hovering over data points 

to see their values and zooming in on parts of the plot. 
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These packages are just a few examples of the many visualization and plotting tools available in 

Julia. By leveraging the power of Julia's performance and interactivity features, users can create 

dynamic and informative visualizations for their data. 
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                               THE END 

 
 

 

 


